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#### Preface

[*Introducing JClass LiveTable*](#_bookmark1)■ [*Assumptions*](#_bookmark4)■ [*Typographical Conventions*](#_bookmark5)[*Overview of this Guide*](#_bookmark7)■ [*API Documentation (Javadoc)*](#_bookmark8)■ [*Licensing*](#_bookmark10)[*Related Documents*](#_bookmark11)■ [*About Quest Software, Inc.*](#_bookmark12)

###### Introducing JClass LiveTable

JClass LiveTable is a Java GUI component that displays rows and columns of user- interactive text, images, hypertext links, and other Java components in a scrollable window.

JClass LiveTable may be used in conjunction with Quest Software’s JClass Field, in that a Field component may be added to a JClass LiveTable cell.

All JClass LiveTable components are written entirely in Java; as long as the Java implementation for a particular platform works, JClass LiveTable will work.

You can freely distribute Java applets and applications containing JClass components according to the terms of the License Agreement.

Feature Overview

You can set the properties of JClass LiveTable components to determine how the table will look and behave. You can control:

* + - The data source for the table.
    - Preset and custom cell editing and display behavior for all types of data.
    - Labels for columns and rows.
    - Colors, fonts, borders (including custom borders), alignment, and spacing for cells and labels.
    - Row and column dragging.
    - Column sorting.
    - Adding, deleting, moving, and dragging rows and columns.
    - Scrolling and attaching default or custom scrollbars.
    - Cell selection and traversal.

###### Assumptions

This manual assumes that you have some experience with the Java programming language. You should have a basic understanding of object-oriented programming and Java programming concepts such as classes, methods, and packages before proceeding with this manual. See [Related Documents](#_bookmark11) later in this section of the manual for additional sources of Java-related information.

###### Typographical Conventions

Typewriter Font ■ Java language source code and examples of file contents.

* + - * JClass LiveTable and Java classes, objects, methods, properties, constants, and events.
      * HTML documents, tags, and attributes.
      * Commands that you enter on the screen.

*Italic Text* ■ Pathnames, filenames, URLs, programs, and method parameters.

* + - * New terms as they are introduced, and to emphasize important words.
      * Figure and table titles.
      * The names of other documents referenced in this manual, such as *Java in a Nutshell.*

**Bold** ■ Keyboard key names and menu references.

###### Overview of this Guide

Part I — Using JClass LiveTable – describes how to use the JClass LiveTable programming components.

[Chapter 1, ‘Hello Table’ – JClass LiveTable Tutorial,](#_bookmark20) provides a tutorial exercise to familiarize new users with the basics of writing a JClass LiveTable program.

[Chapter 2, Building a Table,](#_bookmark74) explains how to set most JClass LiveTable properties to customize the appearance and display of JClass LiveTable applications.

[Chapter 3, Working with Table Data,](#_bookmark250) gives details on getting data into and out of tables using the Model View Controller data handling in JClass LiveTable.

[Chapter 4, Displaying and Editing Cells,](#_bookmark340) describes how to configure JClass LiveTable so users can edit cells of any data type.

[Chapter 5, Adding Formulas to JClass LiveTable,](#_bookmark387) outlines the formulae package in

*com.klg.jclass.util*, which has special capabilities for working with mathematical objects.

[Chapter 6, Programming User Interactivity,](#_bookmark490) explains how to control how users interact with your table application, including cell traversal, selection, sorting, and more.

[Chapter 7, Events and Listeners,](#_bookmark586) explains how to send events and register event listeners in your JClass LiveTable programs.

[Chapter 8, Table Printing,](#_bookmark635) describes the enhanced printing features of JClass LiveTable.

[Chapter 9, JClass LiveTable Beans and IDEs,](#_bookmark653) describes the JClass LiveTable JavaBeans and how to use them within a Java Development Environment.

Part II — Reference Appendices – provides quick access to detailed information on JClass LiveTable features and implementation.

[Appendix A, Event Summary](#_bookmark723), lists events and corresponding event listeners.

[Appendix B, JClass LiveTable Property Listing](#_bookmark738), is a quick reference to properties, their functions, and settable values.

[Appendix C, Colors and Fonts](#_bookmark879), lists all of the color names and RGB values available to JClass LiveTable applications. It also lists all of the available fonts and font style constants.

[Appendix D, JClass LiveTable Inheritance Hierarchy](#_bookmark893), summarizes the

com.klg.jclass.table package.

[Appendix E, Distributing Applets and Applications](#_bookmark899), is a quick tutorial that demonstrates how to take a completed Java applet and deploy it on a Web page and Web server.

[Appendix F, Overview of Examples and Demos](#_bookmark905), summarizes all JClass LiveTable examples and demos, and refers you to the chapter that covers the predominant feature(s) used in a particular example or demo.

###### API Documentation (Javadoc)

The *JClass DesktopViews API Documentation* ( Javadoc) is installed automatically when you install JClass LiveTable and is found in the *JCLASS\_HOME/docs/api/* directory.

###### Licensing

In order to use JClass LiveTable, you need a valid license. Complete details about licensing are outlined in the *JClass DesktopViews Installation Guide*, which is automatically installed when you install JClass LiveTable.

###### Related Documents

The following is a sample of useful references to Java and JavaBeans programming:

* “*Java Platform Documentation*” at [*http://java.sun.com/docs/index.html*](http://java.sun.com/docs/index.html) and the “*Java Tutorial*” at [*http://java.sun.com/docs/books/tutorial/index.html*](http://java.sun.com/docs/books/tutorial/index.html) from Sun Microsystems
* For an introduction to creating enhanced user interfaces, see “*Creating a GUI with JFC/Swing*” at [*http://java.sun.com/docs/books/tutorial/uiswing/index.html*](http://java.sun.com/docs/books/tutorial/uiswing/index.html)
* *Java in a Nutshell, 2nd Edition* from O’Reilly & Associates Inc. See the O’Reilly Java Resource Center at [*http://java.oreilly.com*](http://java.oreilly.com/).
* Resources for using JavaBeans are at [*http://java.sun.com/beans/resources.html*](http://java.sun.com/beans/resources.html)

Please note that these documents are not required to develop applications using JClass LiveTable and Java.

###### About Quest Software, Inc.

Quest Software, Inc. delivers innovative products that help organizations get more performance and productivity from their applications, databases and Windows infrastructure. Through a deep expertise in IT operations and a continued focus on what works best, Quest helps more than 18,000 customers worldwide meet higher expectations for enterprise IT. Quest Software can be found in offices around the globe and at [*www.quest.com*](http://www.quest.com/).

Contacting Quest Software

|  |  |
| --- | --- |
| **Email** | [*info@quest.com*](mailto:info@quest.com) |
| **Mail** | Quest Software, Inc. World Headquarters 5 Polaris Way  Aliso Viejo, CA 92656 USA |
| **Web site** | [*www.quest.com*](http://www.quest.com/) |

Refer to our web site for regional and international office information.

Contacting Quest Support

Quest Support is available to customers who have a trial version of a Quest product or who have purchased a commercial version and have a valid maintenance contract. Quest Support provides around the clock coverage with SupportLink, our web self-service. Visit SupportLink at: [*http://support.quest.com*](http://support.quest.com/)

From SupportLink, you can do the following:

* + Quickly find thousands of solutions (Knowledgebase articles/documents).
  + Download patches and upgrades.
  + Seek help from a Support engineer.
  + Log and update your case, and check its status.

View the *Global Support Guide* for a detailed explanation of support programs, online services, contact information, and policy and procedures. The guide is available at: [*http://support.quest.com/pdfs/Global Support Guide.pdf*](http://support.quest.com/pdfs/Global%20Support%20Guide.pdf)

Please note that many of the initial questions you may have will concern basic installation or configuration issues. Consult this product’s *readme file* and the *JClass DesktopViews Installation Guide* (available in HTML and PDF formats) for help with these types of problems.

**JClass Community**

For the latest product information, helpful resources, and discussions with theJClass Quest team and other community members, join the JClass community at [http://jclass.inside.quest.com/.](http://jclass.inside.quest.com/)

## Part I Using JClass

*LiveTable*

***1***

#### ‘Hello Table’ – JClass LiveTable Tutorial

[*The Basic Table*](#_bookmark22)■ [*Overview of Table Changes*](#_bookmark29)■ [*Improving the Table’s Appearance*](#_bookmark31)[*Adding Interactivity*](#_bookmark59)■ [*Proceeding from Here*](#_bookmark71)■ [*Internationalization*](#_bookmark72)

You can immediately learn about some fundamental JClass LiveTable programming concepts by compiling and running an example program1. This program displays information about orders for “The Musical Fruit”, a fictional wholesale coffee distributor, based on the following data:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Customer Name** | **Order Date** | **Item** | **Quantity (lbs.)** | **Price/lb.** |
| The Cuppa | 11/11/97 | French Mocha | 60 | $7.01 |
| The Underground Cafe | 11/14/97 | Brazilian Medium | 112 | $6.80 |
| RocketFuel and Cake Cafe | 10/30/97 | Espresso Dark | 300 | $8.02 |
| WideEyes Coffee House | 11/12/97 | Colombian/Ir ish Cream Flavored | 120 | $5.30 |
| Jitters Caffeine Cavern | 10/01/97 | Ethiopian Medium | 80 | $7.50 |
| Twitchie’s on the Mall | 12/06/97 | French Roast Kona | 160 | $14.50 |
| Quest Software Inc. | 12/12/97 | Colombian | 22,000 | $5.28 |

1. This exercise assumes that you are familiar with Java programming concepts and have previously written and compiled Java programs. It also begs forgiveness for yet another play on the coffee theme of Java.
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* 1. **The Basic T****able**

The following code is from *ExampleTable1.java*, found in the *examples/table/intro* directory of your JClass LiveTable installation directory. The code creates a very plain looking table, without column labels or any other JClass LiveTable features to improve usability and appearance.

package examples.table.intro;

// import the necessary java classes, including the Table package import java.awt.Component;

import javax.swing.JPanel;

import com.klg.jclass.util.swing.JCExitFrame; import com.klg.jclass.table.JCTable;

import com.klg.jclass.table.data.JCVectorDataSource;

// initiate the class declaration

public class ExampleTable1 extends JPanel {

// set the cell values as a matrix of strings String cells[][] = {

{"The Cuppa","11/11/97","French Mocha","60","$7.01"},

{"The Underground Cafe","11/14/97", "Brazilian Medium", "112","$6.80"},

{"RocketFuel and Cake","10/30/97","Espresso Dark","300","$8.02"},

{"WideEyes Coffee House","11/12/97","Colombian/Irish Cream Flavored","120","$5.30"},

{"Jitters Caffeine Cavern","10/01/97","Ethiopian Medium Roast","80","$7.50"},

{"Twitchy's on the Mall","12/06/97","French Roast Kona","160","$14.50"},

{"Quest Software Inc.","12/12/97", "Colombian","22,000","$5.28"}

};

// initialize the Table object protected JCTable table;

// Build the table, point to the data source and define the table properties.

public ExampleTable1() {

setLayout(new java.awt.GridLayout());

// Create a default table object table = new JCTable();

// Create a vector data source to contain our data JCVectorDataSource ds = new JCVectorDataSource();

// Turn off column labels table.setColumnLabelDisplay(false);

// Turn off row labels table.setRowLabelDisplay(false);

// Set the data source to the vector data source from earlier table.setDataSource(ds);

// Set the number of rows in the data source. ds.setNumRows(7);

// Set the number of columns in the data source. ds.setNumColumns(5);

// Set the cell data in the data source. ds.setCells(cells);

this.add(table);

}

public static void main(String args[]) {

JCExitFrame f = new JCExitFrame("ExampleTable1"); ExampleTable1 et = new ExampleTable1(); f.getContentPane().add(et);

f.setSize(600, 200); f.setVisible(true);

}

}

Note: As you change the *ExampleTable1.java* file throughout this tutorial, it may be necessary to resize the frame to fit the content.

How the Table Handles Data

The table uses a Model-View-Controller (MVC) data mechanism; the table data is stored in a separate object. For this table example, we have used JCVectorDataSource, a class provided with JClass LiveTable that retrieves data from the data source and stores it in memory (see [Using Stock Data Sources, in Chapter](#_bookmark276) 3, for more information).

The data source is set using the table.setDataSource() method:

table.setDataSource(ds); ds.setNumRows(7); ds.setNumColumns(5); ds.setCells(cells);

Once the data source is set to the JCVectorDataSource (ds) object, that object handles the data, including setting the number of rows and columns, and accessing the cell values.

The data in the cells is of type String.

What the Table Looks Like

If you compile and run the modified *ExampleTable1.java* program,1 the following table is displayed:

* + 1. Note that the example programs in your JClass LiveTable distribution contain a package name. To run the compiled class, you must type the full package name, for example: java examples.table.intro.ExampleTable1
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The clip arrows indicate that the cells are not large enough to display their entire contents. By default, users can resize rows and columns to view the contents of the cell. Notice that if you click a cell, a *focus rectangle* appears, showing the current cell.

* 1. **Overview of Table Changes**

The following sections walk you through the modification of the example table. It is assumed that you are changing the code in the *ExampleTable1.java* file, compiling and then running it after each step to view the results. Of course, it is recommended that you make a copy of the original file.

For each of the table’s modifications, all the code that needs to be added is provided. Since some code segments rely on the presence of code from previous steps, it is recommended that you perform all modifications in the order in which they appear in this chapter.

Additionally, all changes made in this tutorial are reflected in the other example files found in the *examples/table/intro* directory. You can also compile and run those files to compare and verify the changes you make to *ExampleTable1.java*. Throughout the chapter, you will be alerted when the cumulative changes can be seen in another example file.

|  |  |
| --- | --- |
| **Change to ExampleTable1.java** | **Example File that Encompasses Changes Made** |
| defining and adding labels | *examples/table/intro/ExampleTable2.java* |
| label colors | *examples/table/intro/ExampleTable3.java* |
| label text alignment  label font | *examples/table/intro/ExampleTable4.java* |
| color of an individual non-label cell  cell and frame borders and spacing | *examples/table/intro/ExampleTable5.java* |

|  |  |
| --- | --- |
| **Change to ExampleTable1.java** | **Example File that Encompasses Changes Made** |
| cell height and width  enabling cell editing | *examples/table/intro/ExampleTable6.java* |
| enabling cell selection  resize only with labels | *examples/table/intro/ExampleTable7.java* |
| enable column sorting | *examples/table/intro/ExampleTable8.java* |

###### Improving the Table’s Appearance

Using some of the properties for modifying a table’s appearance, you can easily move from the basic, drab table in *ExampleTable1.java*, to a table that is easier to understand, easier to use, and more visually appealing.

All properties for a table can be specified when you create the table, or they may be changed at any time as the program runs by using event listeners. Each property has two *accessor methods*: set and get. An example of a set method for a property is setBackground(), which sets the background color of a cell or label. You can retrieve the current value of any property using the property’s get method, as in getBackground().

* + 1. Adding and Formatting Labels

Background

The table displayed by the *ExampleTable1.java* program is not very useful to an end-user. Not only is it uninteresting to look at, but you cannot tell what kinds of information the cells contain because there are no column labels. In the original data outline for the table (at the beginning of the chapter), we specified the following column headers or labels:

* + - * Customer Name
      * Order Date
      * Item
      * Quantity (lbs.)
      * Price/lb.

Labels are cells that can never be edited and can contain any Object, (for example, Strings, images, integers). You can apply labels to rows and columns. The label values, like cell values, are set in the data source object.

Procedure

In *ExampleTable1.java*, set the labels as a String by inserting this line immediately after the cell values String statement:

String labels[] = {"Customer Name","Order Date","Item", "Quantity (lbs.)","Price/lb."};

Once you have defined the values for the column labels, you have to instruct the Table object to display labels. The program currently contains the line:

table.setColumnLabelDisplay(false);

By default, column labels are set to true. Change the label setting back to this default by entering this code:

table.setColumnLabelDisplay(true);

Once the ColumnLabelDisplay property is set to true, you can set the column labels in the data source. After ds.setCells(cells);, add the line:

ds.setColumnLabels(labels);

This uses the data source to set the values of the column labels from the data specified in the String cells.

Compile and run the modified *ExampleTable1.java* file. The table now looks like this:
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Note: You can also run *ExampleTable2.java*, which already contains these changes.

Notice that the column labels are now part of the table. Also note that if you click a label, you do not get the focus rectangle that would appear on a selected cell, as labels cannot be edited and are not included in cell traversal. In certain situations, clicking a label performs an action (this will be discussed in [Section 1.4, Adding Interactivity](#_bookmark59)). However, in this case, the labels do not perform any interactive function.

* + 1. Introduction to Cell Styles

Cell Styles provide a very flexible model for changing the appearance (and some behavior) of a table’s cells or labels. A style contains attributes that can be applied to cells and labels, including color, text properties, and text/image alignment.

JClass LiveTable comes with several constructs that are part of Cell Styles:

* + - * CellStyleModel: An interface that defines the methods required by an object to specify the attributes of a cell.
      * JCCellStyle: The default implementation of the CellStyleModel interface.
        + The default cell and label styles: These are preset styles (one for labels, one for cells) whose look and feel change with any changes to the pluggable look and feel (PLAF) implementation of a table.

The visual table changes found in the next four sections are defined using these Cell Style constructs.

For in-depth coverage of cells styles, please refer to [Building a Table, in Chapter](#_bookmark74) 2.

* + 1. Changing Foreground and Background Colors

Background

There are thirteen AWT color constants that can be used in Java. The color constant values are:

* + - * Color.black ■ Color.magenta
      * Color.blue ■ Color.orange
      * Color.cyan ■ Color.pink
      * Color.darkGray ■ Color.red
      * Color.gray ■ Color.white
      * Color.green ■ Color.yellow
      * Color.lightGray

Procedure

In order to make changes with AWT colors, you need to include the java.awt.Color package to the *ExampleTable1.java* file that you are modifying. Add this to your list of import statements:

import java.awt.Color;

Since you are using default styles in the examples, you need to import the interface with which you implement the style. To do this, import the CellStyleModel class by adding this line to your list of import statements:

import com.klg.jclass.table.CellStyleModel;

Now that the required AWT color and Cell Style classes are accessible, set the background color of the labels to blue, and the foreground color (text) to white. Do this by inserting the following lines into the file’s ExampleTable1 class:

CellStyleModel labelStyle = table.getDefaultLabelStyle(); labelStyle.setBackground(Color.blue); labelStyle.setForeground(Color.white);

Here, you acquire the default label style. You then tweak the default label color attributes by changing the default colors to blue and white. Recompile and run the modified *ExampleTable1.java* file. The table now looks like this:
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Note: You can also run *ExampleTable3.java*, which already contains these changes.

* + 1. Changing Alignment

Background

Another way to visually differentiate the text that appears within a table is to change its alignment within a cell relative to the text alignment in other cells. By default, text (or anything else you insert into specific cells in a table) is shifted to the top and left margins of the cell. With Cell Styles, the horizontal and vertical positioning of a cell’s contents can be defined.

If you want to set the labels in the sample program to appear horizontally centered and at the top of the label, continue to modify the default label style that was set in the previous step.

Procedure

Add this line to your set of import statements:

import com.klg.jclass.table.JCTableEnum;

Then, append these lines to the labelStyle statements that were added in the previous step:

labelStyle.setHorizontalAlignment(JCTableEnum.CENTER); labelStyle.setVerticalAlignment(JCTableEnum.TOP);

* + 1. Changing the Fonts

Background

It is also possible to change fonts and their appearance. This is another way to visually distinguish one part of a table from another, or to change the overall appearance of the table.

Java defines five different platform-independent font names that are found (or have close equivalents) on most computer platforms. Valid Java AWT font names are:

* + - * Courier ■ Dialog
      * DialogInput ■ Helvetica
      * TimesRoman

Note: Font names are case-sensitive.

There are also four standard font style constants that can be used. Valid Java AWT font style constants are:

* + - * Font.BOLD ■ Font.PLAIN
      * Font.ITALIC ■ Font.BOLD + Font.ITALIC

Procedure

We want to change the text column labels in the modified *ExampleTable1.java*, from their default to a 14 point, bold-italic, Times Roman text. In order to make changes with AWT fonts, you need to include the java.awt.Font package to the program. Add this to your list of import statements:

import java.awt.Font;

Append this line to the labelStyle statements added in the last two steps:

labelStyle.setFont(new Font("TimesRoman", Font.BOLD +

Font.ITALIC, 14));

Recompile and run your modified *ExampleTable1.java* file. Having changed the text font and alignment, your table now looks like this:
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Note: You can also run *ExampleTable4.java*, which already contains these changes.

The type of font displayed on a user’s system depends entirely on the fonts that are local to that user’s computer. If a font name specified in a Java program is not found on a user’s system, the closest possible match is used as determined by the Java AWT.

* + 1. Adding Color to an Individual Cell

Background

In some cases, you will want the information in a certain cell or range of cells to stand out from the rest. As previously mentioned, Cell Styles can be used with individual or ranges of cells.

In our modified *ExampleTable1.java* file, we want to highlight the premium coffee order using different foreground and background colors — in this case, Twitchy’s on the Mall (row 6, column 1).

When we originally made changes to the labels using Cell Styles (the first change made was to the label colors), we retrieved the default label style and implemented them into the CellStyleModel class. This made a change to *all* labels. Now that you are working with a *single* cell, using the default Cell Style for non-label cells requires a similar action, but with an added step.

Procedure

First, import JCCellStyle by adding this line to your set of import statements:

import com.klg.jclass.table.JCCellStyle;

Then, similarly to what was done with the labels’ style, retrieve the default style for non- label cells by adding this new line to the ExampleTable1 class:

CellStyleModel cellStyle = table.getDefaultCellStyle();

Next, add this line to create a Cell Style for the single “Twitchy’s on the Mall” cell, which creates a new unique Cell Style that inherits all the style settings from the default Cell Style:

CellStyleModel specialStyle = new JCCellStyle((JCCellStyle)cellStyle);

Since we want to change the specific cell’s color, but do not want these changes applied to all the cells, the specialStyle object was created. Now, change the colors of the cell by adding these lines:

specialStyle.setForeground(Color.red); specialStyle.setBackground(Color.yellow); table.setCellStyle(5, 0, specialStyle);

Note: The cell found at row 6, column 1 in the displayed table is designated as row 5, column 0 in the code. This is because row and column indexes begin at zero. The top left cell in the table is at location (0, 0).

Recompile and run the modified *ExampleTable1.java* file. The colors in cell (5, 0) have changed, and the table now looks like this:
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* + 1. Changing the Cell Borders and Spacing

Background

There are a number of properties that can be used to define cell/frame borders and cell spacing. These are outlined in [Building a Table, in Chapter](#_bookmark74) 2. For the example program, we are going to thicken the cell borders, as well as the table’s frame border. Also, the border style for the cells (not labels) and frame will be changed.

Procedure

First, in order to work with borders, import the JCCellBorder class by adding this line to your list of import statements in your modified *ExampleTable1.java*:

import com.klg.jclass.table.JCCellBorder;

Next, add these lines to the ExampleTable1 class:

cellStyle.setCellBorder(new JCCellBorder(JCTableEnum.BORDER\_OUT)); table.setCellBorderWidth(5);

table.setFrameBorderWidth(3);

table.setFrameBorder(new JCCellBorder(JCTableEnum.BORDER\_OUT));

Now that you have made these additions to the code, recompile and run the modified *ExampleTable1.java* file. Having changed the cell and frame border properties, the table now looks like this:
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* + 1. Displaying More of the Cells

Background

The example table has come a long way after setting only a few properties, but there is still a small problem: the table may clip the cell’s contents. This means that the user has to resize the rows or columns in order to read the contents of some cells. By default,

JClass LiveTable sets all of the cells to a width of 10 characters and a height of one character. You could specify the height and width of the cells in rows and columns in terms of lines and characters using the CharHeight and CharWidth properties. However, in this program we want the cells to size themselves to display the entire contents (if possible).

Procedure

Add the following lines of code to the modified *ExampleTable1.java*:

table.setPixelHeight(JCTableEnum.ALLCELLS, JCTableEnum.VARIABLE); table.setPixelWidth(JCTableEnum.ALLCELLS, JCTableEnum.VARIABLE);

These lines set the PixelHeight and PixelWidth properties to a variable size for all rows and all columns, ensuring that the table will attempt to display the entire contents of each cell. Recompile and run the modified *ExampleTable1.java*. The table looks like this:
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You can also set these properties to specific pixel values for rows and columns; see the section on how to set [Column Width and Row Height Properties, in Chapter](#_bookmark175) 2, for more details.

So far, all the changes that have been made to *ExampleTable1.java* have centered around a table’s set of visual properties. Keeping the changes made thus far, we will continue by making changes to some of *ExampleTable1.java*’s interactive properties.

###### Adding Interactivity

In a hypothetical scenario, our example table could be used to track orders and accounts with a large number of customers. Your users will likely want to update the data, sort the information displayed in the table, and select sections of the table to perform operations on them.

We will add some basic user-interactivity to our example table to give you a sense of some of the things you can do with JClass LiveTable. You can explore user-interactivity further in [Programming User Interactivity, in Chapter](#_bookmark490) 6.

* + 1. Making the Cells Editable

Background

As far as user interaction goes, one of the problems with this example table is that it is not editable. If a user clicks a cell, the focus changes, but nothing else happens. To make the cell editable, we have to change the data source object to an editable data source. The JCVectorDataSource class we used as our data source has an editable counterpart called JCEditableVectorDataSource.

Procedure

The modified *ExampleTable1.java* currently contains the lines:

import com.klg.jclass.table.data.JCVectorDataSource; JCVectorDataSource ds = new JCVectorDataSource();

Change them to:

import com.klg.jclass.table.data.JCEditableVectorDataSource; JCEditableVectorDataSource ds = new JCEditableVectorDataSource();

Once you change these lines, recompile and run the modified *ExampleTable1.java* file. The table now looks like this:

![](data:image/png;base64,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)

*Figure 1 The table with editable cells. Note cell (3, 2) is being edited.*

Clicking a cell will bring up the editing component for the type of data in the cell. Since all of the cells contain Strings, the editing component is a text editor. For more information, see [Displaying and Editing Cells, in Chapter](#_bookmark340) 4.

* + 1. Enabling Cell Selection

Background

JClass LiveTable provides methods that set how users can select cells, ranges of cells, and entire rows and columns. Selection is enabled by setting the SelectionPolicy property. By default, cell selection reverses the foreground and background colors of the cells to highlight the selection.

Procedure

You can enable selection by adding the following code to the example program:

table.setSelectionPolicy(JCTableEnum.SELECT\_RANGE);

This allows users to select one or more cells in rows or columns by clicking and dragging the mouse, or using keyboard combinations.

By default, setting the SelectionPolicy property enables selection of entire rows or columns by clicking on the row or column label. When the user clicks on the column label, the column display (including the label) is reversed to highlight the selection. Similarly, when the user clicks on the row label, the row display (including the label) is reversed and the selection is highlighted.

You can configure the table not to highlight the label by using the following line of code:

table.setSelectIncludeLabels(false);

You can also change the default highlighting colors by setting the SelectedForeground and SelectedBackground properties. See [Customizing Cell Selection, in Chapter](#_bookmark556) 6, for more information.

* + 1. Resizing Using Labels Only

Background

By default, users can resize rows, columns, and labels by clicking their borders and dragging. You can change this functionality so that the resize capability is available only from the label. To resize a column, the user resizes its label instead of its cells.

JClass LiveTable provides the AllowResizeBy property to enable this feature.

Procedure

In the modified *ExampleTable1.java*, add this line to the ExampleTable1 class:

table.setAllowResizeBy(JCTableEnum.RESIZE\_BY\_LABELS);

Recompile and run the modified *ExampleTable1.java* file. The mouse cursor becomes a “resize” cursor only when it is located over the borders of the column labels.
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*Figure 2 A table with cell selection and exclusive label resizing. Note that the cell range of (2, 0) through (2,*

*2) has been selected.*

Note: You can also run *ExampleTable7.java*, which already contains these changes.

* + 1. Enabling Column Sorting

Background

It might be easier for your users to find certain information if they can sort the table based on cell values in a column. For example, that way they can find a customer name alphabetically or find large orders by sorting the “Quantity (lbs.)” column.

A simple way to allow your users to sort a row or column is to add a *trigger* that maps a column or row event onto a label. Since the program currently selects a column when you click its corresponding label, you need a way to differentiate between a selection and a call to sort the column.

Procedure

You can allow users to sort the column by using a Shift-click combination. Add these lines to your list of import statements in the modified *ExampleTable1.java*:

import com.klg.jclass.table.MouseActionInitiator; import java.awt.event.InputEvent;

These will allow your program to work with different mouse events. Now, to add the action, add this line to the ExampleTable1 class:

table.addAction(new MouseActionInitiator(

MouseActionInitiator.ANY\_BUTTON\_MASK,InputEvent. SHIFT\_MASK),JCTableEnum.COLUMN\_SORT\_ACTION);

When you recompile and run the program, you will see that holding down the Shift key and clicking a column label sorts the rows in ascending alphabetical/numerical order, based on the contents of the column.
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*Figure 3 Before enabling column sorting, when the third column’s label was clicked, all column cells were selected (left). After inserting the code, Shift-clicking the column’s label resulted in an alphabetical sort (right).*

Note: You can also run *ExampleTable8.java*, which already contains these changes.

###### Proceeding from Here

This exercise has given you a simple overview of some of the types of things you can do with JClass LiveTable.

* For detailed information on the design elements of JClass LiveTable, see [Building a Table, in Chapter](#_bookmark74) 2. [Appendix B](#_bookmark739), [JClass LiveTable Property Listing](#_bookmark738), contains the JClass LiveTable Properties in table format.
* To learn about using the new JClass LiveTable data model, see [Working with Table Data, in Chapter](#_bookmark250) 3, and [Displaying and Editing Cells, in Chapter](#_bookmark340) 4.
* To learn about the formulae package in *com.klg.jclass.util*, which has special capabilities for working with mathematical objects, see [Adding Formulas to JClass LiveTable, in Chapter](#_bookmark387) 5.
  + To learn about user-interaction with JClass LiveTable, see [Programming User Interactivity, in Chapter](#_bookmark490) 6.
  + To try this same tutorial in a JavaBeans development environment, see [JClass LiveTable Beans and IDEs, in Chapter](#_bookmark653) 9.

You can find many more examples of ways to customize and enhance applications and applets in the *demos* directory of your JClass LiveTable distribution.

###### Internationalization

*Internationalization* is the process of making software that is ready for adaptation to various languages and regions without engineering changes. JClass DesktopViews products have been internationalized.

*Localization* is the process of making internationalized software run appropriately in a particular environment.

In JClass DesktopViews, all Strings that may be seen by a typical user have been internationalized and are ready for localization. These Strings are in resource bundles in every package that requires them. You need to create additional resource bundles for each of the locales that you want to support.

Note: Localizations that are built into the Java platform – such as number and date formatting – are handled by JClass LiveTable, without the need for you to do any extra work.

To localize your JClass LiveTable, you need the JClass LiveTable source code (requires a source code license). The packages that require localization have a *resources* subdirectory that contains the resource bundles, called *LocaleInfo* (or some similar variation, such as *LocaleBeanInfo*). You may want to perform an automated search of the package structure to find all the resource bundles.

To create a new resource bundle, copy the *LocaleInfo.java* file (staying within the same *resources* directory) and change its name to include standard language and country identifiers for the locale that you want to support. For example, if you want to support French as spoken in France, rename the copy of *LocaleInfo.java* to *LocaleInfo\_fr\_FR.java.* You can then replace the Strings in the copied file with the French translations.

To use a localized resource bundle, you pass the language and country identifiers to the setLocale() method. For example, setLocale(new Locale(fr, FR)) means that the Strings will be read from *LocaleInfo\_fr\_FR.java*.

For more information, including standard language and country identifiers, see

[*http://java.sun.com/j2se/1.4.2/docs/guide/intl/index.html*](http://java.sun.com/j2se/1.4.2/docs/guide/intl/index.html).

# 2

#### Building a Table

[*Table Anatomy 101*](#_bookmark78)■ [*Setting and Getting Properties*](#_bookmark84)■ [*Preset Table Styles*](#_bookmark103)■ [*Global Table Properties*](#_bookmark110)[*Column Width and Row Height Properties*](#_bookmark174)■ [*Cell Styles*](#_bookmark197)■ [*Cell and Label Spanning*](#_bookmark243)

Using the JClass LiveTable API, you can customize the appearance of your tables with colors, borders, custom scrollbars, and other display properties. This chapter describes the properties you can set to define the structure and appearance of your tables. The properties are set for rows, columns, and cells. See [Appendix B, JClass LiveTable](#_bookmark738) [Property Listing](#_bookmark738), for a reference summary of the properties.

Many of the table’s properties are set using methods of the JCTable class. However, some properties are set in the data source. For more information on setting properties using methods in the data source, see [Working with Table Data, in Chapter](#_bookmark250) 3, and [Displaying](#_bookmark340) [and Editing Cells, in Chapter](#_bookmark340) 4. The following descriptions note whether setting the property from the data source is applicable.

JClass LiveTable property accessor methods are also exposed to JavaBeans-compatible IDEs through the LiveTable Bean.

###### Table Anatomy 101

JClass LiveTable provides a scrollable viewing area for its cells and labels.
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*Figure 4 The components of a Table.*

The following list defines the terminology used with JClass LiveTable:

35

Label

A label is a non-editable cell appearing in a row at the top or bottom of the table, or in a column at the left or right side of a table. Like cells, labels can contain text or components, or can display an image. Please refer to sections later in this chapter, starting with [Section 2.4.5, Row and Column Labels](#_bookmark135), for more information about labels.

Scrollbar Components

These components are created and displayed if the number of rows or columns in the table is greater than the number of rows or columns visible on the screen. They provide end-users with the ability to scroll through the entire table. You can learn more about scrollbars in [Programming User Interactivity, in Chapter](#_bookmark490) 6.

Cell

A cell is an individual container of table data. A cell is *visible* if it is currently scrolled into view. The entire collection of displayed cells is called the *cell area*. You can find more information about defining cell appearance later in this chapter.

Current Cell

This is the cell that currently has the user input focus. End-users can enter and edit the value of this cell, unless this ability is disabled.

Cell Rendering, Editing and Management

Cell drawing and editing is handled by the com.klg.jclass.cell package. Specifically, cell rendering and editing are handled by the JCLightCellRenderer, JCComponentCellRenderer, and JCCellEditor interfaces.

Cells are drawn into the cell area by either a JCLightCellRenderer object that understands how to draw that specific type of data, or a JCComponentCellRenderer object that uses a lightweight component such as JLabel to render data.

If the user types or clicks a cell, and there is a JCCellEditor for the data type of the cell, the editor component is displayed over the cell. See [Displaying and Editing Cells, in](#_bookmark340) [Chapter](#_bookmark340) 4, for more information on cell editors and renderers.

###### Setting and Getting Properties

There are two ways to set and retrieve JClass LiveTable properties:

* + 1. By calling property set and get methods in a Java program
    2. By using a Java IDE at design-time (JavaBeans)

Each method changes the same table property. This manual therefore uses *properties* to discuss how features work, rather than using the method or Property Editor you might use to set that property.

* + 1. Table Contexts

A *context* is composed of a row and column index, both zero-based. The *current context* specifies the portion of a table’s cells and labels for which an application sets and retrieves properties. Specifying a table context is part of any method that sets table properties.

The following table outlines all table contexts. The example set the background color to white for any cells encompassed by the defined context.

|  |  |  |
| --- | --- | --- |
| **Context selection** | **Examples** | |
| a cell  Referenced by a row index and a column index. | (0,1) | (1,0) |
| all row or column cells  Referenced by the constant JCTableEnum.ALLCELLS in conjunction with a row or column index.  This does not include labels. | (0,JCTableEnum.ALLCELLS) | (JCTableEnum.ALLCELLS,0) |
| a range of cells  Referenced by the location of the top-left cell/label and the location of the bottom-right cell/label in the range.  A range be referenced as one context when defining JCCellRange. | (range); /\* range defined as JCCellRange(0,1,1,2) \*/ | |
| a row or column label  Referenced by the constant JCTableEnum.LABEL in conjunction with a row or column index. | (0,JCTableEnum.LABEL) | (JCTableEnum.LABEL,0) |

|  |  |  |
| --- | --- | --- |
| **Context selection** | **Examples** | |
| all row or column labels  Referenced by both JCTableEnum.ALL and JCTableEnum.LABEL, the order dependent on which set of labels is being referenced. | (JCTabelEnum.ALL,  JCTableEnum.LABEL) | (JCTableEnum.LABEL,  JCTableEnum.ALL) |
| all labels  Referenced using (JCTableEnum.LABEL, JCTableEnum.LABEL). | (JCTableEnum.LABEL,JCTableEnum.LABEL) | |
| an entire row or column  Referenced by the constant JCTableEnum.ALL in conjunction with a row or column index.  The context includes labels. | (1,JCTableEnum.ALL) | (JCTableEnum.ALL,1) |
| all table cells  Referenced by (JCTableEnum.ALLCELLS, JCTableEnum.ALLCELLS).  The context does not include labels. | (JCTableEnum.ALLCELLS,JCTableEnum.ALLCELLS) | |
| an entire table  Referenced by (JCTableEnum.ALL, JCTableEnum.ALL).  The context includes labels. | (JCTableEnum.ALL,JCTableEnum.ALL) | |

* + 1. Setting Table Properties with Java Code

When setting table properties, you work with either general table properties or Cell Styles. Cell Styles affect specific cell appearance and behavior settings for elements such as color, typefaces, border types, editability and cell text/image alignment. All other non- cell properties are handled as table-wide settings. To learn what can be defined with Cell Styles, please refer to [Section 2.6, Cell Styles](#_bookmark197), later in this chapter.

Setting Regular Cell and Label Properties

Setting cell and label properties that are not handled with Cell Styles involve the straightforward use of set and get methods. Every JClass LiveTable property has a set and get method associated with it.

For example, to set the value of the PixelHeight property to a value of 60 for all labels and the first non-label row, the setPixelHeight() method is called:

table.setPixelHeight(JCTableEnum.LABEL,60); table.setPixelHeight(0,60);

As another example, to set the value of the PixelWidth property to a value of 90 for all labels and the first non-label row, the setPixelWidth() method is called:

table.setPixelWidth(JCTableEnum.LABEL,90); table.setPixelWidth(0,90);

You can also set properties for the entire table. For example, use the MarginHeight() and

MarginWidth() properties to set the distance between cell borders and cell contents:

table.setMarginHeight(10); table.setMarginWidth(10);

Setting Cell Style Properties

Setting Cell Style properties involves the implementation of the CellStyleModel

interface. This interface provides all information that the cell editors/renderers use.

JClass LiveTable includes the JCCellStyle class, which is the default implementation of

CellStyleModel. Also included are default look and feel settings for labels and cells.

For example, the following sample code adopts the default values set in JCCellStyle, but changes the cell colors to black (background) and yellow (text), and applies this change to cell(2, 2):

JCCellStyle cellcolors = new JCCellStyle(); cellcolors.setBackground(Color.black); cellcolors.setForeground(Color.yellow); table.setCellStyle(1, 1, cellcolors);

In this example, the code acquires the default label look and feel for the particular operating system you are using. Then, the foreground and background colors are changed for all labels displayed in the table:

CellStyleModel labelStyle = table.getDefaultLabelStyle(); labelStyle.setBackground(Color.blue); labelStyle.setForeground(Color.white);

Most properties can be applied to individual cells as well as ranges. You can also set properties for a range of cells defined by a JCCellRange.

The following example sets a property to a range of cells using JCCellRange: JCCellRange range = new JCCellRange(0,3,2,4);

JCCellStyle cell = new JCCellStyle(); cell.setBackground(Color.red); table.setCellStyle(range, cell);

For more information about Cell Styles, please see [Section 2.6, Cell Styles](#_bookmark197), later in this chapter.

* + 1. Setting Properties with a Java IDE at Design-Time

JClass LiveTable can be used with a Java Integrated Development Environment (IDE), and its properties can be manipulated at design time. Consult the IDE documentation for details on how to load third-party Bean components into the IDE.

See [JClass LiveTable Beans and IDEs, in Chapter](#_bookmark653) 9, for complete details on using JClass LiveTable’s JavaBeans in IDEs.

###### Preset Table Styles

You can quickly build a standard table with a number of default settings by using the

JCListTable class. The preset features of this class affect:

* Cell selection: when users click a single cell, the entire row is selected.
* Label selection: labels are not included in selections.
* Resizing: the table’s cell sizes can only be changed by dragging label borders.
* Traversal: individual cells are traversable.

These settings are overridden by any properties you specifically set later on in your program.

To view the JCListTable class in action, please look at the Cars example in the *JCLASS\_HOME/examples/table/layout/* directory, and the Stocks demo in the *JCLASS\_HOME/demos/table/stocks/* directory.

###### Global Table Properties

The following sections outline all properties that globally affect the appearance of your table. When any of these properties are set, they are set for the entire table.

* + 1. Focus Rectangle Appearance

The focus rectangle visually informs the user which cell currently has the table’s focus. You can change the color of the focus rectangle by using the setFocusColor() method. For example:

setFocusColor(Color.blue);

Using the setFocusIndicator() method lets you set the type of focus indicator used. Valid indicators are:

FOCUS\_NONE FOCUS\_HIGHLIGHT FOCUS\_RECTANGLE FOCUS\_THIN\_RECTANGLE FOCUS\_DASHED\_RECTANGLE

* + 1. Screen Cursor Type

Use the setCursor() method to determine which AWT cursor type is used in your table. If cursor tracking is set to false, then a constant cursor is used (cursor tracking can be used to change the cursor appearance, depending over which part of the table the cursor is). By default, TrackCursor is set to true.

* + 1. Scrollbars

JClass LiveTable offers control over the appearance and behavior of scrollbars. This section outlines how to program the appearance of scrollbars. For information about programming scrollbar behavior, please refer to [Table Scrolling, in Chapter](#_bookmark524) 6.

Positioning Scrollbars

The way scrollbars should be attached to the table depends on the style of table you need for your application. Standard-style tables attach the scrollbars to the cell/label area and move them to match changes to the size of the visible area.

The HorizSBPosition property sets how the horizontal scrollbar is attached to the table. Similarly, VertSBPosition sets how the vertical scrollbar is attached to the table.

* + - * When set to JCTableEnum.POSITION\_BY\_CELLS (default), the scrollbar is attached to the cell/label viewport (that is, the cells that are visible).
      * When set to JCTableEnum.POSITION\_BY\_SIDE, the scrollbar is attached to the side of the table (that is, the whole of the table).

HorizSBAttachment sets how the end of the horizontal scrollbar is attached to the table. When set to JCTableEnum.SIZE\_TO\_CELLS (default), the scrollbar ends at the edge of the visible cells. When set to JCTableEnum.SIZE\_TO\_TABLE, the scrollbar ends at the edge of the table.

To specify standard-style table scrollbars, leave the position and attachment properties at their default values.

HorizSBOffset and VertSBOffset specify the offset between the scrollbars and the table (default: 0 pixels). This offset usually applies to the space between the scrollbars and the table’s cells/labels. However, when the scrollbars are attached to the side of the component, it can also apply to the space between the scrollbars and the side of the component, and only when there is space between the last row/column and the edge of the component.

Setting the Top Row and Left Column

When a table initially appears, you can set it so that a particular row and column are set as the top and left. Scrolling is set up automatically. Use setTopRow() and setLeftColumn() to define the top row and left-most column. This value is updated as a user scrolls through a table.

Setting Scrollbar Display Conditions

By default, JClass LiveTable displays each scrollbar only when the table is larger than the number of rows/columns visible on the screen. To display a scrollbar at all times, set HorizSBDisplay and/or VertSBDisplay to JCTableEnum.SCROLLBAR\_ALWAYS. Set them to JCTableEnum.SCROLLBAR\_NEVER to completely disable the scrollbar display. To display scrollbars only when the table size is greater than the viewing area, set them to JCTableEnum.SCROLLBAR\_AS\_NEEDED.

Note: Although scrollbars are removed, a user can still scroll with the keyboard. See [Managing Table Scrolling, in Chapter](#_bookmark529) 6, for complete information on disabling interactive scrolling.

Using your own Scrollbar Component

You may want to use a scrollbar component other than the default provided with JClass LiveTable. To do this, use the setVertSB() and setHorizSB() methods. The scrollbar must be a JScrollBar instance.

* + 1. Cell Selection Colors

When users select a cell or a range of cells, it often helps to highlight them. This section outlines how to control the appearance of selected cells. For information about programming cell selection behavior, please refer to [Cell Selection, in Chapter](#_bookmark550) 6.

Setting Cell Selection Colors

The background and foreground colors used for selected cells are specified by setSelectedBackground() and setSelectedForeground(). By default, selected cells are displayed in reverse video (i.e., the normal background and foreground color values have been swapped). The current cell displays the selection colors in its border.

Using the previous methods requires you to select a specific foreground or background color. Instead of committing to one color, you can also use color mode methods that allow you to define selection colors by associating them with other foreground and background colors.

Use setSelectedBackgroundMode() to set how selected background colors are determined. Valid modes include:

* + - * USE\_SELECTED\_BACKGROUND: the selected background color is the same as the color defined in the SelectedBackground property.
      * USE\_CELL\_BACKGROUND: the selected background is the same as the cell background color.
      * USE\_CELL\_FOREGROUND: the background and foreground colors are inverted.

Use setSelectedForegroundMode() to set how selected foreground colors are determined. Valid modes include:

* + - * USE\_SELECTED\_FOREGROUND: the selected foreground color is the same as the color defined in the SelectedForeground property.
      * USE\_CELL\_FOREGROUND: the selected background is the same as the cell foreground color.
      * USE\_CELL\_BACKGROUND: the background and foreground colors are inverted.
    1. Row and Column Labels

A row or column label is a non-editable cell that identifies the row or column to the user. Row and column label values are set in the data source (see [Working with Table Data, in](#_bookmark250) [Chapter](#_bookmark250) 3). By default, row and column labels are displayed in your table, regardless of whether you have specified contents for the labels in the data source (they will be empty if there are no labels defined in the data source). To prevent row and column labels from displaying, you must use the methods:

table.setRowLabelDisplay(false); table.setColumnLabelDisplay(false);

Placing Labels

You can specify the positioning of row/column labels on the screen using the setRowLabelPlacement() and setColumnLabelPlacement() methods. If you insert the placement methods in the table.setColumnLabelPlacement(placement) or table.setRowLabelPlacement(placement) statements, valid values include:

|  |  |
| --- | --- |
| **Column and Row Placement** | **Example** |
| JCTableEnum.PLACE\_TOP JCTableEnum.PLACE\_RIGHT  The labels are displayed at the top and to the right of the table (default). |  |

|  |  |
| --- | --- |
| **Column and Row Placement** | **Example** |
| JCTableEnum.PLACE\_TOP JCTableEnum.PLACE\_LEFT  The labels are displayed at top and to the left of the table. |  |
| JCTableEnum.PLACE\_BOTTOM JCTableEnum.PLACE\_RIGHT  The labels are displayed at the bottom and to the right of table. |  |
| JCTableEnum.PLACE\_BOTTOM JCTableEnum.PLACE\_LEFT  The labels are displayed at the bottom and to the left of the table (reversed default). |  |

Defining Label Spacing

Normally, there is no space between labels and the cell area. The RowLabelOffset property specifies the distance in pixels between the row labels and the cell area. Similarly, the ColumnLabelOffset property specifies the distance in pixels between the column labels and the cell area. If you specify a negative value, the cell area overlaps the labels.

Offset value examples

|  |  |
| --- | --- |
| ColumnLabelOffset(0); RowLabelOffset(0); |  |

**Offset value examples**

|  |  |
| --- | --- |
| ColumnLabelOffset(15); RowLabelOffset(15); |  |
| ColumnLabelOffset(-10); RowLabelOffset(-10); |  |

* + 1. **Cell and Label Border Width**

The width of the borders around the cells and labels is specified by the setCellBorderWidth() method. This method’s actions apply to the entire table. By default, the borders are 1 pixel wide. The following table demonstrates the effect of different bordercell widths:

CellBorderWidth Examples

|  |  |
| --- | --- |
| table.setCellBorderWidth(2);  sets the bordercell width for all cells and labels to a value of two pixels |  |
| table.setCellBorderWidth(5);  sets the bordercell width for all cells and labels to a value of five pixels |  |

* + 1. **Cell and Label Margins**

The MarginWidth and MarginHeight properties alter the space between the cell borders and the contents of cells.

The MarginWidth property sets the distance (in pixels) between the inside edge of the cell border and the left and right edge of the cell’s contents (default: 2). The MarginHeight property specifies the margin (in pixels) between the inside edge of the cell border and the top and bottom edge of the cell’s contents (default: 1).

These properties affect all cells and labels in the table — margins cannot be set for individual cells.

![](data:image/png;base64,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)

The following table demonstrates the effect of different margin height and width settings:

Cell and Label Margin Examples

|  |  |
| --- | --- |
| table.setMarginHeight(2); table.setMarginWidth(5);  sets the margin height to 2 and the width to 5 |  |
| table.setMarginHeight(10); table.setMarginWidth(10);  sets the margin height and width to 10 |  |

* + 1. **Component Borders**

The ComponentBorderWidth property sets the spacing between the border of a table’s cells and components that are inserted into them. By default, this property is set to 0.

* + 1. Frame Border Attributes

The FrameBorder property is an instance of CellBorderModel, and sets the border surrounding the cell and label areas.

The FrameBorderWidth property specifies the thickness of the border surrounding the cell and label areas. Its default value is 0 (no frame border).

Border colors are calculated using the table’s background color.

The following table outlines all the valid frameborder types, and demonstrates frameborder widths. The FrameBorderWidth property, which specifies the thickness of the border surrounding the cell and label areas, has been set to a value of 6. The code in each

cell is the CellBorderModel value, which is used in the statement:

table.setFrameBorder(new JCCellBorder(value)).

FrameBorder Attribute Examples

|  |  |
| --- | --- |
| JCTableEnum.BORDER\_ETCHED\_IN  creates a border that appears set in | JCTableEnum.BORDER\_ETCHED\_OUT  creates a raised border |
| JCTableEnum.BORDER\_FRAME\_IN  creates a frame border whose enclosed cells and labels appear set in | JCTableEnum.BORDER\_FRAME\_OUT creates a frame border whose enclosed cells and labels appear raised |
| JCTableEnum.BORDER\_IN  creates a border whose enclosed cells and labels appear set in | JCTableEnum.BORDER\_OUT  creates a border whose enclosed cells and labels appear raised |
| JCTableEnum.BORDER\_PLAIN  creates a plain frame border | JCTableEnum.BORDER\_THIN  creates a thin frame border |

**FrameBorder Attribute Examples**

|  |  |
| --- | --- |
| JCTableEnum.BORDER\_NONE  creates no frame border (default) |  |

* + 1. **Row and Column Definitio****n**

**Determining the Number of** **Rows/Columns**

The NumRows and NumColumns properties are set using methods in the data source. To retrieve these values, use the JCVectorDataSource.getNumRows() and JCVectorDataSource.getNumColumns() methods. Please see [Setting Stock Data Source](#_bookmark295) [Properties, in Chapter](#_bookmark295) 3, for information on setting these properties in the data source.

The number of rows/columns must be greater than the number of frozen rows/columns. For more information on frozen rows/columns, see [‘Freezing’ Rows and Columns](#_bookmark166).

Setting and Getting Visible Rows and Columns

The number of rows and columns currently visible in the window is specified by the

VisibleRows and VisibleColumns properties.1

You can force the table to display a particular number of rows or columns by calling

setVisibleRows() and setVisibleColumns().

To retrieve the values of VisibleRows or VisibleColumns, call the getVisibleRows() and getVisibleColumns() methods. These methods return the number of visible non-frozen rows or columns. These values determine the preferred size of the table and *are not updated dynamically* as a user resizes the table.

To get live values of the table, use getNumVisibleRows() and getNumVisibleColumns(), which return the total number of visible rows or columns.

To work with cells instead of rows or columns, use the getVisibleCells() method, which returns the range of non-frozen visible cells.

1. Rows/columns that are only partially visible are also included in the value of these properties.

Displaying the Entire Table

To display the entire table, set VisibleRows and VisibleColumns to JCTableEnum.NOVALUE. Setting either property to NOVALUE sets a special flag that causes the table to attempt to resize to make all rows or columns visible.

Swapping Rows or Columns

You can make two rows or columns switch places by using the swapRows() and

swapColumns() methods. For example, to swap rows 3 and 9:

table.swapRows(3,9)

These methods do not affect the data source, but use an internal mapping table to keep track of row and column locations.

To reset the rows or columns to their original locations, based on the data source, use the

resetSwappedRows() or resetSwappedColumns() methods.

‘Freezing’ Rows and Columns

An application can make rows and columns non-scrollable by using the FrozenRows and FrozenColumns properties. You can use frozen rows or columns to hold important information on the screen as a user scrolls through the table (such as totals at the bottom of a table). You could also use frozen rows or columns as additional rows or columns that act like labels; see [Section 2.7.1, Using Spanning to Create Multiline Headers](#_bookmark247) for an example.

* + setFrozenRows() specifies the number of rows held at the top or bottom of the window and not scrolled. The default value is zero.
  + setFrozenColumns() specifies the number of columns held at the left or right side of the window and not scrolled. The default is zero.

Frozen rows/columns always start from the beginning of the table. By default, they are editable and traversable, but not sorted and cannot be dragged. The following figure shows an example of frozen rows.
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*Figure 5 Visible and Frozen Rows and Columns- note absence of scrollbar to right of frozen rows.*

Setting frozen rows or columns sets the number of columns from the left or the number of rows from the top. For example:

table.setFrozenRows(2);

freezes the first two rows of the table, and

table.setFrozenColumns(4);

freezes the first four columns of the table.

If you want to freeze a single column or row in the middle of the table, you can easily move the specified row or column to the beginning of the table by using the swapRows() or swapColumns() method (described above), then freeze the row or column.

To move and freeze more than one column or row, you will have to call the moveRows() or moveColumns() method *in the data source* (see [Using Stock Data Sources, in Chapter](#_bookmark276) 3) to move the desired rows/columns to the beginning of the table, then set FrozenRows or FrozenColumns to the number of rows/columns that you want to freeze.

Placing Frozen Rows/Columns

You can place frozen rows at either the top or bottom of the table. Frozen columns can be placed at either the left or right of the table. The placement of frozen rows/columns does not affect the location of the rows/columns in the data source.

To change the placement of the frozen rows, set the FrozenRowPlacement property to either JCTableEnum.PLACE\_TOP or JCTableEnum.PLACE\_BOTTOM.

To change the placement of all frozen columns, set the FrozenColumnPlacement property to either JCTableEnum.PLACE\_LEFT or JCTableEnum.PLACE\_RIGHT.

* + 1. Controlling Cell Editor Size

The table can control the size of a cell editing component using the EditHeightPolicy

and EditWidthPolicy properties. Each of these properties can take one of three values:

* + - * JCTableEnum.EDIT\_SIZE\_TO\_CELL: resize the component to fit the Table’s cell size.
      * JCTableEnum.EDIT\_ENSURE\_MINIMUM\_SIZE: resize the component to its minimum size.
      * JCTableEnum.EDIT\_ENSURE\_PREFERRED\_SIZE: resize the cell to editing component’s preferred size.

These properties allow the table to have better control over cell editors created using the com.klg.jclass.cell.JCCellEditor interface. For more information about cell editors, see [Displaying and Editing Cells, in Chapter](#_bookmark340) 4.

###### Column Width and Row Height Properties

By default, JClass LiveTable sets the height of rows to display one line of text. The width of columns is set by default to display 10 characters of text. If a cell value, image file, or component does not fit in its cell, the cell displays clipping arrows by default. Each row can have its own height, and each column its own width.

JClass LiveTable provides two different ways to specify row height and column width: *character* and *pixel*. Character specification determines the height/width by the number of characters or lines that the row/column can display. Pixel specification determines the height/width by the explicit number of pixels.

Only one method can be used for a row or column. Pixel specification overrides character specification.

Note: When users interactively resize rows/columns, the row height/column width is specified by pixel regardless of how your application specified it.
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*Figure 6 The difference between Character and Pixel Row/Column specification.*

* + 1. Character Height and Width

The CharWidth property specifies the number of characters a column can display. CharHeight specifies the number of lines of text a row can display. For these properties to control row height/column width, PixelWidth and PixelHeight must be set to

JCTableEnum.NOVALUE.

To determine the pixel dimensions of a row or column whose height/width was set by CharWidth or CharHeight, use the getColumnPixelWidth() or getColumnPixelHeight() methods.

The following table demonstrates different character height and width settings:

For Column Width:
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sets the first row’s height to 1 character
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sets the first row’s height to four characters

For Row Height:
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table.setCharWidth(4,3); sets the fifth column’s width to 3 characters

table.setCharWidth(4,10); sets the fifth column’s width to 10 characters

Character specification is convenient when you know how many characters you want a row/column to display. It works best with non-proportional1 fonts because

JClass LiveTable uses the widest character along with the largest ascender/descender to guarantee that the specified number of characters will fit in the cell or label.

* + 1. Absolute Pixel Height and Width

PixelWidth and PixelHeight specify column width and row height in pixels. You can set these properties to an explicit pixel value using JCTableEnum.NOVALUE or JCTableEnum.VARIABLE (this value is discussed in detail in the following section).

Unless set to JCTableEnum.NOVALUE (default), these properties override the CharWidth and CharHeight properties. The next illustration shows setting PixelHeight to a pixel value.

Absolute Pixel Height Examples

|  |  |
| --- | --- |
| table.setPixelHeight(4,15);  sets the fifth row’s height to 15 pixels |  |

1. All of the characters in a fixed-width font have the same width

Absolute Pixel Height Examples

|  |  |
| --- | --- |
| table.setPixelHeight(4,30);  sets the fifth row’s height to 30 pixels |  |

* + 1. **Variable Pixel Height and Width**

An application can have JClass LiveTable automatically size rows and columns to fit the contents of the table by setting PixelWidth and PixelHeight to JCTableEnum.VARIABLE. As your application changes table attributes affecting the cells’ contents, the table will resize the rows and columns to fit.1

When a cell contains a component, JClass LiveTable sizes the cell to fit the component’s preferred size.

To determine the pixel dimensions of a row or column with variable height or width, call the getRowPixelHeight() and getColumnPixelWidth() methods.

Defining How Much of the Table is Used in Pixel Estimates

By default, the JCTableEnum.VARIABLE value, when used with PixelHeight and

PixelWidth, uses the entire row or column to calculate pixel dimensions.

Using VARIABLE with large tables can result in general table slowdowns due to the large number of cells involved in the height calculation. For large tables, use the JCTableEnum.VARIABLE\_ESTIMATE value instead, which sets the pixel dimension to the highest value found in a range that you define.

You can explicitly control the range of cells used in the variable height calculation by using setVariableEstimateCount(). Typically, this value is set to the number of cells expected to be visible at any time.

Changing Variable Row and Height Dimensions to Fixed Values

Setting PixelHeight and PixelWidth to JCTableEnum.AS\_IS does not change the pixel dimensions, and makes the current height and width settings fixed values.

Additionally, if you have set your row and column dimensions to be of variable height and width, and the user interactively resizes a row or column, the PixelWidth and PixelHeight values are converted to fixed values.

* 1. When width are height are set to zero, the row/column becomes hidden.
     1. Maximum and Minimum Pixel Height and Width

While you can work with varying pixel height and width dimensions, you can still set the absolute maximum and minimum pixel dimensions for a table.

Use setMaxHeight() and setMinHeight() to determine the maximum height of any or all rows, all column labels or the whole table. Likewise, use setMaxWidth() and setMinWidth() to determine the minimum width of any or all columns, all row labels, or the whole table.

* + 1. Displaying and Editing Multiple Lines in Cells

When you set the height and width of your cells, you adjust how much of the data can be displayed in the cell. If your cell contains text, then JClass LiveTable makes it possible for you to display and edit multiple lines.

For cell rendering, if the data displayed in the cells contains a newline character (\n), the cell is automatically displayed as a multiline cell.

For cell editing, by default, text is edited on a single line. For multiline editing, you must set the multiline editor. To set a multiline editor, you need to set the Cell Style’s editor properties. Create a Cell Style and set the editor for it, then call setCellStyle() with a row, column, or range. Please refer to [Section 2.6, Cell Styles](#_bookmark197), for more information about setting editor properties.

* + 1. Using Row Height and Width to Hide Rows and Columns

An application can “hide” rows and columns from the end-user by setting the PixelHeight/PixelWidth properties to zero pixels (the current cell should not be in the hidden row/column). Though the row/column appears to have vanished, the application can set attributes or change cell values.

Note: The recommended way of hiding rows and columns is to set the boolean value of

setRowHidden() and setColumnHidden() to true.
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*Figure 7 Hiding the “Order Date” column.*

###### Cell Styles

While the classes and properties mentioned in previous sections define table-wide or row/column properties, you can use Cell Styles to set the properties of individual cells or labels, or ranges of cells.

Every cell in a table is associated with a style that defines how the cell looks, how the data is edited, and whether the cell is traversable and editable.

* + 1. Cell Style Properties and Implementation

A Cell Style is any object that implements the CellStyleModel interface. With this interface, the style properties that you can define are:

* + - * background colors and foreground colors
      * repeating background and foreground color settings
      * font attributes
      * horizontal and vertical text alignment
      * cell border types
      * cell border sides
      * clip hints
      * boolean editable
      * editor (JCCellEditor)
      * renderer (JCCellRenderer)
* data types
* cell traversal

Cell Styles make it easier to define and manage the appearance of a table. Instead of working with a myriad of visual properties for ranges of cells, you can define a particular Cell Style (which encompasses all of these properties), and then apply the style to any cells or labels.

Getting and setting Cell Styles

In order to set a Cell Style, you can use one of two methods:

// this applies a style to a cell

setCellStyle(int row, int column, CellStyleModel csm);

// this applies a style to a range of cells setCellStyle(JCCellRange cr, CellStyleModel csm);

To retrieve the style for a cell, use:

CellStyleModel getCellStyle(int row, int column);

* + 1. Defining Your Own or Changing Built-In Cell Styles

You can easily modify Cell Styles by making property changes to the JCCellStyle

implementation, as well as default cell and label styles.

Changing Cell Styles

You can change a Cell Style by creating a new JCCellStyle object, modifying the desired properties, and applying these changes with the setCellStyle() method. For example, the style for cell (2, 2) is changed by using this code:

JCCellStyle cs = new JCCellStyle(); cs.setBackground(Color.blue); table.setCellStyle(2, 2, cs);

You can also use the getCellStyle() method to retrieve the style properties from a particular cell. Consider this example, which gets the properties of cell (0, 0), then sets the background color to red:

JCCellStyle cs = new JCCellStyle(); cs.setBackground(Color.blue); table.setCellStyle(JCTableEnum.ALL, JCTableEnum.ALL, cs);

CellStyleModel csm = table.getCellStyle(0, 0); csm.setBackground(Color.red);

The problem with using getCellStyle() is that the style obtained from an individual cell may not be unique to that cell. Styles can also be applied to ranges, or an entire table. In the above example, you might expect the code to produce a table whose cells have a blue background, with the exception of cell (0, 0) which should have a red background.

However, since the style you are retrieving from cell (0, 0) is used for the whole table, all cell backgrounds will be red.

If you wanted to change the background color for cell (0, 0) to red, even though that cell’s style is also being used for the whole table, you can work with a unique Cell Style:

CellStyleModel csm = table.getUniqueCellStyle(0, 0); csm.setBackground(Color.red);

table.setCellStyle(0, 0, csm);

The bottom line is that you do not need to apply specific style changes with setCellStyle() if you want to change all the cells that share the style. In other words, the first example which used:

CellStyleModel csm = table.getCellStyle(0, 0); csm.setBackground(Color.red);

is correct if your intention is to set the background color to red for all cells that share the same style as cell (0, 0).

Retrieving all Styles Used in a Table

You can easily work through all Cell Styles found in a table (even without knowing what they all are) by calling Collection getCellStyles(). You can use this to change a property for all styles in your table. The following example performs this operation, as it retrieves all the table’s styles, and changes the foreground color to blue:

Collection col = table.getCellStyle(); Iterator it = col.iterator(); while(it.hasNext()){

CellStyleModel csm = (CellStyleModel)it.next(); csm.setForeground(Color.blue);

}

Creating “Parent” Styles

JClass LiveTable allows you to create styles that inherit property values from a parent style. For example, imagine you have a style (mySimpleStyle) with white background and black foreground (text) settings. If you want to change the style properties for a particular cell, or cell range, but retain the original properties for the other cells, you have two choices.

* + - * The first choice involves the creation of a copy of the style in which you are interested, changing the property, and applying it back to the cell you want changed: CellStyleModel myNewStyle = (CellStyleModel)(mySimpleStyle.clone()); myNewStyle.setBackground(Color.red);

table.setCellStyle(0, 0, myNewStyle);

The problem with this approach is that if mySimpleStyle changes (for example, the font is changed), myNewStyle will not pick up this change. Updating styles to match changes in other styles can be tedious.

* + - * The second option makes updates automatic, as you implement mySimpleStyle as the “parent” of myNewStyle.

CellStyleModel myNewStyle = new JCCellStyle(mySimpleStyle); myNewStyle.setBackground(Color.red);

table.setCellStyle(0, 0, myNewStyle);

By creating a JCCellStyle with another style as an argument, you create a link between the new style and the original one. Any property that is changed to the new style overrides the setting that comes from the original style, and any changes made to the original style (that are not overridden) are picked up by the new style.

The following example demonstrates the relationship between parent and child styles. Here, both styles end up using the anotherFont typeface. However, since the foreground color in myNewStyle was changed to yellow, setting the myOldStyle foreground color to white will not affect myNewStyle.

myNewStyle.setForeground(Color.yellow); myOldStyle.setFont(anotherFont); myOldStyle.setForeground(Color.white);

The CellStyleModel has getParentStyle() and setParentStyle() methods in addition to using the special constructor.

* + 1. Using and Modifying JClass LiveTable’s Built-In Styles

To define Cell Styles, use the CellStyleModel interface. CellStyleModel is an interface that defines the methods required by an object to specify the attributes of a cell.

JCCellStyle: the Default CellStyleModel Implementation

JClass LiveTable provides an implementation of the CellStyleModel interface in the JCCellStyle class. Creating an instance of this class in your table program is a quick way of setting up a Cell Style. It has the following defaults:

Background System control color

Border BORDER\_IN

BorderSides BORDERSIDE\_ALL

CellBorderColor based on the background color of the cell

ClipHints SHOW\_ALL

Data Type null

Editable true

Editor null

Foreground System control text color

Font Dialog-Plain-12 HorizontalAlignment LEFT

Renderer null

RepeatBackground NONE

RepeatForeground NONE

Traversable true

VerticalAlignment TOP

JCCellStyle does not specify any DataType, CellEditor, or CellRenderer properties. Editors and renderers are determined by the type of data in the data source if an editor/renderer is not set. Please see [Displaying and Editing Cells, in Chapter](#_bookmark340) 4, for more information.

Pluggable Look and Feel (PLAF) Styles

There are two default styles that are used and changed by the current system’s PLAF. Use these if you want your table to look and behave in accordance with the host machine’s properties (e.g. Swing Metal, Windows). DefaultLabelStyle is automatically applied to labels, while DefaultCellStyle is applied to all cells. Access the default styles as follows:

CellStyleModel csm = table.getDefaultLabelStlye(); csm = table.getDefaultCellStyle();

JClass LiveTable handles PLAF through a “parenting” mechanism. When the PLAF changes, JCTableUI updates DefaultLabelStyle and DefaultCellStyle as required.

If you create a cell that uses this default style, but want to change a cell property while maintaining PLAF support for all other cell properties, you have to create a unique style for a cell.

For example, you can create a style for your table that has PLAF support, but changes the text alignment:

CellStyleModel csm = new JCCellStyle(table.getDefaultCellStyle(); csm.setHorizontalAlignment(JCTableEnum.CENTER); table.setCellStyle(0, 0, csm);

Here, you have created a new style based on DefaultCellStyle, and changed one property HorizontalAlignment. Applying this to cell (0, 0) changes the text alignment, but the other properties (background/foreground color, font, border type) will only change if the host machine’s look and feel changes.

To gain a better understanding of how JCTableUI works with default styles, imagine that you are applying this style change:

CellStyleModel csm = table.getDefaultCellStyle(); csm.setBackground(Color.blue);

You might think that when the user changes the PLAF, the blue background color will be cancelled out with the new PLAF defaults. This will not happen because JCTableUI uses special wrapper objects to set values (e.g. ColorUIResource), and checks the current value to see if it is an instance of a UI Resource. If so, the property value is changed because JCTableUI assumes the PLAF logic set it. If it is a regular object (in this case, Color), the value will not be updated by JCTableUI.

* + 1. Working with Colors

Setting Foreground and Background Colors

The foreground and background colors used for cells are specified by the Foreground and Background properties. The following example sets the background color of column 2 to blue:

JCCellStyle cell = new JCCellStyle(); cell.setBackground(Color.blue); table.setCellStyle(JCTableEnum.ALL,2,cell);

In that example, the JCCellStyle default Cell Styles are used, with one overriding change for the background color.

The same applies in the next example, in which the foreground color value for cell (1, 4) is set to the color white:

JCCellStyle cell2 = new JCCellStyle(); cell2.setForeground(Color.white); table.setCellStyle(0,3,cell2)

In addition to the row, column indexed contexts, you can set the Foreground and

Background properties for a range of cells specified by a JCCellRange object:

JCCellRange range = new JCCellRange(0,3,2,4); JCCellStyle cell = new JCCellStyle(); cell.setBackground(Color.red); table.setCellStyle(range,cell);

Repeating Colors

JClass LiveTable makes it easy to create rows or columns whose background and foreground colors alternate or cycle in a repeating pattern. To create a repeating pattern of background colors, set the RepeatBackgroundColors and RepeatBackground properties as shown in the following example:

JCCellStyle colors = new JCCellStyle();

Color[] repeating = {Color.orange, Color.green, Color.white}; colors.setRepeatBackgroundColors(repeating); colors.setRepeatBackground(JCTableEnum.REPEAT\_COLUMN); table.setCellStyle(JCTableEnum.ALLCELLS,

JCTableEnum.ALLCELLS, colors);

You can define as many repeating colors as you like. The colors are always selected in the order listed.

|  |  |
| --- | --- |
| **Repeating Color Property** | **Example** |
| JCTableEnum.REPEAT\_COLUMN  sets repeating background or foreground colors by rows  use as value for setRepeatBackground or  setRepeatForeground methods |  |
| JCTableEnum.REPEAT\_ROW  sets repeating background or foreground colors by columns  use as value for setRepeatBackground or  setRepeatForeground methods |  |

* + 1. Text and Image Alignment

The horizontal and vertical alignment of text and images within cells and labels is specified by the HorizontalAlignment and VerticalAlignment properties. Cell/label values can be centered or positioned along any side of the cell/label.

|  |  |
| --- | --- |
| **Alignment Property** | **Examples** |
| setVerticalAlignment(JCTableEnum.TOP) setHorizontalAlignment(JCTableEnum.LEFT) |  |
| setVerticalAlignment(JCTableEnum.TOP) setHorizontalAlignment(JCTableEnum.CENTER) |  |
| setVerticalAlignment(JCTableEnum.TOP) setHorizontalAlignment(JCTableEnum.RIGHT) |  |
| setVerticalAlignment(JCTableEnum.CENTER) setHorizontalAlignment(JCTableEnum.LEFT) |  |

|  |  |
| --- | --- |
| **Alignment Property** | **Examples** |
| setVerticalAlignment(JCTableEnum.CENTER) setHorizontalAlignment(JCTableEnum.CENTER) |  |
| setVerticalAlignment(JCTableEnum.CENTER) setHorizontalAlignment(JCTableEnum.RIGHT) |  |
| setVerticalAlignment(JCTableEnum.BOTTOM) setHorizontalAlignment(JCTableEnum.LEFT) |  |
| setVerticalAlignment(JCTableEnum.BOTTOM) setHorizontalAlignment(JCTableEnum.CENTER) |  |
| setVerticalAlignment(JCTableEnum.BOTTOM) setHorizontalAlignment(JCTableEnum.RIGHT) |  |

* + 1. Cell and Label Fonts

You can specify the font for the text in a cell or label with the Font property.

JClass LiveTable supports the use of one or more fonts in each cell/label. The example below sets a bold, serif font for all labels:

JCCellStyle labelfont = new JCCellStyle(); labelfont.setFont(new Font("TimesRoman",Font.BOLD,10));

table.setCellStyle(JCTableEnum.LABEL,JCTableEnum.LABEL,labelfont);

JClass LiveTable can use any of the fonts available to Java. See your Java documentation for details on finding and setting fonts, or refer to [Appendix C](#_bookmark880).

* + 1. Border Types

All cells and labels have a border around them, and the appearance of the cell or label border can be customized for individual cells and labels.

The border width, as well as the border around the table’s frame, are not part of the Cell Style, as they are specified for the entire table. Please refer to [Section 2.4, Global Table](#_bookmark110) [Properties](#_bookmark110), for information about setting table-wide properties.

Cell and Label Border Types

Cell and label border types are defined by the JCCellBorder class. JCCellBorder implements the CellBorderModel interface, and can be set like any other Cell Style property.

The following table outlines all the valid cell and label border types. The code in each cell is the JCCellBorderModel value, which is used in the statement: border.setCellBorder(new JCCellBorder(value)).

Note: In order for any different cell or label border type to be visible, the width of the border must be 5 pixels or greater (default: 1).

Cell or Label Border Type Properties

|  |  |
| --- | --- |
| JCTableEnum.BORDER\_ETCHED\_IN  sets an etched border whose enclosed cells appear raised. | JCTableEnum.BORDER\_ETCHED\_OUT  sets an etched border whose enclosed cells appear set in. |
| JCTableEnum.BORDER\_FRAME\_IN  sets a framed border whose enclosed cells appear set in. | JCTableEnum.BORDER\_FRAME\_OUT  sets a framed border whose enclosed cells appear raised. |
| JCTableEnum.BORDER\_IN  sets a plain border whose enclosed cell appears set in. | JCTableEnum.BORDER\_OUT  sets a plain border whose enclosed cell appears raised. |
| JCTableEnum.BORDER\_PLAIN  set a plain border. | JCTableEnum.BORDER\_THIN  sets a plain border that appears thin. |
| JCTableEnum.BORDER\_NONE  sets no border. |  |

The following example sets a blank border for all cells in the first row:

JCCellStyle border = new JCCellStyle();

border.setCellBorder(new JCCellBorder(JCTableEnum.BORDER\_NONE)); table.setCellStyle(0, JCTableEnum.ALLCELLS, border);

To retrieve the border style for a cell, use the getCellBorderType() method. This returns a CellBorder object (see below).

Custom Cell and Label Borders

JClass LiveTable includes an interface that allows you to define your own cell borders and backgrounds for cells and labels. The CellBorderModel interface has a single method called drawBackground(). The drawBackground() method allows you to specify the border width, the sides of the cell on which to draw the border, the colors of the border sides, and the dimensions of the rectangle that gets drawn.

To define a new type of border, you have to create an Object that implements the CellBorderModel interface. The following (from the *BorderTypes.java* example in *examples/table/style*) defines a single-line border object called LiteBorder:

class LiteBorder implements CellBorderModel { Color color;

public LiteBorder(Color color) { this.color = color;

}

public void drawBackground(Graphics gc, int border\_thickness, int border\_sides, int x, int y, int width, int height,

Color top\_color, Color bottom\_color, Color plain\_color) {

gc.setColor(color); gc.drawRect(x, y, width, height);

}

};

Now that the new type of border has been defined, you can use it as you would any cell style property:

JCCellStyle cellborder = new JCCellStyle(); cellborder.setCellBorder(new LiteBorder(Color.gray)); table.setCellStyle(JCTableEnum.ALLCELLS,

JCTableEnum.ALLCELLS, cellborder);

The *examples/table/style* directory also contains a program called *TextureTable.java*, which illustrates how you can use the custom border features to insert a background graphic into cells.

Caution: If you create many different CellBorder objects, it will have an impact on your table’s performance.

* + 1. Cell and Label Border Sides

The CellBorderSides property specifies the sides of a cell or label that display the border type (specified by the JCCellBorder class). By default, the border type is displayed on all sides of a cell or label. The following figure illustrates one of the visual effects that can be achieved.
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*Figure 8 Customized Cell Borders.*

The valid values for CellBorderSides are:

* + - * JCTableEnum.BORDERSIDE\_LEFT ■ JCTableEnum.BORDERSIDE\_BOTTOM
      * JCTableEnum.BORDERSIDE\_RIGHT ■ JCTableEnum.BORDERSIDE\_ALL
      * JCTableEnum.BORDERSIDE\_TOP ■ JCTableEnum.BORDERSIDE\_NONE

Specifying border sides is accomplished by OR-ing together all desired CellBorderSides values. The following example establishes cell borders on the left and top sides for all cells in column 3:

JCCellStyle borderside = new JCCellStyle(); borderside.setCellBorderSides(JCTableEnum.BORDERSIDE\_LEFT |

JCTableEnum.BORDERSIDE\_TOP);

table.setCellStyle(JCTableEnum.ALL, 2, borderside);

* + 1. Text and Image Clipping

When cell and label contents do not fit in their defined area, JClass LiveTable can clip the display of the cell value. The ClipHints property determines which method is used. The setClipHints() method can take the following values:

Clip Hints Properties

|  |  |
| --- | --- |
| JCTableEnum.SHOW\_HORIZTONAL | JCTableEnum.SHOW\_VERTICAL |
| JCTableEnum.SHOW\_NONE | JCTableEnum.SHOW\_ALL (default) |

* + 1. **Displaying Images in Table Cell****s**

JClass LiveTable can display an image in each cell or label in the table. The image appears inside the margin of the cell. Images are displayed using the JCImageCellRenderer class in the com.klg.jclass.cell package. For more information, please see [Displaying and Editing Cells, in Chapter](#_bookmark340) 4.

JClass LiveTable supports the image file formats supported by the Java AWT: GIF and JPEG. For more information on available file formats, see your Java documentation.

The position of the image within the cell is specified in the same way as Strings, using HorizontalAlignment and VerticalAlignment. This aspect of displaying images is handled by the Styles property. This is covered in [Section 2.6.5, Text and Image](#_bookmark218) [Alignment](#_bookmark218).

###### Cell and Label Spanning

Spanning is a way to join a range of cells or labels together and treat them as a single cell/label. A spanned range looks and acts like one cell/label that covers several rows and/or columns. There are many potential uses for spanning, including designing complex forms, displaying large images or components, and creating multiline headers.

When you create a spanned range, the top-left cell in the range is extended over the entire range. The top-left cell is the source cell, and its value and attributes apply over the entire span, overriding any values or attributes set for the other cells/labels in the range. Spanned ranges must begin at the top-left corner of the range. A span cannot contain both cells and labels, or frozen and non-frozen elements. There must also be more than one cell/label in a spanned range. When a single-cell range is specified, it is removed from the list.

The next figure shows an example of a table containing spanned ranges.
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*Figure 9 Table design using spanned cells.*

JClass LiveTable handles spanning cells with the SpanHandler class. This class contains the setSpannedRanges() method, which sets a Collection of ranges of cells or labels. (Please note that a Collection is typically a vector.) Each element of the Vector is an instance of a JCCellRange.

A spanned range is a range of cells or labels that appear joined and can be treated as one cell. The top-left cell (specified by the start\_row and start\_column members) is the source cell for the spanned range. The cell/label value and attributes of the source cell are displayed in the spanned cell. Attributes for the spanned range must be set on the source cell.

Note: Spanned ranges may not overlap. If you have overlapping Spans, you will get a

*System.err* message similar to the following:

spanlist.overlap: Range R1C2:R1C4 overlaps R1C1:R1C2

Overlaps are determined by the order of cell ranges in the Span Vector.

To remove all of the spanned ranges, use the clearSpannedRanges() method.

The following example defines a cell that spans three columns and two rows (columns 2 through 4, and rows 2 through 3):

JCCellRange spanrange = new JCCellRange(1,1,2,3); table.addSpannedRange(spanrange);
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*Figure 10 Color properties of source cell (1,1) in the original table (left) are retained over the spanned cells in the table after the listed code has been added (right).*

* + 1. Using Spanning to Create Multiline Headers

You may want to create tables that contain multiline column headers where a top header is divided into two columns by sub-headers, as in the following illustration.

![](data:image/png;base64,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)

*Figure 11 Multiline headers.*

While JClass LiveTable does not support multi-row column labels, this effect can be achieved by setting some table-wide cell appearance and behavior properties, and some Cell Style properties. Use a frozen row at the top of the table to mimic the appearance of the column labels as follows:

* + - * The right-most column label has been set to span columns 3 and 4. This produces a heading for both columns.
      * The cell values for columns 3 and 4 in row zero have been set to contain the “subheadings” of the spanned label heading.
      * The cells in row zero, columns 0 to 2 are empty.
      * Row zero has been frozen using setFrozenRows(1) so that it stays at the top of the table and acts like a label.
      * Row zero’s cells are not editable (using the setEditable(false) method) and not traversable (using setTraversable(false)).
      * The FrameBorderWidth property of the table must be set to zero, so that the labels blend seamlessly into the frozen row.
      * Finally, using Cell Styles, the CellBorderSides, Background, and Foreground

properties for the column labels and row zero are all set to blend the two together.

# 3

#### Working with Table Data

[*Overview: Data Handling in JClass LiveTable*](#_bookmark252)■ [*Getting Data into your Table*](#_bookmark260)[*Using Stock Data Sources*](#_bookmark275)■ [*Setting Stock Data Source Properties*](#_bookmark294)

[*Loading Data from an XML Source*](#_bookmark312)■ [*Creating your own Data Sources*](#_bookmark325)■ [*Dynamically Updating Data*](#_bookmark329)

###### 3.1 Overview: Data Handling in JClass LiveTable

JClass LiveTable is a Java component that creates a table-formatted view of a given set of data. Data can come from many different types of sources; different applications can have different data storage needs. Since applications can generally store data more efficiently than a component, it is more practical for JClass LiveTable to use an external data object rather than storing the data internally. An external data model organizes the data in a way that is more convenient for the application, rather than for the component.

Consequently, JClass LiveTable uses a Model-View-Controller (MVC) architecture for data handling. The data in the table cells is stored in an external data source that you create, rather than the JCTable object itself. With LiveTable’s MVC architecture, the data source object is the Model, which manages the underlying data being displayed and manipulated. The JCTable object acts as both the View (the object displaying the data to the user) and the Controller (the object that manipulates and modifies the data).

Because the JCTable object and the data source are separated, you are free to use whatever data storage mechanism you want; the JCTable object doesn’t need to know anything about the mechanism itself. The MVC architecture also helps improve the performance of JClass LiveTable programs by removing the need to load all of the table’s data into memory, then copy it to the JCTable object. The data source is able to copy only the data that is currently displayed by the JCTable object. An external data source can also manage large sets of data more efficiently than the JCTable object can.
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**3.1.1 How the Table and Data Source Communi****cate**

Between the JCTable object and the data source lies an object that implements the DataViewModel and/or the SortableDataViewModel. The default implementation in the table is TableDataView. While most developers will never have to work with it directly, it’s important to realize that the TableDataView monitors the data source for changes and notifies the JCTable object when they occur. Additionally, the TableDataView has a set of translation tables that allow it to re-map rows or columns from the data source to the table. This is how JClass LiveTable can support features like column sorting and row or column swapping, where the appearance of the table changes, without manipulating the data source itself.

###### Getting Data into your Table

To display data in a JClass LiveTable application or applet, you need to create a data source object. Any object that implements the TableDataModel interface can be a data source. This can either be one of the stock data sources included with LiveTable (see [Section 3.3, Using Stock Data Sources](#_bookmark275)) or one of your own data sources (see [Section 3.6,](#_bookmark325) [Creating your own Data Sources](#_bookmark325)).

The TableDataModel interface is as follows:

public interface TableDataModel {

public Object getTableDataItem(int row, int column); public int getNumRows();

public int getNumColumns();

public Object getTableRowLabel(int row); public Object getTableColumnLabel(int column);

public void addTableDataListener(TableDataListener l); public void removeTableDataListener(TableDataListener l);

}

The primary method in the TableDataModel interface is getTableDataItem(), which retrieves the value of a specified cell. For more information on the types of cell data objects that Table understands, see [Displaying and Editing Cells, in Chapter](#_bookmark340) 4. In short, you can have any type of object (usually one of Integer, Double, String, or Image) in a cell.

Table Size

The size of the table is also specified by the data source, using the getNumRows() and

getNumColumns() methods.

Row and Column Labels

If you want to display row or column labels, their values are provided using the getTableRowLabel() and getTableColumnLabel() methods. These methods return the same types of objects as getTableDataItem(), but labels are never editable or traversable.

Data Format Detection

When using the JCInputStream stock data source, LiveTable automatically detects whether a data stream is in standard table or CSV format. So by default, JCInputStreamDataSource and JCFileDataSource attempt to determine the format of the data source. To remove this automatic detection (and the overhead it creates), set a preferred data format type.

Data Source Listeners

Any time the data inside the data source changes, it should notify all of its listeners. To add and remove listeners to and from the data source, use the methods addTableDataListener() and removeTableDataListener().

**3.2.1 Making the Data Source Ed****itable**

If you want users to be able to edit the data, you must implement the EditableTableDataModel interface. EditableTableDataModel is derived from TableDataModel and adds one new method: setTableDataItem().

public interface EditableTableDataModel extends TableDataModel { public boolean setTableDataItem(Object o, int row, int column);

}

When the user edits a cell in the table, the cell editor validates the data (for more information about cell editing, see [Displaying and Editing Cells, in Chapter](#_bookmark340) 4), and passes the new data to the data source using the setTableDataItem() method. If the data source does not accept the value of the object (for example, if the value is invalid in some way), it will return false to indicate that the edit has been rejected. If the new value is valid, then setTableDataItem() will return true and the data source will store the value.

The setEditable() Method

You can use the setEditable() method, which is part of the CellStyleModel implementation, to turn editing on and off for specific cells and ranges of cells. setEditable() has no effect on labels, as they can never be edited. For setEditable(true) to have any effect, the data source must be editable.

###### Using Stock Data Sources

While it isn’t hard to create a data source for a table, JClass LiveTable includes several stock data sources to save you the work of writing data sources for the most common data types. The following data sources are found in the com.klg.jclass.table.data package:

|  |  |
| --- | --- |
| **Data Source** | **Description** |
| JCAppletDataSource | Reads in data from the DATA tag of an applet. |
| JCCachedDataSource | Caches previously read data from the data source. |

|  |  |
| --- | --- |
| **Data Source** | **Description** |
| JCEditableCachedDataSource | Allows users to edit cell values in tables with the above data source. |
| JCEditableFileDataSource | Allows users to edit cell values in tables with the above data source. |
| JCEditableVectorDataSource | Allows users to edit cell values in tables with the above data source. |
| JCFileDataSource | Creates an input data stream from a file. |
| JCInputStreamDataSource | Base class for any data source that relies on streamed input. This data source type can handle comma-separated value (CSV) data files. |
| JCResultSetDataSource | Simple read-only JDBC database source. |
| JCSpreadLabel | Contains convenience methods for creating spreadsheet labels. |
| JCTableModelDataSource | Enables users to display and edit Swing TableModel data objects in JClass LiveTable. Swing TableModel objects are typically used by the Swing JTable component. |
| JCURLDataSource | Uses URLs to create a data source object. |
| JCVectorDataSource | General purpose data source: extended by almost all stock data sources. |

Most of the stock data sources extend the JCVectorDataSource class. Please see [Appendix D, JClass LiveTable Inheritance Hierarchy](#_bookmark893), for a complete hierarchy diagram that outlines the relationship between the stock data source classes.

* + 1. JCVectorDataSource: the Data Source Workhorse

A JCVectorDataSource simply stores all of its data in memory using vectors. The JCVectorDataSource class contains methods that allow you to set individual elements, or to set all of the data in the data source from a vector or an array of objects.

Since JCVectorDataSource implements TableDataModel, it can’t be edited by the JCTable object. If you want users to be able to edit the cell values through the table, you should use JCEditableVectorDataSource. The JCEditableVectorDataSource class is a subclass of JCVectorDataSource that implements the EdtitableTableDataModel interface model.

* + 1. Getting Data from an Input Stream

JClass LiveTable provides the JCInputStreamDataSource class to read data in through a standard java.io.InputStream, and since it is derived from JCVectorDataSource, it has all of the same capabilities as a JCVectorDataSource (see [Section 3.4, Setting Stock Data](#_bookmark294) [Source Properties](#_bookmark294)). JCInputStreamDataSource accepts both CSV and table format data files, and items read into the data source are stored as either String or double objects. The data format for a simple table would be similar to the following (the # symbol denotes the beginning of a comment):

TABLE 2 4 NOLABEL # 2 rows, 4 columns

1 2 3 4 # row 1

1 2 3 4 # row 2

If you want to include labels, the data format would be:

TABLE 3 4

'Column 1’ ’Column 2’ ’Column 3’ ’Column 4’

|  |  |  |  |
| --- | --- | --- | --- |
| ’Row 1’ 1 | 2 | 3 | 4 |
| ’Row 2’ 1 | 4 | 9 | 16 |
| ’Row 3’ 1 | 16 | 81 | 256 |

The JCInputStreamDataSource class has the following subclasses that provide convenient constructors to create an InputStream from various sources:

* + - * JCFileDataSource, for reading data from a file.
      * JCURLDataSource, for reading data from a URL.
      * JCAppletDataSource, for reading data from the DATA <PARAM> tag associated with the specified applet.
    1. Getting Data from a Database

The JCResultSetDataSource uses a JDBC database connection and an SQL query to create a data source. The JCResultSetDataSource is a rudimentary implementation of a data-bound data source to demonstrate that JClass LiveTable can be used with database applications quite easily.

Note: The JCResultSetDataSource is not a data source that can be edited; that is, it will not write to the database.

* + 1. Caching Data with JCCachedDataSource

While JCVectorDataSource stores its memory using vectors, the JCCachedDataSource class stores its data in a vector of vectors. JCCachedDataSource uses another TableDataModel class to contain table cell and label information (“in between” the table and the data source). It will reference the cache first to see if the required data exists; if it does not, the call passes through to the original TableDataModel class, and the value is taken. When this happens, the retrieved value is also stored in JCCachedDataSource’s other TableDataModel class.

This method saves time by creating a second instance of previously retrieved data, outside of the actual data source. JCCachedDataSource should only be used when the

TableDataModel’s getTableItem, getTableRowLabel, and/or getTableColumnLabel are calculation–intensive or expensive to retrieve.

Use JCEditableCachedDataSource to bind to an editable data source and be able to edit the cell contents.

Note: A non-editable data source bound to JCEditableCachedDataSource will display an editor but reject all changes.

* + 1. Using Swing TableModel Data Objects

The JCTableModelDataSource enables you to use any type of Swing TableModel data object in JClass LiveTable. JCTableModelDataSource is an editable data source.

JCTableModelDataSource interprets and reformats the TableModel data to the layout used by JClass LiveTable. This makes it easier to replace the Swing JTable component with JClass LiveTable because you do not have to reformat your data.

When you create a JCTableModelDataSource, you need to pass the constructor a valid Swing TableModel object.

###### Setting Stock Data Source Properties

The following properties are set using methods of the JCVectorDataSource class. Since the stock data sources are derived from the JCVectorDataSource class, you can set these properties from any of the stock data sources (though all of the properties may not be applicable to the specific data source).

Note: The JCVectorDataSource class contains properties that are not inherent to the TableDataModel interface. If you create your own data source, you will have to produce your own methods for such operations as adding and deleting rows and columns.

* + 1. Working with Rows and Columns

Setting the Number of Rows/Columns

The setNumRows() and setNumColumns() methods specify the number of rows and columns in the data source (default is 5 columns and 10 rows). These values do not affect the internal CellValues Vector of the data source. The values of the NumRows and NumColumns properties are updated by the addRow(), addColumn(), deleteRows(), and deleteColumns() methods (see below).

Specifying Row and Column Labels

You can set row and column labels by calling:

* + - * setRowLabel() and setColumnLabel() for individual labels.
      * setRowLabels() and setColumnLabels() for all of the labels.

Column and row labels can be set as an array of Strings, or as a vector. Each element of the labels’ vector may be an instance of a String, Image, Component, or other object. To clear column or row labels, call the method with a null argument.

String clabels[] = { "Name", "Address", "Phone" };

...

JCVectorDataSource vds; vds.setColumnLabels(clabels);

To retrieve the values, use:

* + - * getTableRowLabel() and getTableColumnLabel() for individual labels.
      * getRowLabels() or getColumnLabels() for all of the labels.

Adding Rows and Columns

You can insert new rows and columns into the data source using the addColumn() and addRow() methods. The addColumn() method inserts a new column into the data source, shifting any cell values to the right of the insertion. The addRow() method inserts a new row into the data source, shifting any cell values down.

The addColumn() and addRow() methods are identical:

* + - * public boolean addRow(int position, Object label, Vector values)
      * public boolean addColumn(int position,Object label, Vector values)

In the previous methods,

* + - * The *position* parameter is the initial column (or row) index, and the new columns or rows are added prior to this position. If the position is set to JCTableEnum.MAXINT, the column or row is added after the final existing column or row.
      * The *label* parameter refers to the column or row label. This parameter can have a null value.
      * The *values* parameter refers to the array of objects that comprises the cell values. This parameter can have a null value.
      * Both the addColumn() and addRow() methods return false if any of the parameters are invalid; if they return false, the row or column will not be added.

When calling addRow() and addColumn(), note the following:

* If you do not supply values for the new cells within the method, the cells are blank. Values for the new row or column labels must be specified separately.
* The initial row or column index cannot be greater than the values of NumRows or

NumColumns.

Deleting Rows and Columns

Use the deleteRows() and deleteColumns() methods to remove rows and columns from the data source. When you delete a column, remaining cell values shift to the left; when you delete a row, existing cell values shift up.

The deleteRows() and deleteColumns() methods are identical:

* public boolean deleteRows(int position, int num\_rows)
* public boolean deleteColumns(int position, int num\_columns)

In the previous methods,

* The *position* parameter specifies the first row or column number to delete from the data source.
* The *num\_rows* or *num\_columns* parameter specifies the number of rows or columns to be deleted, starting from the row or column specified by *position*.

When calling deleteRows() and deleteColumns(), note the following:

* The starting row or column cannot be greater than the NumRows or NumColumns

properties.

* Both the deleteRows() and deleteColumns() methods return false if any of the parameters are invalid.

Moving Rows and Columns

To move a range of rows or columns in the data source, use the moveRows() and moveColumns() methods. The moveRows() and moveColumns() methods take the following forms:

* public boolean moveRows(int source, int num\_rows, int destination)
* public boolean moveColumns(int source, int num\_columns, int destination)

In the previous methods,

* The *source* parameter specifies the first row or column to move.
* The *num\_rows* and *num\_columns* parameters specify the number of rows or columns to move.
* The *destination* parameter specifies the row number above which, or the column number to the left of which, to move the rows or columns.

When calling moveRows() and moveColumns(), note the following:

* + The starting (*source*) row or column cannot be greater than the value of the NumRows()

or NumColumns() properties.

* + Both the moveRows() and moveColumns() methods return false if any of the parameters are invalid.
    1. Working with Other Properties

Setting Cell Values

To set the cell values in the data source, use the setCell() or setCells() methods. The setCells() method can be a matrix of Strings or a vector of vectors. To remove all values, call clearCells().

Adding and Removing TableDataListeners

The JCVectorDataSource class contains methods for adding and removing listeners to the data source: addTableDataListener() and removeTableDataListener(). These methods monitor the data source for changes. For more information, see [Section 3.7, Dynamically](#_bookmark329) [Updating Data](#_bookmark329).

###### Loading Data from an XML Source

* + 1. XML Primer

XML – eXtensible Markup Language – is a scaled-down version of SGML (Standard Generalized Markup Language), the standard for creating a document structure. XML was designed especially for Web documents, and allows designers to create customized tags (“extensible”), thereby enabling a flexible approach to create common information formats for sharing both the format and the data on the Internet, intranets, and so on.

XML is similar to HTML in that both contain markup tags to describe the contents of a page or file. But HTML describes the content of a Web page (mainly text and graphic images) only in terms of how it is to be displayed and interacted with. XML, however, describes the content in terms of what data is being described. This means that an XML file can be used in various ways. For instance, an XML file can be utilized as a convenient way to exchange data across heterogeneous systems. As another example, an XML file can be processed (for example, via XSLT [Extensible Stylesheet Language Transformations]) in order to be visually displayed to the user by transforming it into HTML.

Here are links to more information on XML.

* + - * [*http://www.w3.org/XML/*](http://www.w3.org/XML/) – another W3C site; contains exhaustive information on standards. Of particular note are the XML schema 1 (structures) and XML schema 2 (datatypes) working drafts. They make up an extension that specifies how to constrain XML documents to particular schema. This is important if you want to represent database data or object-oriented data as *XML*.
      * [*http://www.javasoft.com/xml/tutorial\_intro.html*](http://www.javasoft.com/xml/tutorial_intro.html) – Sun’s XML site
      * [*http://www.oasis-open.org/cover/xml.html*](http://www.oasis-open.org/cover/xml.html) – thorough list of links to XML papers and ongoing work
    1. Using XML in JClass

In order to work with XML in your programs, or even to compile our XML examples, you will need to have the JAR files *jaxp.jar* and *crimson.jar*1 in your CLASSPATH. These files are distributed with JClass LiveTable – you can find them in *JCLASS\_HOME/lib/*.

JClass LiveTable can accept XML data formatted to the specifications outlined in com.klg.jclass.util.xml.JCTableXMLParser. This class takes in a stream of data and parses it under the assumption that it is in the defined XML format that JClass LiveTable uses. It then populates the specified table with the resulting data.

Examples of XML in JClass

For XML data source examples, see the XMLFileData and XMLTableModelData examples in *JCLASS\_HOME/examples/table/datasource*. These both use the *colors.xml* file in *JCLASS\_HOME/examples/table/datasource/.*

You can also specify your own data parsing format. There are now constructors in the JCInputStreamDataSource, JCFileDataSource, JCURLDataSource, and JCAppletDataSource classes that take an object that implements the com.klg.jclass.table.data.JCFileFormatParser interface.

Interpreter

The interpreter, which lets JClass LiveTable interpret the incoming data via the defined XML format, must be explicitly set by the user. The interpreter to use for

JClass LiveTable is com.klg.jclass.table.data.JCXMLFormatParser.

Many constructors in the various data sources in JClass LiveTable take the

JCFileFormatParser interface that this class (JCXMLFormatParser) implements. Here are a few code examples that load XML data using this interpreter:

TableDataModel tdm = new JCFileDataSource(fileName,

new JCXMLFormatParser());

1. You may substitute for *crimson.jar* any parser that is compliant with Sun's JAXP 1.1 specification. See Sun's JAXP documentation for more information:

TableDataModel tdm = new JCURLDataSource(codeBase, fileName, new JCXMLFormatParser());

Note: A user can create a custom data format and create a custom data interpreter by implementing JCFileFormatParser.

* + 1. Example XML Files for JClass LiveTable

Here is an XML file that contains data formatted to the specifications detailed in

com.klg.jclass.util.xml.JCTableXMLParser:

<?xml version="1.0"?>

<!DOCTYPE JCTableData SYSTEM "JCTableData.dtd">

<JCTableData>

<Row>

<Cell>1</Cell> <Cell>2</Cell> <Cell>3</Cell> <Cell>4</Cell>

</Row>

<Row>

<Cell>1</Cell> <Cell>2</Cell> <Cell>3</Cell> <Cell>4</Cell>

</Row>

</JCTableData>

Here is another example XML file that contains data formatted to the specifications detailed in com.klg.jclass.util.xml.JCTableXMLParser, this one with row and column labels:

<?xml version="1.0"?>

<!DOCTYPE JCTableData SYSTEM "JCTableData.dtd">

<JCTableData>

<ColumnLabel>Column 1</ColumnLabel>

<ColumnLabel>Column 2</ColumnLabel>

<ColumnLabel>Column 3</ColumnLabel>

<ColumnLabel>Column 4</ColumnLabel>

<Row>

<RowLabel>Row 1</RowLabel>

<Cell>1</Cell> <Cell>2</Cell> <Cell>3</Cell> <Cell>4</Cell>

</Row>

<Row>

<RowLabel>Row 2</RowLabel>

<Cell>1</Cell> <Cell>4</Cell> <Cell>9</Cell> <Cell>16</Cell>

</Row>

<Row>

<RowLabel>Row 3</RowLabel>

<Cell>1</Cell> <Cell>16</Cell> <Cell>81</Cell> <Cell>256</Cell>

</Row>

</JCTableData>

* + 1. Tags

<ColumnLabel> and <RowLabel> tags are optional. Every <Row> tag can contain any number of <Cell> tags. These <Cell> tags define the value of one cell within the row.

* + 1. Creating a Swing TableModel class

For details on how to use the above XML format to create a Swing TableModel class instead of a standard JClass LiveTable data source, please look at the com.klg.jclass.util.xml.JCXMLTableModel class. The user can pass an XML input stream to this object and use the resulting table model to populate a JClass LiveTable, a Swing JTable, a JClass Chart, or any other object that takes a Swing TableModel class.

Also, the XMLTableModelData example in *JCLASS\_HOME/examples/table/datasource*

shows this.

###### Creating your own Data Sources

If the stock data sources provided with JClass LiveTable do not meet your needs, you can easily create your own data source objects by implementing the TableDataModel interface, as in the following example from *examples/table/datasource/StaticDataSource.java*:

import com.klg.jclass.table.TableDataModel; import com.klg.jclass.table.JCTableDataListener;

public class StaticDataSource implements TableDataModel { protected String data[];

public StaticDataSource(String strings[]) { if(strings == null)

data = new String[0]; else

data = strings;

}

public Object getTableDataItem(int row, int column) { if(column == 0)

return data[row]; else

return null;

}

public int getNumRows() { return data.length;

}

public int getNumColumns() { return 1;

}

public Object getTableRowLabel(int row) { return Integer.toString(row);

}

public Object getTableColumnLabel(int column) { return "Some Data";

}

public void addTableDataListener(JCTableDataListener l) {

}

public void removeTableDataListener(JCTableDataListener l) {

}

}

The StaticDataSource class takes a one-dimensional array of Strings and turns it into a read-only data source. The constructors take the array of Strings; the getTableDataItem() method supplies the data as it is needed. Note that the addTableDataListener() and removeTableDataListener() methods have been left empty because this data source is not going to be changing dynamically, and thus does not need to keep track of its listeners. You can attach this data source to a table quite easily. To see a demonstration of this, run the *StaticTest.java* file, found in the *examples/table/datasource* directory.

To make the items in the table editable, you must implement the EditableTableDataModel interface, as in *examples/table/datasource/StaticEditableDataSource.java*:

import com.klg.jclass.table.EditableTableDataModel; import com.klg.jclass.table.JCTableDataListener;

public class StaticEditableDataSource implements EditableTableDataModel { protected String data[];

public StaticEditableDataSource(String strings[]) { if(strings == null)

data = new String[0]; else

data = strings;

}

public Object getTableDataItem(int row, int column) { if(column == 0)

return data[row]; else

return null;

}

public boolean setTableDataItem(Object o, int row, int column) { if(column == 0) {

if (o instanceof String) data[row] = (String)o;

else

data[row] = o.toString();

}

return true;

}

public int getNumRows() { return data.length;

}

public int getNumColumns() { return 1;

}

public Object getTableRowLabel(int row) { return Integer.toString(row);

}

public Object getTableColumnLabel(int column) { return "Some Data";

}

public void addTableDataListener(JCTableDataListener l) {

}

public void removeTableDataListener(JCTableDataListener l) {

}

}

The StaticEditableDataSource class could have been a subclass of StaticDataSource, adding only the setTableDataItem() method, but in this example it was shown as a standalone class to make sure everything is as clear as possible. Note that the object that is passed back to the data source in setTableDataItem() is not a String.

To see a demonstration of the StaticEditableDataSource class, run the

*StaticEditableTest.java* file, found in the *examples/table/datasource* directory.

###### Dynamically Updating Data

Sometimes the data in the data source changes all by itself — for example, you may have a table displaying stock prices with data arriving in real–time over a network socket. As new prices arrive, your users would like the table to update the values of the appropriate cells.

To notify the table that the data has changed, send a JCTableDataEvent to all of the

JCTableDataListener objects that have registered themselves with the data source.

The following is a simple example that creates a background thread that automatically updates cell values. It can be found in the file *examples/table/datasource/DynamicDataSource.java*:

import java.util.Enumeration; import java.util.Random;

import com.klg.jclass.table.TableDataModel; import com.klg.jclass.table.JCTableDataEvent; import com.klg.jclass.table.JCTableDataListener; import com.klg.jclass.util.JCListenerList;

public class DynamicDataSource implements TableDataModel, Runnable {

protected int data[] = {

1, 2, 3, 4, 5, 6, 7, 8, 9,

};

protected JCListenerList listeners; protected Thread kicker;

public DynamicDataSource() { kicker = new Thread(this); kicker.start();

}

public Object getTableDataItem(int row, int column) { if (column == 0) {

return new Integer(data[row]);

}

return null;

}

public int getNumRows() { return data.length;

}

public int getNumColumns() { return 1;

}

public Object getTableRowLabel(int row) { return Integer.toString(row);

}

public Object getTableColumnLabel(int column) { return "Some Data";

}

public void addTableDataListener(JCTableDataListener l) { listeners = JCListenerList.add(listeners,l);

}

public void removeTableDataListener(JCTableDataListener l) { listeners = JCListenerList.remove(listeners,l);

}

public void run() {

Random random = new Random(); Enumeration e; JCTableDataListener l; JCTableDataEvent event;

int i;

for(;;) {

i = random.nextInt() % data.length; if (i < 0) {

i = -i;

}

data[i] += (int)(random.nextGaussian()\*10); event = new JCTableDataEvent(this,i,0,0,0,

JCTableDataEvent.CHANGE\_VALUE);

for(e = JCListenerList.elements(listeners); e.hasMoreElements(); ) { l = (JCTableDataListener)e.nextElement();

l.dataChanged(event);

}

try {

Thread.sleep(100);

}

catch(Exception ex) {

}

}

}

}

The DynamicDataSource class sends CHANGE\_VALUE messages to all of its listeners whenever a value changes. When the JCTable object receives this message it retrieves the new value from the data source and repaints the appropriate cell. There are several other update commands available on the JCTableDataEvent class:

* + - * CHANGE\_VALUE ■ NUM\_ROWS
      * CHANGE\_ROW ■ NUM\_COLUMNS
      * CHANGE\_COLUMN ■ ADD\_COLUMN
      * CHANGE\_ROW\_LABEL ■ REMOVE\_COLUMN
      * CHANGE\_COLUMN\_LABEL ■ MOVE\_ROW
      * ADD\_ROW ■ MOVE\_COLUMN
      * REMOVE\_ROW ■ RESET

All of the CHANGE\_ messages cause the Table to reload the specified data and repaint the intersection of the data that has been changed and the data that is being shown on screen.

The file *examples/table/datasource/DynamicTest.java* demonstrates the simple technique used in *DynamicDataSource.java*.

Easy Listener Management

If you do not want to have to manage the listeners, JClass LiveTable includes a class called AbstractDataSource. AbstractDataSource is an object provided by JCTable that implements TableDataModel, and has methods for adding and removing JCTableDataListeners. In addition, it contains several convenience methods for firing events, such as fireValueChanged() and fireRowLabelChanged() method.

As an example, the *DynamicDataSource.java* program could be implemented again to use the AbstractDataSource as follows:

import java.util.Enumeration; import java.util.Random;

import com.klg.jclass.table.data.AbstractDataSource; import com.klg.jclass.table.JCTableDataEvent;

import com.klg.jclass.table.JCTableDataListener; import com.klg.jclass.util.JCListenerList;

public class DynamicDataSource2 extends AbstractDataSource implements Runnable {

protected int data[] = {

1, 2, 3, 4, 5, 6, 7, 8, 9,

};

protected Thread kicker; public DynamicDataSource2() {

kicker = new Thread(this); kicker.start();

}

public Object getTableDataItem(int row, int column) { if(column == 0)

return new Integer(data[row]); else

return null;

}

public int getNumRows() { return data.length;

}

public int getNumColumns() { return 1;

}

public Object getTableRowLabel(int row) { return Integer.toString(row);

}

public Object getTableColumnLabel(int column) { return "Some Data";

}

public void run() {

Random random = new Random(); Enumeration e; JCTableDataListener l; JCTableDataEvent event;

int i;

for(;;) {

i = random.nextInt() % data.length; if (i < 0) {

i = -i;

}

data[i] += (int)(random.nextGaussian()\*10); event = new JCTableDataEvent(this,i,0,0,0,

JCTableDataEvent.CHANGE\_VALUE); fireTableDataEvent(event);

try {

Thread.sleep(100);

}

catch(Exception ex) {

}

}

}

}

Running *examples/table/datasource/DynamicTest2.java* demonstrates that the same results can be achieved more easily by using a subclass of AbstractDataSource.

* + 1. **Adding and Removing Columns and** **Rows**

ADD\_ROW, REMOVE\_ROW, ADD\_COLUMN, and REMOVE\_COLUMN notify the table that a row or column has been added or removed so that the table can update its internal list of cell attributes. For example, if all your rows are different colors, and you delete a row, the remaining rows will still have the correct colors if you send a REMOVE\_ROW message to the JCTable. Some of the event parameters may be ignored for row or column operations. For example, when you do an operation on an entire row or column, if you create an ADD\_ROW event, the *column* parameter is ignored by the table. With the exception of the MOVE\_ events, all of the events ignore the *num\_affected* and *destination* parameters of the JCTableDataEvent.

The MOVE\_ROW and MOVE\_COLUMN commands are the only commands that make use of the *num\_affected* and *destination* parameters in the JCTableDataEvent. When you have a MOVE\_ event, you can move multiple rows/columns (the *num\_affected* parameter) and you must specify to which row/column you are moving (*destination*).

The RESET message causes the JCTable object to re-initialize itself by re-reading the number of rows, number of columns and all the data from the data source. The table’s visual attributes, such as fonts and colors, are not affected.

Note: When a user edits a cell in the table and the value is put back into the data source via setTableDataItem(), the table will automatically repaint the cell with a new value.

# 4

#### Displaying and Editing Cells

[*Overview*](#_bookmark343)■ [*Default Cell Rendering and Editing*](#_bookmark348)[*Rendering Cells*](#_bookmark351)■ [*Editing Cells*](#_bookmark368)■ [*The JCCellInfo Interface*](#_bookmark384)

###### Overview

JClass LiveTable offers a flexible way to display and edit any type of data contained in a table’s cells. The following sections explain the techniques for displaying and editing cells in your programs.

In order to display a cell, JClass LiveTable has to know what type of data renderer is associated with the cell so it knows how to paint that data into the cell area. Similarly, in order for users to edit the cell values, LiveTable has to know what editor to return for that data type.

These operations are performed using the classes in the JClass cell package, which is structured as follows:

|  |  |
| --- | --- |
| **JClass Cell Package** | **Contents** |
| com.klg.jclass.cell | Contains editor/renderer interfaces and support classes, including these interfaces:  JCCellEditor: used to define an editor JCCellRenderer: the common and basic interface for renderers JCComponentCellRenderer: allows the creation of renderers that are based on JComponent JCLightCellRenderer: allows the creation of renderers based on direct drawing |
| com.klg.jclass.cell.editors | Contains editors for common data types.  Please see [Section 4.4.1, Default Cell Editors](#_bookmark370), for details. |
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|  |  |
| --- | --- |
| **JClass Cell Package** | **Contents** |
| com.klg.jclass.cell.renderers | Contains renderers for common data types, including expressions.  Please see [Section 4.3.1, JClass Cell Renderers](#_bookmark353), for details. |
| com.klg.jclass.cell.validate | Contains data validation interfaces and support classes. |

This JClass cell package is generic; renderers and editors written for JClass LiveTable will work with other JClass products. In addition, the JClass field component can work as a renderer and editor within JClass LiveTable, allowing very lightweight operation.

Note: For the JClass field component to work as a renderer, you need to use a particular instance from the com.klg.jclass.field.cell package.

JClass LiveTable has been designed to identify the type of data being retrieved from the data source and to provide the appropriate cell renderer and cell editor for that data type. For example, if JClass LiveTable encounters an expression in a cell (for example, any formula from *com.klg.jclass.util.formulae*), the default JCExpressionCellRenderer will be used.

Often, however, you will want to control the way data in a particular area of the table is rendered, or assign a specific type of editor for that data. An example of this is rendering String data in multiple lines and using javax.swing.JTextArea as the editor, rather than rendering and editing single line Strings.

The following sections describe the techniques for rendering and editing cells by beginning with the easiest default methods, followed by detailed explanations for setting specific renderers and editors, mapping renderers and editors to a particular data type, and creating your own renderers and editors.

###### Default Cell Rendering and Editing

Basic Editors and Renderers

When the table draws itself, it accesses the data source and attempts to paint the contents of each cell. In doing so, it works through a two-stage process:

* + 1. The table checks to see if a renderer has been assigned to the cell or a series of cells by the CellRenderer property in the cell’s style.
    2. If the table can’t find a specific CellRenderer for the data, it uses the default mapping for that data type.

The following table lists the cell renderers and editors for common data types included with JClass LiveTable, which are found in the com.klg.jclass.cell.renderers and com.klg.jclass.cell.editors packages, respectively. When going through the above steps, JClass LiveTable uses these default mappings.

|  |  |  |
| --- | --- | --- |
| **Data Type** | **Renderer** | **Editor** |
| Boolean | JCStringCellRenderer | JCBooleanCellEditor |
| Date | JCStringCellRenderer | JCDateCellEditor |
| Double | JCStringCellRenderer | JCDoubleCellEditor |
| Expression | JCExpressionCellRenderer | none |
| Float | JCStringCellRenderer | JCFloatCellEditor |
| Image | JCImageCellRenderer | none |
| Integer | JCStringCellRenderer | JCIntegerCellEditor |
| Object | JCStringCellRenderer | none |
| String | JCStringCellRenderer | JCStringCellEditor |

Although these editors and renderers are included with JClass LiveTable, you might find that you need more control over the way data is displayed and edited than simply relying on these defaults. The following sections explain cell rendering and cell editing in detail.

###### Rendering Cells

Cell rendering is simply the way in which data is drawn into a cell. JClass LiveTable includes renderers that you can use in your table. Additionally, two rendering models, JCLightCellRenderer and JCComponentCellRenderer, are provided if you want to create your own renderer. Each model caters to different rendering needs.

More information about included renderers is found in the next section, and information about the two rendering models on which you can base customized renderers is found in [Section 4.3.4, Creating your own Cell Renderers](#_bookmark362).

* + 1. JClass Cell Renderers

As shown in the table above, JClass LiveTable maps standard data types to specific renderers when the program does not specify a renderer for that data type (either by setting for a series or mapping). This means that most tables are easily rendered without any special coding. The renderers are internally assigned. JClass LiveTable also contains several cell renderers for specific data types that you can set for a series (see [Section 4.3.2,](#_bookmark354) [Setting a Cell Renderer for a Series](#_bookmark354)) or as a mapping (see [Section 4.3.3, Mapping a Data](#_bookmark356)

[Type to a Cell Renderer](#_bookmark356)). These cell renderers are described in the following table and all of them are in com.klg.jclass.cell.renderers package.

|  |  |  |
| --- | --- | --- |
| **Name** | **Data Type** | **Description** |
| JCCheckBoxCellRenderer | boolean | Defines a JCComponentCellRenderer object that paints boolean objects in a table cell using Swing’s JCheckBox. |
| JCComboBoxCellRenderer | integer | Defines a JCComponentCellRenderer that paints integer objects in a table using Swing’s JComboBox. |
| JCImageCellRenderer | image | Defines a JCLightCellRenderer object that paints Image objects in a table cell. |
| JCExpressionCellRenderer | expression | Defines the result of a formula (*com.klg.jclass.util.formulae.Expression*). |
| JCLabelCellRenderer | String and/or image | Defines a JCLabelCellRenderer object that uses Swing’s JLabel to render cell contents. |
| JCRawImageCellRenderer | image | Defines a JCLightCellRenderer object that paints unconverted Image objects in a table cell (extends JCScaledImageCellRenderer). |
| JCScaledImageCellRenderer | image | Defines a JCLightCellRenderer object that paints scaled Image objects in a table cell. |
| JCStringCellRenderer | String, boolean, double, float, integer, object | Defines a JCLightCellRenderer object that can draw Strings. |
| JCWordWrapCellRenderer | String | Defines word-wrapping logic for multiline display of Strings in cells. |

The default mappings and these special renderer classes should provide rendering for most data types. Few programmers work under ideal conditions, however, and you may need to extend the capability of these renderers. JClass LiveTable includes ways for you to customize cell rendering as described in [Section 4.3.4, Creating your own Cell](#_bookmark362) [Renderers](#_bookmark362).

* + 1. Setting a Cell Renderer for a Series

Often, the rows and columns that comprise a table are grouped by the type of data they contain. You may be creating an order form that has a product name (a String) in one column, a part number (an Integer) in another, and a check box (a special type of object) in the final column to indicate that you want that product. For example:

|  |  |  |  |
| --- | --- | --- | --- |
| **Contents** | Product Name | Part Number | Order Checkbox |
| **Data Type** | String | Integer | Boolean |

All of these columns take a different data type, so their data is all rendered differently. LiveTable will automatically detect the type of data found, and use one of the default renderers for that column (please see [Section 4.2, Default Cell Rendering and Editing](#_bookmark348), for a list of default renderers). However, you can use your own renderer if the default does not suit your needs.

In the case of the Order check box, the default renderer for its Boolean data type will be the JCStringCellRenderer. With this default renderer, since the data type is boolean, instead of having a check (or no check) painted onto the cell, “true” or “false” will appear. This is not desirable, so you need to deviate from JClass LiveTable’s default renderer.

To set a new cell renderer for a range of cells, use a cell style, which has its own cell renderer property (for more information, please refer to [Cell Styles, in Chapter](#_bookmark198) 2). Inserting these lines of code into your program will do this:

CellStyleModel style = table.getUniqueCellStyle(0,3); style.setCellRenderer(new JCCheckBoxCellRenderer()); table.setCellStyle(JCTableEnum.ALL, 3, style);

The JCCheckBoxCellRenderer class defines an object that paints boolean objects in a table cell as checks. This way, the first two columns render automatically with the defaults, and the third column will use your defined renderer.

* + 1. Mapping a Data Type to a Cell Renderer

Even though you can set the renderer series, your table may be designed in such a way that the data types within a row or column are not consistent, or will change depending on the data source. In this case you could decide not to set the renderer series at all, and allow the container to evaluate the data type and provide the appropriate renderer.

Unfortunately, this means you have to use the default renderers for a given data type.

To use your own renderers without sacrificing flexibility, you can create a *mapping*. The mapping takes a data type and associates it with a JCCellRenderer object; whenever the container encounters that type of data, it uses the mapped JCCellRenderer object to render the data object in the cell.

Mapping a JCCellRenderer object to a data type takes the following construction:

table.setCellRenderer(Class cellType, Class renderer);

For example, in the following code fragment (from *TriangleTable.java* in the *examples/table/cell* directory of the JClass distribution), the cell renderer is set for a particular data type, defined by java.awt.Polygon.

try {

table.setCellRenderer(Class.forName("java.awt.Polygon"), Class.forName ("examples.table.cell.TriangleCellRenderer"));

....

}

catch (ClassNotFoundException e) { e.printStackTrace(System.out);

}

}

The table.setCellRenderer() method takes a class to define the data type and a class to define the renderer. In the case below, we have created a class called TriangleCellRenderer, which is identified using the Class.forName() method imported from java.lang.Class. (Creating your own cell renderers is explained in the next section.)

Normally, you would use these mappings in a construction that would test for the presence of the renderer you specify, and throw an exception if the renderer class was not found, as is the case in the above sample.

To “unmap” a renderer, set the renderer class parameter to null.

Alternatively, you can map a particular cell renderer instance to a data type using:

table.setCellRenderer(Class cellType, JCCellRenderer renderer);

This method is useful if you want to reuse the same renderer instance, or if your renderer does not have a default construction.

* + 1. Creating your own Cell Renderers

Naturally, the renderer classes provided with JClass LiveTable will not meet every programmer’s specific needs. However, they can be convenient as bases for creating your own renderer objects by subclassing the original classes. If you want to create your own renderer classes, you can build your own renderer from scratch. Both techniques are discussed below.

The *examples/table/cell* directory and the *demos/table* directories of your JClass LiveTable distribution contain a wide array of sample programs that use different approaches to cell rendering. You can use these examples and demos to help you refine your own renderers for whatever purpose you require.

Subclassing the Default Renderers

A simple way to create your own renderer objects is to subclass one of the renderers provided with JClass LiveTable. For example, *CurrencyRenderer.java*, found in the *examples/table/cell* directory, is an example of subclassing from the JCStringCellRenderer in the com.klg.jclass.cell.renderers package:

import com.klg.jclass.cell.renderers.JCStringCellRenderer; import com.klg.jclass.cell.JCCellInfo;

import java.awt.Graphics;

public class CurrencyRenderer extends JCStringCellRenderer { public void draw(Graphics gc, JCCellInfo cellInfo,

Object o, boolean selected) { if (o instanceof Double) {

double d = ((Double)o).doubleValue(); o = formatLabel(d, 2);

}

super.draw(gc, cellInfo, o, selected);

}

Creating a Drawing-based Cell Renderer with JCLightCellRenderer

One way JClass LiveTable lets you write your own cell renderer is with JCLightCellRenderer. This model is used for drawing directly into a cell, which is ideal for custom painting and rendering text.

To create a drawing-based renderer object of your own, you must implement

com.klg.jclass.cell.JCLightCellRenderer:

public interface JCLightCellRenderer {

public void draw(Graphics gc, JCCellInfo cellInfo, Object o, boolean selected);

public Dimension getPreferredSize(Graphics gc, JCCellInfo cellInfo, Object o);

}

The JCLightCellRenderer interface requires that you create two methods:

* + - 1. A draw() method, which is passed a JCCellInfo object (see [Section 4.5, The JCCel- lInfo Interface](#_bookmark384), for more details) containing information from the container about the cell, a java.awt.Graphics object, and the object to be rendered. The Graphics object is positioned at the origin of the cell (0,0), but is not clipped.
      2. A getPreferredSize() method, which is used to allow the renderer to influence the container’s layout. The container may not honor the renderer’s request, depending on a number of factors.

The following code, *TriangleCellRenderer.java*, draws a triangle into the cell area:

import java.awt.Polygon; import java.awt.Dimension; import java.awt.Graphics; import java.awt.Rectangle;

import com.klg.jclass.cell.JCCellInfo;

import com.klg.jclass.cell.JCLightCellRenderer;

public class TriangleCellRenderer implements JCLightCellRenderer { public void draw(Graphics gc, JCCellInfo cellInfo,

Object o, boolean selected) { Polygon p = makePolygon(o);

gc.setColor(selected ? cellInfo.getSelectedForeground()

:cellInfo.getForeground()); gc.fillPolygon(p);

}

public Dimension getPreferredSize(Graphics gc, JCCellInfo cellInfo,

Object o) {

// Make a polygon from the object Polygon p = makePolygon(o);

// Return no size if no polygon was created if (p == null) {

return new Dimension(0,0);

}

// Bounds of the polygon determine size Rectangle r = p.getBoundingBox();

return new Dimension(r.x+r.width,r.y+r.height);

}

private Polygon makePolygon(Object o) { if (o == null) return null;

if (o instanceof Number) {

return makePolygon(((Number)o).intValue());

}

else if (o instanceof Polygon) { return (Polygon)o;

}

return null;

}

public Polygon makePolygon(int s) { Polygon p = new Polygon(); p.addPoint(0,0);

p.addPoint(0,s);

p.addPoint(s,0); return p;

}

}

The above program creates a triangle renderer object that can handle both Integer and Polygon objects. As required by JCCellRenderer, the program contains a draw() method in the lines:

public void draw(Graphics gc, JCCellInfocellInfo, Object o boolean selected) {

Polygon p = makePolygon(o);

gc.getColor(selected ? cellInfo.getSelectedForeground(): cellInfo.getForeground());

gc.fillPolygon(p);

}

The draw() method renders the object o by making it into a polygon and drawing the polygon using the gc provided. Table, as the container, automatically translates and clips the gc, draws in the background of the cell, and sets the foreground color.

The parameter cellInfo can be used to retrieve other cell property information through the JCCellInfo interface (see [Section 4.5, The JCCellInfo Interface](#_bookmark384)).

The second required method, getPreferredSize(), is provided in the lines:

public Dimension getPreferredSize(Grahpics gc, JCCellInfo cellInfo,

Object o) {

Polygon p = makePolygon(o); if (p == null) {

return new Dimension(0,0);

}

Rectangle r = p.getBoundingBox();

return new Dimension(r.x+r.width,r.y+r.height);

}

Here, the object is used to create a polygon (using a local method called makePolygon()). If it doesn’t create a polygon from the object, the object is deemed to have no size (0,0) and will not be displayed by the renderer. If a polygon was created from the object, the polygon’s bounds determine the size of the rectangle in the drawing area of the cell. The size returned is only a suggestion; control of the cell size can be overridden by the Table container.

Creating a Component-based Cell Renderer with JCComponentCellRenderer

While JCLightCellRenderer is useful for drawing directly into cells (that is, text rendering and custom cell painting), it is a cumbersome model to use if you want to draw a component as part of an editor/renderer pair. For example, if you wanted to use a drop- down list in a table cell, creating a renderer based on JCLightCellRenderer forces you to write the code that draws the arrow button. Obviously, it is more desirable to use the actual code for the component – this is exactly for what JCComponentCellRenderer is best suited.

Component-based cell renderers use an existing lightweight component for rendering the contents of a cell. As such, the JCComponentCellRenderer interface can be used to create a component-based cell renderer:

public interface JCComponentCellRenderer extends JCCellRenderer { public Component getRendererComponent(JCCellInfo cellInfo, Object o,

boolean selected);

}

The getRendererComponent() method returns the component that is to be used to render the cell. It is the responsibility of the implementor to use the information provided by getRendererComponent() to set up the component for rendering:

* cellInfo contains information from the container about the cell (see [Section 4.5, The JCCellInfo Interface](#_bookmark384), for more details).
* o is the object to be rendered.
* selected is a boolean indicating whether the cell is selected. Many implementors use this information to modify the component appearance.

As an example, consider *JCLabelCellRenderer.java* from com.klg.jclass.cell.renderers, which uses a Swing JLabel for rendering String data.

import com.klg.jclass.cell.JCComponentCellRenderer; import com.klg.jclass.cell.JCCellInfo;

import javax.swing.JLabel; import java.awt.Component;

public class JCLabelCellRenderer extends JLabel implements JCComponentCellRenderer {

public JCLabelCellRenderer() { super();

}

public Component getRendererComponent(JCCellInfo cellInfo, Object o,

boolean selected) {

if (o != null) {

if (o instanceof String) { setText((String)o);

}

else {

setText(o.toString());

}

}

else {

setText("");

}

setFont(cellInfo.getFont());

setBackground(selected ? cellInfo.getSelectedBackground() :

cellInfo.getBackground()); setForeground(selected ? cellInfo.getSelectedForeground() :

cellInfo.getForeground()); setHorizontalAlignment(cellInfo.getHorizontalAlignment()); setVerticalAlignment(cellInfo.getVerticalAlignment()); return this;

}

}

In this example, note that JCLabelCellRenderer extends JLabel, which makes it easier for the renderer to control the label’s appearance.

In getRendererComponent(), the object o is converted to a String and used to set the Text property of the label. Then, the font, foreground color, and background color are extracted from the cellInfo. Finally, the JLabel instance is passed back to the container.

JCComponentCellRenderer is a very powerful rendering model. While it is not as flexible as JCLightCellRenderer, it allows the reuse of code by using a lightweight component as a rubber stamp for painting in a cell. Any existing lightweight container can be used to render data inside of a cell — even other JClass components.

###### Editing Cells

While rendering cells is fairly straightforward, handling interactive cell editing is considerably more complex. Cell editing involves coordinating the user-interactions that begin and end the edit with cell data validation and connections to the data source. In JClass, cell editing is handled using the JCCellEditor interface.

A typical cell edit works through the following process:

* + - The container listens for events that come from the editor by implementing

JCCellEditorListener.

* + - When a user initiates a cell edit with either a mouse click or a key press, the container calls JCCellEditor.initialize() and passes a JCCellInfo object with information about the cell, and the object (data) that will be edited.
    - The JCCellEditor displays the data and changes it according to user input.
    - If the user traverses out of the cell, then the *container* calls the stopCellEditing() method, which asks the JCCellEditor to validate the edit. If the edit is not valid — that is, stopCellEditing() returns false – the container then retrieves the original cell value from the data source. If the edit is valid, then the container calls getCellEditorValue() on the editor to retrieve the new value of the cell and send it to the data source.
    - If the user types a key that the editor interprets as “done” (for example, Enter), the editor will inform the table that the edit is complete by sending an editingStopped event to the table. Typical editors will validate the user’s changes before sending the event.
    - If the user types a key that the editor interprets as “cancel” (for example, Esc), the editor will instruct the table to cancel the edit by sending an editingCanceled event.

Because cell editing has been designed to be flexible, you can have as little or as much control over the editing process as you want. The following sections explain cell editing in further detail.

* + 1. Default Cell Editors

Cell editors are typically Swing components with extended functionality provided by the com.klg.jclass.table.cell.JCCellEditor interface. Although every data object is guaranteed to have a cell renderer, not every object is guaranteed to have an editor.

Unless an object has an editor, the cell is not editable, regardless of whether the table.setEditable() method has a true value for that cell. Most of the standard data types have default editors which are internally associated with that data type. If the program does not specify an editor for a series or map a data type to an editor, the Table

uses the default. The following editors are provided in the

com.klg.jclass.cell.editors package:

|  |  |
| --- | --- |
| **Editor** | **Description** |
| BaseCellEditor | Provides a base editing component for other editors. |
| JCBigDecimalCellEditor | An editor using a simple text field for BigDecimal objects. |
| JCBooleanCellEditor | Provides a simple text editing component that allows the user to set the boolean value as true, false, t, or f. |
| JCByteCellEditor | An editor using a simple text field for Byte objects. |
| JCCheckBoxCellEditor | An editor for boolean data that automatically changes the checked state. |
| JCComboBoxEditor | An editor using a simple Swing JComboBox for editing an enum. |
| JCDateCellEditor | An editor using a simple text field for Date objects |
| JCDoubleCellEditor | An editor using a simple text field for Double objects. |
| JCFloatCellEditor | An editor using a simple text field for Float objects. |
| JCImageCellEditor | An editor using a simple text field for Image objects. |
| JCIntegerCellEditor | An editor using a simple text field for Integer objects. |
| JCLongCellEditor | An editor using a simple text field for Long objects. |
| JCMultilineCellEditor | A simple text editing component for multiline data. |
| JCShortCellEditor | An editor using a simple text field for Short objects. |
| JCSqlDateCellEditor | An editor using a simple text field for SQL Date objects. |
| JCSqlTimeCellEditor | An editor using a simple text field for SQL Time objects. |
| JCSqlTimestampCellEditor | An editor using a simple text field for SQL Timestamp objects. |
| JCStringCellEdtitor | Provides a simple text editing component. |
| JCWordWrapCellEditor | Provides a simple text editing component that wraps text. |

While these classes provide editing capability for most data types, many real-world situations require greater control over cell editing, editing components, and their

relationships to specific data types. The following sections explore how you can more minutely control the cell editing mechanism in your programs.

* + 1. Setting a Cell Editor for a Series

As mentioned above, JClass LiveTable contains logic that will map data types to their default editors. If you want to override these defaults, you can set a specific editor for a series of cells in your table by setting the CellEditor property on a cell style, for a range of cells:

CellStyleModel style = table.getUniqueCellStyle(0,3); style.setCellEditor(new JCStringCellEditor()); table.setCellStyle(JCTableEnum.ALL, 3, style);

This code uses the same CellEditor (the default String editor in the com.klg.jclass.cell.editors package) for all of the cells in the fourth column in the table.

* + 1. Mapping a Data Type to a Cell Editor

Even though you can set the editor series, your table may be designed in such a way that the data types within a row or column are not consistent, or will change depending on the data source. In this case you can create a *mapping*. The mapping takes a data type and associates it with a cell editor; whenever the container encounters that type of data, it uses the mapped JCCellEditor.

Mapping a CellEditor object to a data type takes the following construction:

table.setCellEditor(Class cellType, Class Editor);

Consider the following sample from *TriangleTable.java* in the *examples/table/cell* directory of the JClass LiveTable distribution:

try {

table.setCellEditor(Class.forName("java.awt.Polygon"),

Class.forName ("examples.table.cell.TriangleCellEditor"));

}

catch (ClassNotFoundException e) { e.printStackTrace(System.out);

}

The table.setCellEditor() method takes a class to define the data type and a class to define the editor. In the case above, we have created a class called TriangleCellEditor, which is identified using the Class.forName() method imported from java.lang.Class. (Creating your own cell editors is explained in the next section).

To “unmap” an editor, set the *editor* class parameter to null. Alternatively, you can map a cell editor to a data type using: table.setCellEditor(Class cellType, JCCellEditor editor);

This method is useful if you want to reuse the same editor instance, or if your editor does not have a default constructor.

Note: If the value for a particular cell is null, JClass LiveTable has no way of determining its type. This can cause problems if mapping a null value to an editor. To work around this, use the DataType property that is used with cell styles. LiveTable refers to DataType when it encounters a null in the data source.

* + 1. Creating Your Own Cell Editors

To create a cell editor object, you must implement the com.klg.cell.JCCellEditor

interface. The following code comprises the JCCellEditor interface:

public interface CellEditor extends JCCellEditorEventSource, serializable{

public void initialize(AWTEvent ev, JCCellInfo info, Object o); public Component getComponent();

public Object getCellEditorValue(); public boolean stopCellEditing(); public boolean isModified(); public void cancelCellEditing();

public JCKeyModifier[] getReservedKeys();

}

This chart describes each of the methods in JCCellEditor:

Method and Description

public void initialize(AWTEvent ev, JCCellInfo info, Object o);

The table calls initialize() before the edit starts to let the editor know what kind of event started the edit, using java.awt.AWTEventObject. The size of the cell comes from the JCCellInfo interface (detailed below). The initialize() method also provides the data object (Object o).

public Component getComponent();

Returns the AWT component that does the editing. The component should be lightweight.

public Object getCellEditorValue();

Returns the value contained in the editor. This method is called by the table when the edit is complete. The value will be sent to the data source.

public boolean stopCellEditing();

When this method is called by the table, the editor can refuse to commit invalid values by returning false. This tells the container that the edit is not valid.

Method and Description

public boolean isModified();

The container uses this method to check whether the data has changed. This can save unnecessary access to the data source when the data has not actually changed.

public void cancelCellEditing();

Called by the table to stop editing and restore the cell’s original contents.

public JCKeyModifier[] getReservedKeys();

Retrieves the keys the editor would like to reserve for itself. In order to avoid the container overriding key processing in the editor, the editor can pass back a list of keys it wishes to reserve. The container can refuse the editor’s request to reserve keys. Most editors can simply return null for this method.

Because the JCCellEditor interface extends JCCellEditorEventSource, the following two methods are required to manage JCCellEditor event listeners:

Method and Description

public abstract void addCellEditorListener(JCCellEditorListener l);

Adds a listener to the list that's notified when the editor starts, stops, or cancels editing.

public abstract void removeCellEditorListener(JCCellEditorListener l);

Removes the listener.

In addition to implementing the methods of JCCellEditor, an editor is responsible for monitoring events and sending editingStopped and editingCanceled events to the table. This functionality is further explained in [Creating Your Own Cell Editors](#_bookmark377).

Subclassing the Default Editors

One easy way to create your own editor is to subclass one of the editors provided in the com.klg.jclass.cell.editors package. The following code is from *examples/table/cell/MoneyCellEditor.java*. It creates a simple editor that extends the JCStringCellEditor class. The MoneyCellEditor class formats the data as money (two digits to the right of the decimal point) instead of a raw String; but JCStringCellEditor does most of the work.

The initialize() method in MoneyCellEditor takes the object passed in and creates a Money value for it. The getCellEditorValue() method will pass the Money value back to the container.

import java.awt.Dimension;

import com.klg.jclass.cell.editors.JCStringCellEditor; import com.klg.jclass.cell.JCCellInfo;

import java.awt.AWTEvent;

public class MoneyCellEditor extends JCStringCellEditor { Money initial = null;

public void initialize(AWTEvent ev, JCCellInfo info, Object o) { if (o instanceof Money) {

Money data = (Money)o;

initial = new Money(data.dollars, data.cents);

}

super.initialize(ev, info, initial.dollars+"."+initial.cents);

}

public Object getCellEditorValue() { int d, c;

String text = getText().trim();

Money new\_data = new Money(initial.dollars, initial.cents);

try {

// one of these will probably throw an exception if

// the number format is wrong

d = Integer.parseInt(text.substring(0,text.indexOf('.'))); c = Integer.parseInt(text.substring(text.indexOf('.')+1));

new\_data.setDollars(d);

// this will throw an exception if there's an invalid

// number of cents new\_data.setCents(c);

}

catch(Exception e) { return null;

}

return new\_data;

}

public boolean isModified() {

if (initial == null) return false; Money nv = (Money)getCellEditorValue(); if (nv == null) return false;

return (initial.dollars != nv.dollars || initial.cents != nv.cents);

}

}

Starting with one of the cell editors provided with the com.klg.cell.editors package can save you a lot of work coding entire editors on your own.

Writing Your Own Editors

Of course, you may not want to subclass any of the editors provided with the com.klg.jclass.cell.editors package. The following is from an editor that was written without subclassing an existing editor. By implementing the JCCellEditor interface, we

have written an editor that will edit triangles. The code is in *examples/table/cell/TriangleCellEditor.java*. You can see it work by running examples.table.cellTriangeTable.

The editor handles both Integer and Polygon data types. It initializes the editor with the object to be edited, either a Number or a Polygon:

....

public void initialize(AWTEvent ev, CellInfo info, Object o) { if (o instanceof Polygon) {

orig\_poly = (Polygon)o;

}

else if (o instanceof Number) {

// Create polygon from the number int s = ((Number)o).intValue(); orig\_poly = new Polygon(); orig\_poly.addPoint(0,0); orig\_poly.addPoint(0,s); orig\_poly.addPoint(s,0);

}

new\_poly = null;

margin = info.getMarginSize();

}

The editor also needs to retrieve the AWT component that will be associated with it. In this case the editor is a javax.swing.JComponent object.

....

public Component getComponent() { return this;

}

The isModified() method checks to see if the editor has changed the data, and

getCellEditorValue() which returns the new Polygon created.

....

public boolean isModified() { return new\_poly != null;

}

public Object getCellEditorValue() { return new\_poly;

}

The JCCellEditor interface defines the stopCellEditing() method, which stops and commits the editing operation. In the case of this example, there isn’t any validation taking place, so the stopCellEditing() method will be unconditionally obeyed. The TriangleCellEditor also defines a cancelCellEditing() method, which resets the new Polygon.

....

public boolean stopCellEditing() { return true;

}

public void cancelCellEditing() { new\_poly = null;

return;

}

The editor contains a local method for retrieving a non-null polygon for drawing:

....

private Polygon getDrawPoly() { if (new\_poly == null)

return orig\_poly; return new\_poly;

}

The editor also has to determine the minimum size for the cell.

....

public Dimension minimumSize() {

Rectangle r = getDrawPoly().getBoundingBox(); return new Dimension(r.width+r.x,r.height+r.y);

}

Finally, the editor needs to know how to paint the current polygon into the cell:

....

public void paintComponent(Graphics gc) {

// No L&F, so paint your own background. if (isOpaque()) {

if (!gc.getColor().equals(getBackground())) { gc.setColor(getBackground());

}

Rectangle r = getBounds(); gc.fillRect(0, 0, r.width, r.height);

}

int x, y;

Polygon local\_poly = getDrawPoly(); gc.setColor(cellInfo.getForeground()); gc.translate(margin.left, margin.top); gc.fillPolygon(local\_poly);

for(int i = 0; i < local\_poly.npoints; i++) { x = local\_poly.xpoints[i];

y = local\_poly.ypoints[i]; gc.drawOval(x-2,y-2,4,4);

}

gc.translate(-margin.left, -margin.top);

}

Much of the rest of the editor handles mouse events to drag the triangle points, or to move the whole triangle inside the cell. See the example file for this code.

Finally, the editor contains event listener methods that add and remove listeners from the listener list. These listeners are notified when the editor starts, stops, or cancels an edit.

JCCellEditorSupport support = new JCCellEditorSupport();

....

public void addCellEditorListener(CellEditorListener l) { support.addCellEditorListener(l);

}

public void removeCellEditorListener(CellEditorListener l) { support.removeCellEditorListener(l);

}

Note that an instance of com.klg.jclass.cell.JCCellEditorSupport is used to manage the listener list. JCCellEditorSupport is a useful convenience class for editors that want to send events to JClass LiveTable programs.

The TriangleCellEditor is an example of a fairly complex implementation of the JCCellEditor interface. It contains all of the core methods of the interface, and extends the capabilities for an interesting type of data. You can use this example to help you to write your own JCCellEditor classes that handle any type of data you care to display and edit.

Handling Editor Events

The com.klg.jclass.cell package contains several event and listener classes that enable cell editors and their containers to inform each other of changes to the cell contents, and allow you to control validation of the cell’s edited contents.

The simplest way to handle JCCellEditor events is to use the JCCellEditorSupport convenience class. JCCellEditorSupport makes it easy for cell editors to implement standard editor event handling by registering event listeners and providing easy methods for sending events.

JCCellEditorSupport methods include:

|  |  |
| --- | --- |
| **Method** | **Description** |
| addCellEditorListener() | Adds a new JCCellEditorListener to the listener list |
| removeCellEditorListener() | Removes a JCCellEditorListener from the list |
| fireStopEditing() | Sends an editingStopped event to all listeners |
| fireCancelEditing() | Sends an editingCanceled event to all listeners |

For example, consider the TriangleCellEditor. The changes made are not actually sent to the data source until the user clicks on another cell. It is more useful to have the editor send an editingStopped event when the mouse button is released:

public void mouseReleased(MouseEvent e) { support.fireStopEditing(new JCCellEditorEvent(e));

}

For more complete control, however, you will have to use the other event handling classes provided in the com.klg.jclass.cell package:

|  |  |
| --- | --- |
| **Method** | **Description** |
| JCCellEditorEvent | Sent when the JCCellEditor finishes an operation. The JCCellEditorEvent contains the event that originated the operation in the editor. |
| JCCellEditorListener | The container registers a JCCellEditorListener to let the JCCellEditor inform it when editing has stopped or been canceled. |
| JCCellEditorEventSource | This class defines the add and remove methods for an object that posts JCCellEditorEvents. |

Editor Key Control

Sometimes, you may want your cell editor to be able to accept keystrokes that have already been reserved for a specific purpose in the container (a Tab key in LiveTable, for example). To do this, you need to use the JCKeyModifier class to reserve a key/modifier combination:

JCKeyModifier(int key, int modifier, boolean canInitializeEdit);

Using this class, you can reserve a key for a particular modifier or for all modifiers. To reserve Ctrl-Tab and Shift-Tab you would specify two JCKeyModifier objects with standard KeyEvent modifiers, for example KeyEvent.ALT\_MASK.

If you want to reserve all Tab keys for the editor, you can use either of the following:

* + - * new JCKeyModifier(KeyEvent.VK\_TAB, KeyModifier.ALL);
      * new JCKeyModifier(KeyEvent.VK\_TAB);

Note that the container can still choose to ignore reserved keys.

###### The JCCellInfo Interface

You can see that JCComponentCellRenderer, JCLightCellRenderer and JCCellEditor use the JCCellInfo interface to get information about the cell. The JCCellInfo interface provides information about how the container wants to show the cell. The renderer and editor determine whether or not to honor the container’s request.

The JCCellInfo interface gives the renderer and editor access to cell formatting information from the Table, including:

* + - foreground color
    - background color
    - selected foreground color
    - selected background color
    - font
    - font metrics
    - horizontal and vertical alignment

This information is fairly generic. The com.klg.jclass.table package also contains an object called TableCellInfoModel, which extends JCCellInfo to include more detailed information from the Table. TableCellInfoModel is useful for retrieving Table-specific information for use in the editor or renderer.

Note that editors and renderers that rely on TableCellInfoModel can only be used with JClass LiveTable.
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*Figure 12 The relationship of border sides, margins, and drawing area provided by JCCellInfo.*

For more information, please see the JCCellInfo API documentation.

# 5

#### Adding Formulas to JClass LiveTable

[*Introduction*](#_bookmark389)■ [*com.klg.jclass.util.formulae’s Hierarchy*](#_bookmark394)■ [*Expressions and Results*](#_bookmark397)[*Math Values*](#_bookmark400)■ [*Operations*](#_bookmark438)■ [*Expression Lists*](#_bookmark470)■ [*Events and Listeners*](#_bookmark475)

[*Exceptions*](#_bookmark478)■ [*Using Formulae in JClass LiveTable*](#_bookmark482)

###### Introduction

The formulae package in com.klg.jclass.util has special capabilities for evaluating mathematical objects. Similar to the way that objects such as java.lang.Double wrap a primitive type, those in com.klg.jclass.util.formulae encapsulate mathematical expressions (operators) whose operands may be scalars, vectors (in the mathematical sense), and matrices. These objects may then be stored as the generalized values of cells in a JClass LiveTable, or in a JClass PageLayout table, where they may be evaluated at run time to produce results based on the then-current data.

In addition, subclasses of MathValue, which are wrappers for generalized scalars, vectors, and matrices, provide several methods for converting an expression to a value and to a String, as well as other methods useful when dealing with these objects.

###### com.klg.jclass.util.formulae’s Hierarchy

The interfaces, abstract classes, and derived classes, including possible exception classes, are shown in [Figure 13](#_bookmark396).
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*Figure 13 The inheritance hierarchy for com.klg.jclass.util.formulae.*

The diverse set of mathematical operations permit you to compose complex mathematical formulas and provide references to them. Dynamic updating of the value

represented by the expression is made possible through callbacks to the mathematical expression object.

###### Expressions and Results

The top-level interface for the com.klg.jclass.util.formulae package is Expression, whose sole method is evaluate(). Any object that functions as an expression must have an evaluate() method that knows how to operate on data that might be a scalar, a vector, or a matrix. Applying the evaluate() method to an Expression produces a Result, which is a marker interface that identifies Expression types that are valid return types from the evaluation of other Expressions.

An Expression may be an Operation, as in:

Expression f = new Add(op1, op2);

which, after evaluation, returns a Result.

###### Math Values

The abstract class MathValue forms the root for all derived constant-based result/data classes. It satisfies the Expression interface by defining an evaluate() method, which simply returns the MathValue as a Result. Its concrete subclasses are MathMatrix, MathScalar, and MathVector. Because MathValue has an evaluate() method it is an Expression. Thus, MathValues may be passed as Expression objects.

MathValue Methods

|  |  |
| --- | --- |
| **MathValue Method** | **Description** |
| evaluate() | Satisfies the Expression interface by returning the stored value. No evaluation is required because no operation is implied. |
| getDataFormat() | Retrieves the NumberFormat associated with this data. |
| matrixValue() | Gets the contents of this MathValue as a matrix of Numbers. |
| numberValue() | Gets the contents of this MathValue as a Number. |
| setDataFormat() | Sets a NumberFormat to use on the contents of this MathValue. |
| vectorValue() | Gets the contents of this MathValue as a vector of Numbers. |

Note: The subclasses of MathValue override all but the first method. Since, for example, matrixValue() is not appropriate to a MathScalar, it throws an UnsupportedOperationException if it is called. Other method-data type mismatches also throw UnsupportedOperationExceptions. The method tables for the subclasses indicate which methods are data type mismatches for the given class.

* + 1. **MathScalar**

MathScalar is a scalar constant represented as a MathValue. By encapsulating it in this fashion it can support integer and real numbers, and it can be extended if necessary to support other types of scalar numbers. Its data field is a realValue, a Number that is output based on the current dataFormat kept in MathValue.

Example:

double s1 = 10.0; MathValue ss1 = new MathScalar(s1);

MathScalar Constructors

The no-argument constructor MathScalar() creates an instance that encapsulates the value 0.0, while the other three constructors take a double, an int, or a java.lang.Number argument.

MathScalar Methods

|  |  |
| --- | --- |
| **MathScalar Method** | **Description** |
| matrixValue() | Throws an UnsupportedOperationException. |
| numberValue() | Gets the contents of this MathValue as a Number. |
| toString() | Returns a String representation of this value. |
| vectorValue() | Throws an UnsupportedOperationException. |

* + 1. **MathVector**

MathVector is a representation of the class of vectors in a linear algebra sense. They may also be used as operands in matrix multiplication. A MathVector encapsulates a list of values which may be integers, doubles, or more generally, objects of type Number. It has methods for retrieval or modification of a value at a particular index, and for outputting the list as a String. The operators discussed in the next section accept these objects as operands.

Example:

double[] ed = {2.71828, 3.1415927, 1.6020505};

MathValue mv = new MathVector(ed);

MathVector Constructors

The constructors for MathVector parallel those for MathScalar, except they take arrays as parameters rather than single values.

MathVector Methods

|  |  |
| --- | --- |
| **MathVector Method** | **Description** |
| getValueAt() | Retrieves the value at a particular index in the vector. |
| matrixValue() | Throws an UnsupportedOperationException. |
| numberValue() | Throws an UnsupportedOperationException. |
| setValueAt() | Sets the value at a particular index in the vector. |
| toString() | Outputs the value of this vector as a String. |
| vectorValue() | Gets the contents of this MathValue as a vector of Numbers. |

* + 1. **MathMatrix**

MathMatrix is a representation of the class of matrices, again in the sense of linear algebra. The package implements the basic addition and multiplication operations in matrix algebra, including multiplying a matrix by a vector. It has methods for retrieval or modification of a value at a particular pair of indices, and for outputting the matrix as a String. The operators discussed in the next section accept these objects as operands.

Example:

double[][] m1 = {{1.1, 1.2, 1.3},

{2.1, 2.2, 2.3},

{3.1, 3.2, 3.3}};

MathValue mm = new MathMatrix(m1);

MathMatrix Constructors

The constructors for MathMatrix parallel those for MathScalar, except they take 2D arrays as parameters rather than single values.

MathMatrix Methods

|  |  |
| --- | --- |
| **MathMatrix Method** | **Description** |
| getValueAt() | Retrieves the value at a particular row, column pair of index values in the matrix. |
| matrixValue() | Gets the contents of this MathValue as an array of Numbers. |
| numberValue() | Throws an UnsupportedOperationException. |

|  |  |
| --- | --- |
| **MathMatrix Method** | **Description** |
| setValueAt() | Sets the value at a particular row, column pair of index values in the matrix. |
| toString() | Outputs the value of this vector as a String. |
| vectorValue() | Throws an UnsupportedOperationException. |

###### Operations

The abstract Operation class defines the basic elements of an operator. Binary operators have a left and right operand, which enables the correct ordering to be applied to matrix operations and any other non-commutative operators. Unary operators have a single operand.

Example:

double[] ed = {2.71828, 3.1415927, 1.6020505};

double[] rd = {(Math.sqrt(5.0) + 1.0) / 2.0, 4.0, 32.0};

MathValue e = new MathVector(ed); MathValue r = new MathVector(rd);

Expression add = new Add(e, r);

Operation Constructors

There is a no-argument constructor that creates a generic operator, and there are constructors for every unary and binary permutation of Expressions and Numbers. A sample constructor is: Operation(Expression left, Expression right).

Operation Methods

The two non-inherited methods in Operation are evaluate(), which returns a Result containing the evaluation of the expression, and clone(), which returns a deep-copy clone of the operation and of all operands.

* + 1. The Defined Mathematical Operations

Unary Operators

Unary operators take one parameter, which is either an Expression or a Number. Because they are Expressions they all have an evaluate() method which returns a Result.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| Abs | The class for the absolute value operation. The operand may be a Number or an Expression, which may be a MathScalar or an ExpressionList, but not a vector or a matrix. |
| Ceiling | Ceiling is defined as the least integer greater than or equal to the operand, which may be a MathValue. |
| Floor | Floor is defined as the greatest integer less than or equal to the operand. |
| Root | Returns the positive square root of its operand. |
| Round | Round is defined as nearest integer to the operand. Rounding is done to an even number if the operand is exactly midway between two integers. |
| Trunc | Takes the integer part of a number. Equivalent to rounding to the nearest integer closer to zero. Example: trunc(-3.5) = -3. |

Binary Operators

Binary operators take two parameters, which are Expressions, Numbers, or one of each. Because they are Expressions they all have an evaluate() method which returns a Result.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| Add | Adds two Expressions. If the Expressions are vectors of the same length, pairwise addition is performed. Matrices may be added providing the two operands have the same number of rows and columns. Unary addition is possible, and returns the evaluated operand. |
| Average | Average (arithmetic mean) is defined as the sum of all elements divided by the number of elements. Its one- parameter constructor is an Expression, usually a list. Its two- parameter constructors are combinations of Expressions and Numbers. |

|  |  |
| --- | --- |
| **Operator** | **Description** |
| Count | Count determines the total number of elements in its operands. Its one- and two-parameter constructors take one or two Expressions (usually a list or lists) and count their elements. |
| Divide | Division is the ratio of two operands. The left operand is the numerator and the right operand is the denominator. |
| GeometricMean | Geometric mean is defined as the *n*th root of the product of a set of *n* numbers. Its one-parameter constructor takes an Expression, usually a list. Its two-parameter constructors take combinations of Expressions and Numbers, multiplying all elements together and taking the *n*th root. |
| Max | Max is defined for a pair of elements or across a list. It selects the largest element. Its one-parameter constructor takes an Expression, usually a list. Its two-parameter constructors take combinations of Expressions and Numbers, examining all elements and selecting the largest. |
| Median | The Median of a list is the middle element of a sorted list, or the average of the two middle values if the list has an even number of elements. Its one- and two-parameter constructors take one or two Expressions. |
| Min | Min is defined for a pair of elements or across a list. It selects the smallest element. Its one-parameter constructor takes an Expression, usually a list. Its two-parameter constructors take combinations of Expressions and Numbers, examining all elements and selecting the smallest. |
| Multiply | Multiplication is the product of a pair of elements. Its two- parameter constructors take combinations of Expressions and Numbers, examining all elements and selecting the smallest. |
| Power | The exponentiation (^) operation. Its two-parameter constructors take combinations of Expressions and Numbers. The left operand is the base and the right operand is the exponent. |
| Product | A product can be performed on a pair of elements or across a list. The product of an ExpressionList is the product of its individual members. Multiplication order is left-to-right, and first element of a list to last element. The result of a matrix multiplication may depend on the order of the operands. |

|  |  |
| --- | --- |
| **Operator** | **Description** |
| Sort | This operation returns a sorted list of the given elements. Any secondary or nested lists are flattened. |
| StdDeviation | The sample standard deviation, given by sd = root( (sum(1 to n)(element - average)^2) / (n - 1)), where n is the number of samples and average is the sample average. It has one- and two-parameter constructors consisting of Expressions. |
| Subtract | The difference between two numbers. It has two-parameter constructors that take combinations of Expressions and Numbers. |
| Sum | A sum can be performed on a pair of elements or across a list. Its two-parameter constructors take combinations of Expressions and Numbers. Its one-parameter constructor usually takes an ExpressionList. |

* + 1. Reducing Operations to Values

Since Operations are Expressions, they all have an evaluate() method. Evaluation returns a Result, which may be converted to a String for printing. Here is an example:

double edd = 2.0; double exp = 8.0;

MathValue eddy = new MathScalar(edd); MathScalar expy = new MathScalar(exp);

double[] ed = {2.71828, 3.1415927, 1.6020505};

MathValue e = new MathVector(ed);

Expression pow = new Power(eddy, expy); Expression powr = pow.evaluate();

// Either one of these has a toString() method System.out.println("Power without evaluate(): " + pow); System.out.println("Power with evaluate(): " + powr);

After which the following is written on the output:

Power without evaluate(): com.klg.jclass.util.formulae.Power@eb4f3b8c Power with evaluate(): 256.0

You see that calling evaluate() is necessary to have a value returned by the implicit

toString() call.

###### Expression Lists

Expression lists are handy containers that permit you to perform an operation on a group of values.

MathExpressionList

The example shown here uses the binary form of Add to find the grand total of all the elements in two ExpressionLists.

// Expression Lists

Expression[] exprs1 = {null, null, null, null, null, null, null,

null, null, null};

for (int i = 0; i < 10; i++){ exprs1[i] = new MathScalar(95 + i);

}

ExpressionList explist1 = new MathExpressionList(exprs1);

Expression[] exprs2 = {null, null, null, null, null, null, null,

null, null, null};

for (int i = 0; i < 10; i++){ exprs2[i] = new MathScalar(95 + i);

}

ExpressionList explist2 = new MathExpressionList(exprs2);

sss1 = new Sum(explist1, explist2); ssss1 = sss1.evaluate(); System.out.println(

"Summing ExpressionLists with evaluate(): " + ssss1);

Here’s the output:

Summing ExpressionLists with evaluate(): 1990

QueryExpressionList

A QueryExpressionList is designed as a wrapper for a set of Expressions stored in a JDBC-type ResultSet; that is, the result of a database query. Users of JClass DataSource may also use this facility.

TableExpressionList

Expression lists may be used to extend data from portions of a JClass LiveTable to produce summary reports. For details, see [Section 5.9, Using Formulae in](#_bookmark482)

[JClass LiveTable](#_bookmark482).

###### Events and Listeners

TableListenerPropagator

The TableListenerPropagator listener, which implements the JCTableDataListener interface, wraps a formula and listens for changes to table cells that are operands for this formula, and propagates the changes so that other interested listeners can re-evaluate themselves. The TableListenerPropagator listener automatically updates the whole dependency hierarchy of com.klg.jclass.util.formulae when a suboperation has been modified.

###### Exceptions

OperandMismatchException

Various operations such as adding a number to a vector are not defined, whereas other operations, for example, multiplying a vector by a number, can be interpreted as a scaling operation. At compile time, numbers, vectors, and matrices can be declared as generic Expressions, making it impossible to predetermine which operations are not permitted. A run time check of the validity of an operation must be made. If a mathematical construct is evaluated and found to be illegal, the class throws an OperandMismatchException.

ClassCastException

There are cases where a run time class cast exception may occur. While most of these should be avoidable by selecting the correct class (such as using Product rather than Multiply when multiplying two vectors) the fact that both take Expressions as their parameters makes it difficult to avoid the possibility of an end-user passing in an incorrect type if your application permits flexible user input. You may permit substitution of one arithmetic class for another, since they are all Operations. This also opens the door to class cast exceptions.

If the possibility exists for either of these exceptions, your code should attempt to handle it.

###### Using Formulae in JClass LiveTable

* + 1. Registering a Cell Editor and a Cell Renderer with the JClass Central Registry

If you are planning to allow your end-users to specify mathematical operations, you may make use of the editor/renderer registry in com.klg.jclass.cell. Note that if a cell is placed in a JClass LiveTable, the ExpressionCellRenderer will be used by default.

The following code snippet, taken from the *SpreadSheet* demo, registers a cell editor that takes a value in the form of a util.formulae.Expression from a table cell and copies its String equivalent in a text box. In the *SpreadSheet* demo, formulas are entered by beginning them with an equal sign (=), for example, *=SUM(A1:A5).* The class called MyFormulaCellEditor recognizes this syntax and translates a String of this form to an Expression, then stores it in a table cell.

EditorRendererRegistry.getCentralRegistry().addClass( "java.lang.String",

null, "demos.table.spreadsheet.MyFormulaCellEditor",

"com.klg.jclass.cell.renderers.JCStringCellRenderer");

See the SpreadSheet demo for a complete code listing.

* + 1. Performing a Mathematical Operation on a Range of Cells

Expression Lists and Expression References

Expression list objects hold a group of Expressions. ExpressionList is an abstract class whose methods permit the inclusion of additional elements to those already present, a method for removing elements or clearing all elements, for retrieving an element, and for comparing with another list. These operations are common to the concrete classes MathExpressionList, QueryExpressionList, and TableExpressionList.

Expression lists may be used as arguments for all mathematical operations. When given an expression list, evaluating a unary operator such as ABS returns a list containing the absolute values of its input list. Binary operators may return a single result or a list. Given expression lists, the mathematical operators Abs, Add, Ceiling, Divide, Floor, Multiply, Power, Remainder, Root, Round, Sort, and Subtract return lists, while Average, Count, GeometricMean, Max, Median, Min, Product, and Sum all return a single result after evaluate() has been called.

Use TableExpressionList to perform an operation over a range of cells in a table. The following code snippet shows that the required parameters are a table data model and a block of cells.

Expression expression = new TableExpressionList(

table.getDataSource(),

new MathScalar(startRow), // first row new MathScalar(endRow), // last row new MathScalar(startColumn), // first column new MathScalar(endColumn) // last column

);

Sum sum = new Sum(expression);

The next code fragment places the formula for the sum in the last column, just below the last row. With the proper cell renderer/editor combination, such as the one listed in the previous section, the formula or the numerical value of the sum is shown, depending on whether the cell is selected or not.

((EditableTableDataModel)table.getDataSource()).setTableDataItem(sum,

endRow + 1, endColumn);

The advantage of using TableExpressionLists is that the formulas containing them know to update themselves when a cell’s value is altered.

# 6

#### Programming User Interactivity

[*Cell Traversal*](#_bookmark493)■ [*Cell Selection*](#_bookmark549)■ [*Resizing Rows and Columns*](#_bookmark506)■ [*Table Scrolling*](#_bookmark523)[*Dragging Rows and Columns*](#_bookmark568)■ [*Sorting Columns*](#_bookmark570)■ [*Custom Mouse Pointers*](#_bookmark580)

JClass LiveTable makes it easy to allow users to interact with the tables you create. You can control how users can manipulate the table, and how a JClass LiveTable application can control this interaction. The following sections describe the types of user interactivity supported by JClass LiveTable, its default behavior, and how to customize that behavior. Note that programming cell editing behavior is discussed separately in [Displaying and](#_bookmark340) [Editing Cells, in Chapter](#_bookmark340) 4.

###### Cell Traversal

*Traversal* is the act of moving the current cell indicator from one location to another. A traversal passes through three stages: validating the edited current cell, determining the new current cell location, and entering that cell.

The Traversable property, which is part of the CellStyleModel interface, determines whether or not a cell is traversable. You set this property when you are setting a cell style (for more information about cell styles, please see [Cell Styles, in Chapter](#_bookmark198) 2).

* + 1. Default Cell Traversal

Users can traverse cells by clicking the primary mouse button when the mouse pointer is over a cell. This changes the focus to that cell (a focus rectangle appears around the inside of the cell borders). Users can traverse cells from the keyboard by using the cursor keys (up, down, left, and right) and the Tab key to traverse right and Shift+Tab key to traverse left.

* + 1. Customizing Cell Traversal

By default, all cells are traversable. To prevent users from traversing to a cell, set Traversable cell style property to false. Making a cell non-traversable also prevents it from being traversed to programmatically.
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Disabling traversal also disables cell editability regardless of whether the cell’s data source is editable.

The following code fragment sets all cells in row 3 to be non-traversable:

JCCellStyle traverserow = new JCCellStyle traverserow.setTraversable(false);

table.setCellStyle(3, JCTableEnum.ALLCELLS, traverserow);

You can also set the Traversable property for a range of cells specified by a JCCellRange

object:

JCCellRange range = new JCCellRange(2, 3, 2, 8); JCCellStyle traverserange = new JCCellStyle; traverserange.setTraversable(false); table.setCellStyle(range, traverserange);

Use the setTraverseCycle() method, part of the JCTable class, to determine whether the traversal moves to the opposite side when the left, top, right or bottom cell is reached (that is, when the user traverses to the bottom of the table, the next traversal down will bring them to the top of the table). The TraverseCycle property takes a boolean value, and the default is true.

* + 1. Minimum Cell Visibility

By default, when a user traverses to a cell that is not currently visible, JClass LiveTable scrolls the table to display the entire cell.

The setMinCellVisibility() method sets the minimum amount of a cell made visible when it is entered. When the table scrolls to edit a non-visible cell, the MinCellVisibility property determines the percentage of the cell that is scrolled into view. When MinCellVisibility is set to 100, the entire cell is made visible. When MinCellVisibility is set to 10, only 10% of the cell is made visible. If MinCellVisibility is set to 0, the table will not scroll to reveal the cell.

The value of the MinCellVisibility property also affects the behavior of the

makeVisible() methods described in [Section 6.3.2, Managing Table Scrolling](#_bookmark528).

* + 1. Forcing Traversal

An application can force the current cell to traverse to a particular cell by calling traverse(). If the cell is non-traversable (specified by Traversable), this method returns false.

Calling the traverse() method to force cell traversal requires that you define these parameters:

* + - * row: the row to which the current cell will traverse
      * column: the column to which the current cell will traverse
        + show\_editor: a boolean value that determines if the editing component will be displayed in the cell. The default is false.
        + select: a boolean value that determines the cell will be selected (if the

SelectionPolicy allows it). The default is false.

* + 1. Controlling Interactive Traversal

You can use the TRAVERSE\_CELL action in JCTraverseCellEvent to control interactive traversal. As a user traverses from one cell to another, this event is posted after a user has committed a cell edit, and before moving to the next cell. Each event listener is passed an object of type JCTraverseCellEvent.

JCTraverseCellEvent uses the getTraverseType() method to retrieve information on the direction of the traversal. getTraverseType() retrieves one of the following integers indicating the direction of traversal:

* + - * TRAVERSE\_POINTER – traverse to the cell the user clicked.
      * TRAVERSE\_LEFT – traverse left to the first traversable cell.
      * TRAVERSE\_RIGHT – traverse right to the first traversable cell.
      * TRAVERSE\_UP – traverse up to the first traversable cell.
      * TRAVERSE\_DOWN – traverse down to the first traversable cell.
      * TRAVERSE\_HOME – traverse to the top-left corner of the table (0, 0).
      * TRAVERSE\_END – traverse to the bottom-right corner of the table.
      * TRAVERSE\_TOP – traverse to the top of the table column.
      * TRAVERSE\_BOTTOM – traverse to the bottom of the table column.
      * TRAVERSE\_PAGEUP – traverse up to the next off-screen or partially visible row.
      * TRAVERSE\_PAGEDOWN – traverse down to the next off-screen or partially visible row
      * TRAVERSE\_TO\_CELL – traverse programmatically.

The getColumn() and getRow() methods get the column and row of the current cell respectively. Finally, the NextColumn and NextRow properties respectively set or retrieve the column and row of the cell to traverse to.

The TRAVERSE\_CELL action attempts to traverse to the cell specified by these members. Note that if NextColumn and NextRow reference a non-traversable cell, the traversal attempt will be unsuccessful. The following example code prevents the user from traversing outside of column 0:

public void traverseCell(JCTraverseCellEvent ev) { if (ev.getNextColumn() > 0) {

if (ev.getRow() >= table.getNumRows()) { ev.setNextRow(0);

}

else {

ev.setNextRow(ev.getRow() + 1);

}

ev.setNextColumn(0);

}

}

###### Resizing Rows and Columns

* + 1. Default Resizing Behavior

JClass LiveTable allows a user to interactively resize a row and/or column (when allowed by AllowCellResize). This action routine alters the PixelHeight property when resizing rows, and the PixelWidth property when resizing columns.

Users can position the mouse pointer over a cell/label border and click-and-drag to resize the row/column. If users position the mouse pointer over the corner of a cell/label, the mouse drag will resize the row and column simultaneously.

* + 1. Disallowing Cell Resizing

Use the setAllowCellResize() method to control interactive row/column resizing over the entire table. The valid parameters of the AllowCellResize property are:

* + - * JCTableEnum.RESIZE\_ALL: user resizing of cell permitted (default).
      * JCTableEnum.RESIZE\_NONE: no row/column resizing is allowed.
      * JCTableEnum.RESIZE\_COLUMN: only columns may be resized.
      * JCTableEnum.RESIZE\_ROW: only rows may be resized.
    1. Controlling Resizing

You can use a JCResizeCellListener (registered with addResizeCellListener(JCResizeCellListener)) to control interactive row/column resizing on a case-by-case basis. JCResizeCellEvent is the event posted as a user resizes a row and/or column, with valid stages being BEFORE\_RESIZE, RESIZE, and AFTER\_RESIZE.

The getColumn() method gets the column being resized. The getCurrentColumnWidth() and getCurrentRowHeight() methods get the current column width and the current row height respectively. The NewColumnWidth and NewRowHeight properties can set and retrieve information on the new column width and the new row height respectively.

As a cell is resized by the user, a JCResizeCellEvent is triggered, which passes objects to JCResizeCellMotionListener during the event. beforeResizeCell(JCResizeCellEvent) is sent the initial values (as specified by getCurrentColumnWidth() and getCurrentColumnHeight()). When the user commits the change by releasing the mouse button, the end value from resizeCell(JCResizeCellEvent) is available for retrieval (by getNewColumnWidth() or

getNewRowHeight()) or changing (by setNewColumnWidth() and setNewRowHeight()), and afterResizeCell() is called with final results.

Note: Interactively resizing cannot exceed the set minimum and maximum cell sizes.

The following example event listener routine sets the width of any resized column to an increment of 10 pixels:

public class MyTable extends Frame implements JCResizeCellListener {

...

public void beforeResizeCell(JCResizeCellEvent ev) {} public void resizeCell(JCResizeCellEvent ev) {

ev.setNewColumnWidth(ev.getNewColumnWidth() / 10 \* 10);

}

public void afterResizeCell(JCResizeCellEvent ev) {};

To register the above event listener routine, use the following call (where this refers to the class MyTable, which implements the JCResizeCellListener interface):

table.addResizeCellListener(this);

Resizing all Rows or Columns at Once

You can configure your JClass LiveTable program so that when a user interactively resizes a row or column, all of the other rows or columns in the table resize to the same value. This is achieved by setting the ResizeEven property to true using the following method:

table.setResizeEven(true);

Setting this property overrides row and column height and width properties, since the rows and columns are all set to the same value as the row and column the user resized.

Resizing Using Only Labels or Cells

As you’ve seen above, you can control how users can resize cells, rows, columns, and labels. JClass LiveTable also allows you to set the resizing capability so that users can only resize rows and/or columns using the row and column labels.

The setAllowResizeBy() method determines how table rows and columns are resized. Use RESIZE\_BY\_LABELS to allow resizing only with labels. The mouse pointer will not change to a resize arrow over cell borders in the body of the table.

Using RESIZE\_BY\_CELLS achieves the opposite, while the default, RESIZE\_BY\_ALL allows resizing with both cells and labels.

###### Table Scrolling

* + 1. Default Scrolling Behavior

When a table is larger than the rows/columns visible on the screen, an end-user can scroll through the table with the mouse or keyboard. JClass LiveTable uses two scrollbar components (one horizontal, one vertical) to implement table scrolling.

JClass LiveTable can also scroll the table when requested by other interactions, such as cell traversal, mouse dragging, or cell selection. Scrolling does not change the location of the current cell.

You can control how and where scrollbars are attached to the component, when they are displayed, and how they behave. The following sections outline programming scrollbar behavior. For information about displaying scrollbars, and setting scrollbar display properties, please refer to [Scrollbars, in Chapter](#_bookmark118) 2.

* + 1. Managing Table Scrolling

Jump Scrolling

You can configure the table to scroll smoothly (by pixel) through the table or to use jump scrolling, which is scrolling the table one whole row or column at a time. This behavior is controlled by calling setJumpScroll() with one of the following parameters:

* + - * JCTableEnum.JUMP\_NONE: neither horizontal nor vertical scrollbars will use jump scrolling (default)
      * JCTableEnum.JUMP\_HORIZONTAL: only the horizontal scrollbar will use jump scrolling
      * JCTableEnum.JUMP\_VERTICAL: only the vertical scrollbar will use jump scrolling
      * JCTableEnum.JUMP\_ALL: both the vertical and horizontal scrollbars will use jump scrolling

Using Automatic Scrolling

You can configure the table to scroll automatically whenever a user selects cells or drags the mouse past the edge of the visible table area. To do this, you must call the setAutoScroll() method, specifying one of the following parameters:

* + - * JCTableEnum.AUTO\_SCROLL\_NONE (default)
      * JCTableEnum.AUTO\_SCROLL\_ROW
      * JCTableEnum.AUTO\_SCROLL\_COLUMN
      * JCTableEnum.AUTO\_SCROLL\_BOTH

Note that automatic scrolling is disabled when no scrollbars are visible and when jump scrolling is enabled.

Disabling Interactive Scrolling

Scrolling can be disabled in one or both directions. Mouse and keyboard scrolling cannot be disabled separately.

Remove the scrollbars from the screen by setting HorizSBDisplay and/or VertSBDisplay

to JCTblEnum.SCROLLBAR\_NEVER.

To fully disable any and all scrolling, an application should also ensure that the user cannot select cells or traverse to cells outside the visible area.

Forcing Scrolling

An application can force the table to scroll in any of the following four ways.

* + - * + First, to scroll a particular row to the top of the display, set the TopRow property to the number of the row you want to display at the top. For example, to display the fifth row at the top of the table:

setTopRow(4)

* + - * + Second, to scroll a particular column to the left side of the display, set the LeftColumn property to the column number that you want to display. For instance, to display the thirteenth column at the left of the table:

setLeftColumn(12)

* + - * + Third, to determine whether a row or column is visible, call the JCTable.isRowVisible() or JCTable.isColumnVisible() methods. To check whether a particular cell is visible, use JCTable.isCellVisible().
        + Finally, to scroll to display a particular cell, call the makeVisible() method for that cell’s context. For example: makeVisible(4, 21)

(You can also call the makeRowVisible() and makeColumnVisible() methods for entire rows and columns.)

Mouse Wheel Support

JClass LiveTable has built in mouse wheel support, if mouse wheel support is available in the underlying JDK ( JDK 1.4 or higher). By default, a table adds a TableMouseWheelListener which listens for MouseWheelEvents and changes the value of the vertical or horizontal scrollbar, depending on which ones are visible. The vertical scrollbar is used if visible; otherwise, the horizontal scrollbar is used if visible. Mouse wheel support can be disabled by calling removeTableMouseWheelListener(), or the default listener can be replaced by calling addTableMouseWheelListener() with a new MouseWheelListener.

A table scrolls one unit for every click of a scrollbar arrow. This unit value can be set by calling getVertSB() or getHorizSB() and setting the appropriate property on the JScrollBar object that is returned. By default, JClass LiveTable sets the unit to 20 pixels for a horizontal scrollbar and 21 pixels for a vertical scrollbar. If mouse wheel support is enabled, rolling the mouse wheel one click will scroll the table the number of units that your mouse software has been configured to scroll. For example, if this value is set to three and the unit value of the scrollbar is set to 20 pixels, rolling the mouse one click will

cause the table to scroll 60 pixels, the equivalent of clicking the corresponding scrollbar arrow three times.

If jumpScroll is set on the scrollbar, scrolling the mouse wheel one click will cause exactly one row or column to be scrolled in the appropriate direction. In this case, one mouse wheel click is exactly the same as clicking once on the corresponding scrollbar arrow.

Tracking Scrollbars

The behavior of scrollbars during tracking can be set by using setHorizSBTrack() for horizontal scrollbars and setVertSBTrack() for vertical scrollbars. Scrolling behavior can be set two ways.

Using JCTableEnum.TRACK\_LIVE, the table redisplays while the user scrolls. This type of scrollbar tracking can be resource intensive, particularly with larger tables.

An alternate way of tracking scrollbars is to use JCTableEnum.TRACK\_COLUMN\_NUMBER for horizontal scrollbar tracking, and JCTableEnum.TRACK\_ROW\_NUMBER for vertical scrollbar tracking. In these cases, the table does not redisplay until scrollbar tracking is complete, but an indicator appears beside the scrollbar that informs the user where in the table the scrolling has taken them.

When using this kind of tracking, the indicator’s appearance is set using setTrackBackground(), setTrackForeground(), and setTrackSize(). The contents of the indicator can either be the row/column number, or the contents of a cell or label.

To display the contents of a cell or label, use setHorizSBTrackRow() and setVertSBTrackColumn() to specify which row or column’s data will be used in the scroll tracking indicator, and use JCTableEnum.TRACK\_ROW, JCTableEnum.TRACK\_COLUMN, or JCTableEnum.LABEL to specify the specific row number (for vertical scrolling), column number (for horizontal scrolling), or label whose data will be used in the indicator.

For example, the following line of code sets the vertical tracking so that it displays the contents of the second column:

table.setVertSBTrackColumn(1);

* + 1. Scroll Listener Methods

JClass LiveTable provides a way for your application to be notified when the table is scrolled by either the end-user or the application. The JCScrollListener (registered with addScrollListener(JCScrollListener)) allows you to define a procedure to be called when the table scrolls; this is useful if your application is drawing into the table. The method is sent an instance of JCScrollEvent.

The example below shows how to use the scroll(JCScrollEvent) and

afterScroll(JCScrollEvent) scrollbar interface methods to store an internal state:

public MyClass extends Frame implements JCScrollListener {

....

public void scroll(JCScrollEvent ev) {

if (ev.getDirection() == TableScrollbar.HORIZONTAL) hScrollingActive = true;

else if (ev.getDirection() == TableScrollbar.VERTICAL) vScrollingActive = true;

}

public void afterScroll(JCScrollEvent ev) {

if (ev.getDirection() == TableScrollbar.HORIZONTAL) hScrollingActive = false;

else if (ev.getDirection() == TableScrollbar.VERTICAL) vScrollingActive = false;

}

To register the above event listener routine, use the following call (where (this) refers to the class MyClass, which implements the JCScrollListener interface):

table.addScrollListener(this);

###### Cell Selection

* + 1. Default Cell Selection

Cell selection is not enabled by default. When cell selection is enabled (see [Section 6.4.3,](#_bookmark555) [Customizing Cell Selection](#_bookmark555)), the default selection behavior is as follows:

* + - * Clicking a cell, holding the mouse button down, and dragging selects those cells.
      * Clicking a label selects all the cells in the column or row.
      * Holding down the Shift key while clicking and dragging modifies the selection (that is, it does not clear the previous selection).
      * Holding down the Ctrl key and making a sequence of selections adds the selections together.
      * Clicking a cell, traversing out of the cell, then traversing back to the clicked cell selects the cell without editing it.

JClass LiveTable allows a user to interactively select one or more ranges of cells. An application can retrieve each range to manipulate the cells within it. An application can also be notified of each user selection to control what and how the user selects cells.

JClass LiveTable supports a number of selection policies, including:

* + - * JCTableEnum.SELECT\_MULTIRANGE: multirange selection (selecting multiple ranges of cells)
      * JCTableEnum.SELECT\_RANGE: single range
      * JCTableEnum.SELECT\_SINGLE: single cell
      * JCTableEnum.SELECT\_NONE: no selection.
    1. Selection Colors

By default, selected cells and labels display with reversed colors, that is, the background and foreground colors are inverted under selection. When programming the appearance of your table, you can set the colors for selected cells. For more information, please see [Cell Selection Colors, in Chapter](#_bookmark130) 2.

* + 1. Customizing Cell Selection

The SelectionPolicy property controls the amount of selection allowed on the table, both by end-users and by the application. Changing the selection policy affects subsequent selection attempts; it does not affect current selections. The following illustration shows the valid values, and the amount of selection they allow.

|  |  |
| --- | --- |
| **Selection Policy** | **Example** |
| selection disabled  JCTableEnum.SELECT\_NONE |  |
| single cell selection  JCTableEnum.SELECT\_SINGLE |  |
| single range selection  JCTableEnum.SELECT\_RANGE |  |
| multiple range selection  JCTableEnum.SELECT\_MULTIRANGE |  |

When SelectionPolicy is set to JCTableEnum.SELECT\_NONE (default), JCSelectEvent events are not posted as a user edits or attempts to select cells. Note that setting this property does not change the selected cell list – this means that if a cell is already selected, then changing this property won’t clear the list. As an example, if your selection policy was set to MULTI\_RANGE and you selected multiple ranges of cells, a change to RANGE, SINGLE or NONE will not modify the current selection, that is, the current selection will not honour the selection policy.

Selecting Row/Column Labels

By default, when a user clicks on a row or column label, the entire row or column, including the label is highlighted. To change it so that the label is not highlighted with the rest of the cells, set SelectIncludeLabels to false:

table.setSelectIncludeLabels(false);

* + 1. Selected Cell List

The SelectedCells property specifies the collection of all currently selected ranges in the table, where each element is an instance of a JCCellRange. SelectedCells is updated dynamically as a user selects cells. It is also updated when an application programmatically selects or deselects cells. Labels cannot be part of a selected range.1

Each range in the selected cell list is a JCCellRange structure. Its variables include:

* + - * start\_column
      * start\_row
      * end\_column
      * end\_row

The start\_column and start\_row variables represent the first cell in the range (top-left corner), while the end\_column and end\_row variables represent the last cell in the range (bottom-right corner).

All members of the JCCellRange structure can be a row and column index. end\_row and end\_column can also be set to MAXINT, which specifies all of the cells in a row or column. Because the user can make a selection at any point and in any direction within a table, the start point is not necessarily the top-left corner of the range — it may be anywhere within the table.

* + 1. Working with Selected Ranges

To get a selected range, use getSelectedCells(). A table’s set of selected cells is a collection of JCCellRange instances. This method has the following prototype:

public Collection getSelectedCells()

Each element of the Collection is an instance of a JCCellRange. This value is updated dynamically as a user selects cells. The selection policy controls the amount of selection allowed on the table, both by users and by the application.

Adding to the current selection requires the use of addRowSelection(), addColumnSelection(), or addSelection().

An application can add a selection to the selected cell list by adding the new range to the

SelectedCells Collection, as shown by the following code fragment:

1. Clicking a label selects all of the cells in the row or column, including the label.

Collection col = table.getSelectedCells(); col.add(new JCCellRange(1, 1, 3, 3));

* + 1. Removing Selections

To remove all selections from the table, call clearSelection().

* + 1. Runtime Selection Control

You can use JCSelectListener (registered with addSelectListener(JCSelectListener)) to control interactive cell selection at each stage, on a case-by-case basis. JCSelectEvent has a number of methods and properties, enabling the programmer to modify the JCSelectEvent. The getAction() method retrieves one of the following to determine how the cell was selected:

* + - * SELECT – selects the cell if SelectionPolicy is not SELECT\_NONE.
      * EXTEND – extends the selected region to include cell if SelectionPolicy is

SELECT\_RANGE or SELECT\_MULTIRANGE.

* + - * ADD – selects the cell if SelectionPolicy is to SELECT\_MULTIRANGE.
      * END – finishes a selection.
      * DESELECT – cancels the cell selection.

The setCancelled() method determines whether the selection (or unselection) should be allowed (default is false). The Row and Column properties set or retrieve the respective value of the row or column being selected or unselected.

JCSelectListener is called before selection begins (beforeSelect(JCSelectEvent)), after the user’s selection is complete (select(JCSelectEvent)) and after all listeners have been notified that the selection is complete (afterSelect(JCSelectEvent)).

###### Dragging Rows and Columns

You can configure your JClass LiveTable program to allow users to drag rows and columns to a new position in the table. This feature is implemented using the RowTrigger and ColumnTrigger properties to specify a key-mouse-click combination for dragging a row or column by its label. For example, you can specify that when a user holds the Shift key and clicks on a row label, the user can drag that row to another location in the table. When dragging is enabled, the mouse pointer turns into a hand to indicate that the row or column can be dragged.

To enable users to drag rows and columns by holding down the Shift key and clicking on row or column labels, first call addAction(), with which you define the action’s initiation, as well as the action itself.

Here is a code snippet showing the addAction() method in use:

// Action for dragging columns

table.addAction(new TableAction(ini, JCTableEnum.COLUMN\_DRAG\_ACTION));

// Action for dragging rows

table.addAction(new TableAction(ini, JCTableEnum.ROW\_DRAG\_ACTION));

For dragging, the settings for TableAction are JCTableEnum.COLUMN\_DRAG\_ACTION and

JCTableEnum.ROW\_DRAG\_ACTION.

Dragging a row or column affects only the data view. It does not change the data source.

###### Sorting Columns

You can easily program your JClass LiveTable applications and applets to allow users to sort columns in the table. Sorting columns rearranges the rows in the table display, but *does not* affect the data source of the table. By default, sort behavior does not sort frozen rows set with the setFrozenRows() method (see [‘Freezing’ Rows and Columns, in](#_bookmark167) [Chapter](#_bookmark167) 2).

The sortByColumn() method compares objects based on the type of data found in the data source. As such, in some cases, sorting results may vary. For example, using sortByColumn(0, Sort.ASCENDING), where the data used for column 1 are Strings, the String “14” will be considered greater than “110.” However, if these same numerical values are represented as integers, 110 will be greater than 14.

Sorting a single column

To sort a single column in the data view, call the sortByColumn() method, specifying the column number to sort, and the direction (Sort.ASCENDING or Sort.DESCENDING):

sortByColumn(2, Sort.DESCENDING);

You can specify that only a particular range of rows is sorted using this variation on the

sortByColumn() method with the following construction:

table.sortByColumn(int col,

int direction, int start\_row, int end\_row)

The following code sorts rows 2 to 18 in column 2 in descending order.

sortByColumn(1, Sort.DESCENDING, 1, 17);

Sorting Based on Multiple Columns

You can sort columns based on the values of cells in more than one column using the following method construction:

table.sortByColumn(int col[],

int direction[])

This method requires that you specify an array of columns on which to base the sorting, and an array of directions in which to sort the columns.

When the sort begins, the rows are sorted based on the first column in the array. If two or more rows contain the same value at the first column, the second column in the array is used to sort the identical values. This process continues until there are no duplicate values in a column, or until the end of the column array is reached.

Consider the following example:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Column 0** | **Column 1** | **Column 2** | **Column 3** |
| **Row 0** | A | 20 | Z | 2 |
| **Row 1** | G | 7 | A | 4 |
| **Row 2** | Z | 8 | B | 5 |
| **Row 3** | B | 11 | Z | 4 |
| **Row 4** | A | 10 | C | 1 |

To sort based on the cell values in columns 0, 1, and 3, use the following code:

int [] columns = {0, 1, 3};

int [] direction = {Sort.ASCENDING, Sort.ASCENDING, Sort.ASCENDING}; table.sortByColumn(columns, direction);

In this case, the sort is first based on the data in the rows in column 0. Since column 0 contains two cells with values ‘A’ (Rows 0 and 4), the sort moves to the next column (1) in the array to determine how to sort the two ‘A’ rows. Row 0 at Column 1 has a value of 20 and Row 4 at Column 1 has a value of 10. Since these are sorted in ascending order, the outcome of the sort is:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Column 0** | **Column 1** | **Column 2** | **Column 3** |
| **Row 4** | A | 10 | C | 1 |
| **Row 0** | A | 20 | Z | 2 |
| **Row 3** | B | 11 | Z | 4 |
| **Row 1** | G | 7 | A | 4 |
| **Row 2** | Z | 8 | B | 5 |

If there had been duplicate values in column 1, these would have been sorted based on the values in the third column in the array (3).

You can also specify that the sorting operation affect a given range of rows using the following method:

table.sortByColumn(int col[],

int direction[], int start\_row, int end\_row)

To sort the example above from row 2 to row 4, use the following code:

int [] columns = {0, 1, 3};

int [] direction = {Sort.ASCENDING, Sort.ASCENDING, Sort.ASCENDING}; table.SortByColumn(columns, direction, 2, 4);

* + 1. **Sort by Clicking on a Column Label**

With JClass LiveTable you can easily configure your table to sort columns based on a key-mouse-click combination on the column’s label. For example, you can specify that when a user holds the Ctrl key and clicks the column label, that column gets sorted in ascending order.

To enable sorting by clicking, call addAction(), with which you define the action’s initiation, as well as the action itself. For dragging, the settings for TableAction are JCTableEnum.COLUMN\_DRAG\_ACTION and JCTableEnum.ROW\_DRAG\_ACTION.

* + 1. Resetting the Table after Sorting

To clear all of the changes to the display resulting from column sorting, call the

resetSortedRows() method, which resets the display to match the data source.

###### Custom Mouse Pointers

When tracking the mouse pointer, JClass LiveTable considers the current settings of AllowCellResize properties. The getAllowCellResize() method retrieves the table’s AllowCellResize value. The setAllowCellResize() method sets how an end-user can interactively resize rows/columns; valid values are JCTableEnum.RESIZE\_ALL (default), JCTableEnum.RESIZE\_NONE, JCTableEnum.RESIZE\_COLUMN, and JCTableEnum.RESIZE\_ROW.

Disabling Pointer Tracking

To use an application-defined mouse pointer over the entire component, set TrackCursor to false; JClass LiveTable will not track the position of the mouse over the component. By default, TrackCursor is set to true.

# 7

#### Events and Listeners

[*Displaying Cells*](#_bookmark589)■ [*Editing Cells*](#_bookmark596)■ [*Painting Tables*](#_bookmark599)■ [*Printing Tables*](#_bookmark603)■ [*Resizing Cells*](#_bookmark607)[*Scrolling in Tables*](#_bookmark613)■ [*Selecting Cells*](#_bookmark619)■ [*Sorting Table Data*](#_bookmark622)■ [*Table Data Changes*](#_bookmark626)■ [*Traversing Cells*](#_bookmark630)

The following sections explain how to generate and receive events in your JClass LiveTable programs.

The descriptions are listed in sets of events and event listeners, with examples of when you would use the event and listener, and sample code.

In order to register an event listener in your program, it must implement the listener’s interface.

###### Displaying Cells

JCCellDisplayEvent

This event is posted for every cell that is displayed in the table. When you receive a

JCCellDisplayEvent object, you can call following methods:

* + - getCellData() returns the object to be passed to the renderer of the given cell.
    - getRow() retrieves the row number of the cell or label displayed.
    - getColumn() retrieves the column number of the cell or label displayed.
    - setDisplayData() lets you change the object that is displayed.
    - getDisplayData() retrieves the object to be displayed.

A display request from JCTable generates a JCCellDisplayEvent and notifies any JCCellDisplayListeners that they can customize the display object by calling setDisplayData() on the event. JCTable does not generate the event if there are no listeners registered with the table.

JCCellDisplayListener

To register the above event listener routine, use the following call (where (this) refers to the class, which implements the JCCellDisplayListener interface):

table.addCellDisplayListener(this);

**139**

JCCellDisplayListener requires the following method to be implemented:

public void cellDisplay(JCCellDisplayEvent e)

**Calling JCCellDisplayEvent and JCCellDisplayListener methods** JCCellDisplayListener’s method is called before each cell is rendered, and all JCCellDisplayEvent methods are available at all times during the display process. For more information, please refer to [Appendix A](#_bookmark724), which provides a complete event summary.

Using JCCellDisplay Events and Listeners

JCCellDisplayListener can be used to format the display String. Changing displayed data does not affect either data source values or values passed to editors. As such, JCCellDisplayEvent does not provide any mechanism to store the displayed data in the data source. The following example (see *examples/table/listeners/BooleanDisplay.java*) displays objects as yes/no. Setting the display object does not have any effect during edit.
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*Figure 14 Using JCCellDisplayEvent to display BooleanCellData objects as yes/no Strings.*

import com.klg.jclass.table.JCTable; import com.klg.jclass.table.JCTableEnum;

import com.klg.jclass.table.data.JCEditableVectorDataSource; import com.klg.jclass.table.JCCellDisplayListener;

import com.klg.jclass.table.JCCellDisplayEvent; import com.klg.jclass.util.swing.JCExitFrame; import java.awt.Color;

import java.awt.GridLayout; import javax.swing.JPanel;

public class BooleanDisplay extends JPanel implements JCCellDisplayListener

{

// Table instance protected JCTable table;

// Editable table data source

protected JCEditableVectorDataSource evds;

public BooleanDisplay() { setBackground(Color.lightGray);

// Create table instance table = new JCTable();

// Create and set up data source

evds = new JCEditableVectorDataSource(); evds.setNumRows(2); evds.setNumColumns(2); evds.setColumnLabel(0, "Original"); evds.setColumnLabel(1, "Formatted");

// Note that BooleanCellEditor will be automatically chosen by Table evds.setCell(0, 0, new Boolean(false));

evds.setCell(0, 1, new Boolean(false)); evds.setCell(1, 0, new Boolean(true)); evds.setCell(1, 1, new Boolean(true));

// Connect table data source table.setDataSource(evds);

// Turn off row labels because they are ugly. table.setRowLabelDisplay(false);

// Add everything to the panel setLayout(new GridLayout(1,1)); add(table);

// Add cell display listener. table.addCellDisplayListener(this);

}

public void cellDisplay(JCCellDisplayEvent e) { if(e.getColumn() == 1 && e.getRow() != JCTableEnum.LABEL) {

// Grab displayed data, in this case a boolean Boolean dd = (Boolean)e.getDisplayData(); if(dd.equals(Boolean.TRUE)) {

e.setDisplayData("yes");

}

else {

e.setDisplayData("no");

}

}

}

public static void main(String args[]) {

JCExitFrame frame = new JCExitFrame("BooleanDisplay"); BooleanDisplay bd = new BooleanDisplay(); frame.getContentPane().add(bd);

frame.pack(); frame.setVisible(true);

}

}

###### Editing Cells

JCEditCellEvent

This event is posted whenever a user traverses into and edits a cell. When you receive a

JCEditCellEvent object, you can call the following methods:

* + - getRow() – retrieves the row number of the cell that is being edited.
    - getColumn() – retrieves the column number of the cell that is being edited.
    - getType() – retrieves the type of edit event, where valid types are BEFORE\_EDIT\_CELL, EDIT\_CELL, and AFTER\_EDIT\_CELL.
    - getEditingComponent() – returns the editing component.
    - isCancelled() – retrieves the cancelled value.
    - setCancelled() – determines whether to allow an edit.

JCEditCellListener

To register the above event listener routine, use the following call (where (this) refers to the class, which implements the JCEditCellListener interface):

table.addEditCellListener(this);

JCEditCellListener requires the following methods to be implemented:

public void beforeEditCell(JCEnterCellEvent e) public void editCell(JCEnterCellEvent e) public void afterEditCell(JCEnterCellEvent e)

Calling JCCellDisplayEvent and JCCellDisplayListener methods

JCEditCellListener’s beforeEditCell() method is used before any cell edits by the user occur. This is the only time an edit can be cancelled. editCell() is used when the editor is displayed to the user, and at this point, you cannot cancel the edit.

Once the user’s edit action has been completed, afterEditCell() is used, committing the final changes on your part. For more information, please refer to [Appendix A](#_bookmark724), which provides a complete event summary.

Using JCEditCell Events and Listeners

The following example (see *examples/table/listeners/EditCell.java*) displays a status comment whenever a user edits a cell.

import javax.swing.JLabel; import javax.swing.JPanel; import javax.swing.JTextField;

import com.klg.jclass.table.JCTable;

import com.klg.jclass.table.JCEditCellListener; import com.klg.jclass.table.JCEditCellEvent;

import com.klg.jclass.table.data.JCEditableVectorDataSource; import com.klg.jclass.util.swing.JCExitFrame;

import java.awt.BorderLayout; import java.awt.Color;

import java.awt.Component;

public class EditCell extends JPanel implements JCEditCellListener {

// Table instance protected JCTable table;

// Editable data source for table protected JCEditableVectorDataSource evds;

// Label to track table column # protected JLabel message;

// Messages to appear in the JLabel. protected String messages[] = {

"This is the first column", "This is the second column", "This is the third column", "This is the forth column" };

public EditCell() { setBackground(Color.lightGray);

// Create table instance table = new JCTable();

// Create and set up data source

evds = new JCEditableVectorDataSource(); evds.setNumRows(10); evds.setNumColumns(4); evds.setColumnLabel(0, "First"); evds.setColumnLabel(1, "Second"); evds.setColumnLabel(2, "Third"); evds.setColumnLabel(3, "Forth");

for(int r = 0; r < evds.getNumRows(); r++) for(int c = 0; c < evds.getNumColumns(); c++)

evds.setCell(r, c, "R"+r+"C"+c);

// Connect table data source table.setDataSource(evds);

// Turn off row labels because they are ugly table.setRowLabelDisplay(false);

// Add everything to the panel this.setLayout(new BorderLayout()); this.add("North", table); this.add("South", message = new JLabel());

// Add cell Edit event listener table.addEditCellListener(this);

}

public void beforeEditCell(JCEditCellEvent event) { message.setText(messages[event.getColumn()]);

}

public void editCell(JCEditCellEvent event) {

// get the editing component and select all of the text if it

// is a JTextField component

Component c = event.getEditingComponent(); if(c instanceof JTextField) {

((JTextField)c).selectAll();

}

}

public void afterEditCell(JCEditCellEvent event) {

}

public static void main(String args[]) { JCExitFrame frame = new JCExitFrame("EditCell"); EditCell ec = new EditCell(); frame.getContentPane().add(ec);

frame.pack(); frame.setVisible(true);

}

}

###### Painting Tables

JCPaintEvent

This event is posted before and after a portion of the table is painted. When you receive a

JCPaintEvent object, you can call the following methods:

* + - getStartRow() – retrieves the start row of the repainted region.
    - getStartColumn() – retrieves the start column of the repainted region.
    - getEndRow() – retrieves the end row of the repainted region.
    - getEndColumn() – retrieves the end column of the repainted region.
    - getType() – retrieves the paint event type, where valid types are BEFORE\_PAINT and

AFTER\_PAINT.

* + - getCellRange() – returns a JCCellRange containing the painted area.

JCPaintListener

To register the above event listener routine, use the following call (where (this) refers to the class, which implements the JCPaintListener interface):

table.addPaintListener(this);

JCPaintListener requires the following methods to be implemented:

public void beforePaint(JCPaintEvent e) public void afterPaint(JCPaintEvent e)

Calling JCPaintEvent and JCPaintListener Methods

JCPaintListener’s methods, beforePaint() and afterPaint(), can call JCPaintEvent methods at any time, as you are not able to interrupt the cell painting process. For more information, please refer to [Appendix A](#_bookmark724), which provides a complete event summary.

Using JCPaint Events and Listeners

JCPaintListener allows you to monitor the repainting of table cells. Labels, frozen cells, and scrollable cells are painted independently.

###### Printing Tables

JCPrintEvent

This event is posted when your table is printed. When you receive a JCPrintEvent

object, you can call the following methods:

* + - getGraphics() – retrieves the current graphics object.
    - getPage() – retrieves the page number.
    - getPageDimensions() – retrieves the page dimensions.
    - getPageMargins() – retrieves the page margins.
    - getPageResolution() – retrieves the page dpi resolution.
    - getMarginUnits() – retrieves the margin units (pixels or inches).
    - getNumPages() – retrieves the total number of pages (handy for *page x of x* footers).
    - getNumHorizontalPages() – retrieves the number of pages needed to print all of the columns in the table.
    - getNumVerticalPages() – retrieves the number of pages needed to print all of the rows in the table.
    - getTableDimensions() – retrieves the dimension needed to print the table on the current page.
    - getType() – retrieves the print event type, where valid types are PRINT\_HEADER, PRINT\_BODY, and PRINT\_FOOTER.

JCPrintListener

To register the above event listener routine, use the following call (where (this) refers to the class, which implements the JCPrintListener interface):

table.addPrintListener(this);

JCPrintListener requires the following methods to be implemented:

public void printPageHeader(JCPrintEvent e) public void printPageFooter(JCPrintEvent e) public void printPageBody(JCPrintEvent e)

Using JCPrint Events and Listeners

JCPrintListener allows you to customize the header and footer regions for each page of the printout. [Table Printing, in Chapter](#_bookmark635) 8, has details and examples for using the JCPrintListener.

###### Resizing Cells

JCResizeCellEvent

This event is posted when a cell or label is resized. When you receive a

JCResizeCellEvent object, you can call the following methods:

* + - getRow() – retrieves the row being resized. Returns JCTableEnum.NOVALUE if only a column is being resized.
    - getColumn() – retrieves the column being resized. Returns JCTableEnum.NOVALUE if only a row is being resized.
    - getCurrentRowHeight() – retrieves the current row height. Returns

JCTblEnum.NOVALUE if only a column is being resized.

* + - getCurrentColumnWidth() – retrieves the current column width. Returns

JCTblEnum.NOVALUE if only a row is being resized.

* + - getType() – retrieves the type where valid types are BEFORE\_RESIZE, RESIZE, RESIZE\_DRAG and AFTER\_RESIZE.
    - getNewRowHeight() – retrieves the new row height. Returns JCTableEnum.NOVALUE if only a column is being resized.
    - setNewRowHeight() – sets the new row height.
    - getNewColumnWidth() – retrieves the new column width. Returns

JCTblEnum.NOVALUE if only a row is being resized.

* + - setNewColumnWidth() – sets the new column width.
    - isCancelled() – retrieves the cancelled value.
    - setCancelled() – determines whether to allow an interactive resize.

JCResizeCellListener

To register the above event listener routine, use the following call (where (this) refers to the class, which implements the JCResizeCellListener interface):

table.addResizeCellListener(this);

JCResizeCellListener requires the following methods to be implemented:

public void beforeResizeCell(JCResizeCellEvent e) public void resizeCell(JCResizeCellEvent e) public void afterResizeCell(JCResizeCellEvent e)

JCResizeCellMotionListener

To register the above event listener routine, use the following call (where (this) refers to the class, which implements the JCResizeCellMotionListener interface):

table.addResizeCellMotionListener(this); JCResizeCellMotionListener requires the following methods to be implemented:

public void resizeCellDragged(JCResizeCellEvent e)

Calling JCResizeCellEvent and JCResizeCellListener Methods

JCResizeCellListener’s beforeResizeCell() method is called once cell resizing begins, and allows the opportunity to programmatically cancel the resize. resizeCell() is called once the user releases the mouse button, and the resize is complete from their perspective. Programmatically, you can cancel the resize, or set new column widths or row heights if the cell resize dimension is invalid, or outside the boundaries of predefined maximum/minimum cell sizes.

Once the resize values have been set, afterResizeCell() is used, committing the final resize changes. For more information, please refer to [Appendix A](#_bookmark724), which provides a complete event summary.

Using JCResizeCell Events and Listeners

JCResizeCellListener allows you to customize how table resizes on a per-cell basis. The following example (see *examples/table/listeners/ResizeCell.java*) restricts resize so that row labels cannot be resized and no cell can be less than 100 pixels or greater than 200 pixels.

import com.klg.jclass.table.JCTable; import com.klg.jclass.table.JCTableEnum;

import com.klg.jclass.table.data.JCEditableVectorDataSource; import com.klg.jclass.table.JCResizeCellListener;

import com.klg.jclass.table.JCResizeCellMotionListener; import com.klg.jclass.table.JCResizeCellEvent;

import com.klg.jclass.util.swing.JCExitFrame; import java.awt.Color;

import java.awt.GridLayout; import javax.swing.JPanel;

public class ResizeCell extends JPanel implements JCResizeCellListener,

JCResizeCellMotionListener {

// Table instance protected JCTable table;

// Editable table data source

protected JCEditableVectorDataSource evds;

public ResizeCell() { setBackground(Color.lightGray);

// Create table instance table = new JCTable();

// Create and set up data source

evds = new JCEditableVectorDataSource(); evds.setNumRows(100); evds.setNumColumns(2);

evds.setColumnLabel(0, "End-Point"); evds.setColumnLabel(1, "Drag");

for(int r = 0; r < evds.getNumRows(); r++) { evds.setRowLabel(r, "Row: "+r);

for(int c = 0; c < evds.getNumColumns(); c++) evds.setCell(r,c,"Cell: R"+r+"C"+c);

}

// Connect table data source table.setDataSource(evds);

// Add everything to the panel this.setLayout(new GridLayout(1,1)); this.add(table);

// Add resize cell listener table.addResizeCellListener(this);

// Add resize cell motion listener table.addResizeCellMotionListener(this);

}

public void beforeResizeCell(JCResizeCellEvent event) { if (event.getColumn() == JCTableEnum.LABEL) {

event.setCancelled(true); return;

}

}

public void resizeCell(JCResizeCellEvent event) {

// Width must be between 100 and 200 int width = event.getNewColumnWidth(); if (width < 100) {

event.setNewColumnWidth(100);

}

else if (width > 200) { event.setNewColumnWidth(200);

}

// Height must be between 30 and 70 int height = event.getNewRowHeight();

if (height != JCTableEnum.NOVALUE && height < 30) { event.setNewRowHeight(30);

}

else if (height > 70) { event.setNewRowHeight(70);

}

}

public void afterResizeCell(JCResizeCellEvent event) {

}

public void resizeCellDragged(JCResizeCellEvent event) {

// restrict the range of motion for column 1 to 100 to 200 if(event.getColumn() == 1) {

int width = event.getNewColumnWidth(); if(width < 100) {

event.setNewColumnWidth(100);

}

else if(width > 200) { event.setNewColumnWidth(200);

}

}

}

public static void main(String args[]) {

JCExitFrame frame = new JCExitFrame("ResizeCell"); ResizeCell rc = new ResizeCell(); frame.getContentPane().add(rc);

frame.pack(); frame.setSize(600, 400); frame.setVisible(true);

}

}

###### Scrolling in Tables

JCScrollEvent

This event is posted when the table is scrolled by either the user or the application. When you receive a JCScrollListener object, you can call the following methods:

* + - getAdjustable() – retrieves the affected adjustable object.
    - getDirection() – retrieves the scrolling direction (either Adjustable.HORIZONTAL or

Adjustable.VERTICAL).

* + - getEvent() – retrieves the event that initiated the action.
    - getType() – retrieves the scroll event type, where valid types are

JCScrollEvent.SCROLL and JCScrollEvent.AFTER\_SCROLL.

* + - getValue() – retrieves the scrollbar’s current value.
    - setValue() – sets the scrollbar’s current value.

The JCScrollListener (registered with addScrollListener(JCScrollListener)) allows you to define a procedure to be called when the table scrolls; this is useful if your application is drawing into the table. The method is sent an instance of JCScrollEvent.

JCScrollListener

To register the above event listener routine, use the following call (where (this) refers to the class, which implements the JCScrollListener interface):

table.addScrollListener(this);

JCScrollListener requires the following methods to be implemented:

public void scroll(JCScrollEvent e) public void afterScroll(JCScrollEvent e)

Calling JCScrollEvent and JCScrollListener Methods

JCScrollListener’s scroll() method is invoked when the user begins to scroll, during which all JCScrollEvent methods are available. afterScroll() is called when the user has finished scrolling. For more information, please refer to [Appendix A](#_bookmark724), which provides a complete event summary.

Using JCScroll Events and Listeners

JCScrollListener allows you to synchronize table scrolling with another object. The following example (see *examples/table/listeners/TwoTables.java*) links two tables together with one scrollbar. This example uses two tables inside another table to simulate a splitter window.
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*Figure 15 Example using JCScrollListener to synchronize scrolling between two tables.*

import com.klg.jclass.table.JCTable; import com.klg.jclass.table.JCTableEnum;

import com.klg.jclass.table.data.JCVectorDataSource;

import com.klg.jclass.table.data.JCEditableVectorDataSource; import com.klg.jclass.table.JCScrollListener;

import com.klg.jclass.table.JCScrollEvent; import com.klg.jclass.util.swing.JCExitFrame; import java.awt.Color;

import java.awt.GridLayout; import java.awt.Adjustable; import java.awt.Component; import java.awt.Scrollbar; import javax.swing.JPanel;

public class TwoTables extends JPanel implements JCScrollListener {

// First table

protected JCTable table1;

// Second table

protected JCTable table2;

// Common data source

protected JCEditableVectorDataSource evds1;

// Local variable used to avoid infinite loops in

// scroll event handler

protected boolean forcedScroll = false;

public TwoTables() { setBackground(Color.lightGray);

// Create first table table1 = new JCTable();

// Create and set up data source for first table evds1 = new JCEditableVectorDataSource(); evds1.setNumRows(100);

evds1.setNumColumns(6);

for (int c = 0; c < evds1.getNumColumns(); c++) evds1.setColumnLabel(c, "C"+c);

for (int r = 0; r < evds1.getNumRows(); r++) { evds1.setRowLabel(r, "R"+r);

for (int c = 0; c < evds1.getNumColumns(); c++) evds1.setCell(r,c,"R"+r+"C"+c);

}

// Connect data source to first table. table1.setDataSource(evds1);

// Set up visuals and interactions for table 1. table1.setAllowCellResize(JCTableEnum.RESIZE\_NONE); table1.setHorizSBDisplay(JCTableEnum.SBDISPLAY\_NEVER); table1.getDefaultCellStyle().setTraversable(false); table1.setVisibleRows(2);

table1.setVisibleColumns(3);

// Create second table table2 = new JCTable();

// Connect second table to same data source as first table. table2.setDataSource(evds1);

// Set up visuals and interactions for table 2. table2.setAllowCellResize(JCTableEnum.RESIZE\_NONE); table2.setColumnLabelDisplay(false); table2.setTopRow(2); table2.getDefaultCellStyle().setTraversable(false); table2.setVisibleRows(5); table2.setVisibleColumns(3);

// Add to panel

setLayout(new GridLayout(2,1)); add(table1);

add(table2);

// Add scroll listeners for both tables table1.addScrollListener(this); table2.addScrollListener(this);

}

public void scroll(JCScrollEvent event) {

// use forcedScroll to prevent an infinite loop, since

// calling setValue() on the scrollbar will generate another

// event.

if (event.getDirection() == Scrollbar.HORIZONTAL) { if (forcedScroll == false) {

// Scroll event not forced by this method, okay

// to continue

// Grab adjustable object

Adjustable adj = event.getAdjustable();

// We need for it to be a component. Should be -

// scroll events come from LiveTable's scrollbar if (adj != null && adj instanceof Component) {

Component c = (Component)adj; if (c.getParent() == table2) {

// If table 2 scrolled, synchronize table 2 forcedScroll = true; table1.getHorizSB().setValue(event.getValue());

}

else if (c.getParent() == table1) {

// If table 1 scrolled, synchronize table 2 forcedScroll = true; table2.getHorizSB().setValue(event.getValue());

}

}

} else {

forcedScroll = false;

}

}

}

public void afterScroll(JCScrollEvent event) {

}

public static void main(String args[]) {

JCExitFrame frame = new JCExitFrame("TwoTables"); TwoTables tt = new TwoTables(); frame.getContentPane().add(tt);

frame.pack(); frame.setVisible(true);

}

}

###### Selecting Cells

This event is posted when the user selects cells, or cells are selected programmatically. When you receive a JCSelectEvent object, you can call the following methods:

* + - getType() – returns the type of selection event, where valid types are

BEFORE\_SELECTION, SELECTION, and AFTER\_SELECTION.

* + - getStartRow() – retrieves the start row of the selected or deselected cell range.
    - getStartColumn() – retrieves the start column of the selected or deselected cell range.
    - getEndRow() – retrieves the end row of the selected or deselected cell range.
    - getEndColumn() – retrieves the end column of the selected or deselected cell range.
    - isCancelled() – returns true if any listener has rejected the selection.
    - setCancelled() – determines if selection is allowed.
    - getAction() – returns the type of selection action, where valid types are SELECT, ADD, EXTEND, DESELECT, and END.
    - getActionString() – returns a String representation of the action.

JCSelectListener

To register the above event listener routine, use the following call (where (this) refers to the class, which implements the JCSelectListener interface):

table.addSelectListener(this);

JCSelectListener requires the following methods to be implemented:

public void beforeSelect(JCSelectEvent e) public void select(JCSelectEvent e) public void afterSelect(JCSelectEvent e)

Calling JCSelectEvent and JCSelectListener Methods

JCSelectListener’s methods are called when the user begins cell selection in a table. beforeSelect() is invoked when the user selects or deselects a cell, and all JCSelectEvent methods are available. For example, it is possible to cancel a selection in beforeSelect() by calling setCancelled(true).

The select() and afterSelect() methods are called during and after the selection process, meaning that at that point, the cell is now visually selected from the user’s perspective. For more information, please refer to [Appendix A](#_bookmark724), which provides a complete event summary.

Using JCSelect Events and Listeners

JCSelectListener allows you to monitor scrolling actions in your table, either before or after the scrolling event. The following example (see *examples/table/listeners/SelectListener.java*) demonstrates the use of JCSelectListener notifications to cancel out cell selection.

import java.awt.Color; import java.awt.GridLayout; import java.applet.Applet; import javax.swing.JPanel;

import com.klg.jclass.table.JCTable;

import com.klg.jclass.table.JCSelectListener; import com.klg.jclass.table.JCSelectEvent; import com.klg.jclass.table.JCTableEnum;

import com.klg.jclass.table.data.JCVectorDataSource; import com.klg.jclass.util.swing.JCExitFrame;

public class SelectListener extends JPanel implements JCSelectListener {

// Table instance protected JCTable table;

// Table data source

protected JCVectorDataSource ds;

public SelectListener() { setBackground(Color.lightGray);

// Create table instance table = new JCTable();

// Create and set up data source ds = new JCVectorDataSource(); ds.setNumRows(10); ds.setNumColumns(4);

for(int c = 0; c < ds.getNumColumns(); c++) ds.setColumnLabel(c, "Column: "+c);

ds.setColumnLabel(1, "Non Selectable Column"); for(int r = 0; r < ds.getNumRows(); r++) {

ds.setRowLabel(r, "Row: "+r);

for(int c = 0; c < ds.getNumColumns(); c++) ds.setCell(r,c,"Cell: R"+r+"C"+c);

}

// Connect table data source table.setDataSource(ds); table.setSelectionPolicy(JCTableEnum.SELECT\_RANGE);

// Add everything to the panel setLayout(new GridLayout(1,1)); add(table);

table.addSelectListener(this);

}

public void beforeSelect(JCSelectEvent e) { if (e.getStartColumn() == 1) {

e.setCancelled(true);

System.out.println("We don't want selection starting from this column");

return;

}

System.out.println("beforeSelect: startRow="+e.getStartRow()+ ", startColumn="+e.getStartColumn());

}

public void select(JCSelectEvent e) {

if (e.getAction() == JCSelectEvent.EXTEND && Math.abs(e.getStartRow()-e.getEndRow())>1) {

e.setCancelled(true);

System.out.println("We don't want selection extending for more than

2 rows");

return;

}

System.out.println("select: startRow="+e.getStartRow()+

", startColumn="+e.getStartColumn()+", endRow="+e.getEndRow()+ ", endColumn="+e.getEndColumn());

}

public void afterSelect(JCSelectEvent e) { System.out.println("afterSelect: startRow="+e.getStartRow()+

", startColumn="+e.getStartColumn()+", endRow="+e.getEndRow()+ ", endColumn="+e.getEndColumn());

}

public static void main(String args[]) {

JCExitFrame frame = new JCExitFrame("SelectListener"); SelectListener sn = new SelectListener(); frame.getContentPane().add(sn);

frame.pack(); frame.setSize(600, 150); frame.setVisible(true);

}

}

###### Sorting Table Data

JCSortEvent

This event is posted when the table is sorted. When you receive a JCSortEvent object, you can call the following methods:

* + - getColumns() – retrieves an array of column indices that were sorted.
    - getNewRows() – retrieves the newly sorted order.

JCSortListener

To register the above event listener routine, use the following call (where (this) refers to the class, which implements the JCSortListener interface):

table.addSortListener(this);

JCSortListener requires the following method to be implemented:

public void sort(JCSortEvent e)

Using JCSort Events and Listeners

JCSortListener allows you to synchronize the sorted rows with another object (or to sort the data source). The following example (see *examples/table/listeners/Sorter.java*) uses the row sort array to pull out the top value.
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*Figure 16 Sorter.java, illustrating how to use JCSort Events and Listeners.*

import javax.swing.JLabel;

import com.klg.jclass.table.JCTable; import com.klg.jclass.table.JCTableEnum;

import com.klg.jclass.table.data.JCEditableVectorDataSource; import com.klg.jclass.table.JCSortListener;

import com.klg.jclass.table.JCSortEvent;

import com.klg.jclass.table.MouseActionInitiator; import com.klg.jclass.util.swing.JCExitFrame; import java.awt.Color;

import java.awt.event.InputEvent; import java.awt.BorderLayout; import javax.swing.JPanel;

public class Sorter extends JPanel implements JCSortListener {

// Table instance protected JCTable table;

// Table data source

protected JCEditableVectorDataSource ds;

// Label that will display column top value protected JLabel topItem;

public Sorter() { setBackground(Color.lightGray);

// Create table instance table = new JCTable();

// Create and set up data source

ds = new JCEditableVectorDataSource(); ds.setNumRows(5);

ds.setNumColumns(2);

// Column labels ds.setColumnLabel(0, "INTEGER");

ds.setColumnLabel(1, "STRING");

// Populate data source with generated data. int numrows = ds.getNumRows();

for(int r = 0; r < numrows; r++) { ds.setCell(r, 0, new Integer(r+8)); ds.setCell(r, 1, "" + (r+8));

}

// Connect table data source table.setDataSource(ds);

// Turn off row labels because they are ugly. table.setRowLabelDisplay(false);

// Allow column sorting using a shift-click combination table.addAction(new

MouseActionInitiator(MouseActionInitiator.ANY\_BUTTON\_MASK, InputEvent.SHIFT\_MASK),

JCTableEnum.COLUMN\_SORT\_ACTION);

// Add everything to the panel setLayout(new BorderLayout()); add(table, BorderLayout.CENTER);

add(topItem = new JLabel("Shift-click the label to sort numeric or string data"),

BorderLayout.SOUTH);

// Add sort listener table.addSortListener(this);

}

public void sort(JCSortEvent event) { int columns[] = event.getColumns(); int rows[] = event.getNewRows();

topItem.setText("The first item in the " +

ds.getTableColumnLabel(columns[0]) + " column is " + ds.getTableDataItem(rows[0],columns[0]));

}

public static void main(String args[]) { JCExitFrame frame = new JCExitFrame("Sorter"); Sorter s = new Sorter(); frame.getContentPane().add(s);

frame.pack(); frame.setVisible(true);

}

}

###### Table Data Changes

JCTableDataEvent

Unlike previous events, JCTableDataEvent objects are not thrown by JCTable; instead, they come from the table’s data source. This event is posted when the TableDataModel object has been modified. When you receive a JCTableDataEvent object, you can call the following methods:

* + - getColumn() – retrieves the column of the current cell.
    - getRow() – retrieves the row of the current cell.
    - getNumAffected() – retrieves the number of rows affected by TableDataModel object changes.
    - getDestination() – indicates the destination location for MOVE events.
    - getCommand() – returns the command that initiated the event. Valid commands include:

CHANGE\_VALUE CHANGE\_ROW ADD\_ROW REMOVE\_ROW CHANGE\_COLUMN ADD\_COLUMN REMOVE\_COLUMN CHANGE\_ROW\_LABEL

CHANGE\_COLUMN\_LABEL MOVE\_ROW MOVE\_COLUMN NUM\_ROWS NUM\_COLUMNS

RESET

Single cell value changed. Single row changed.

New row added. Row removed.

Single column changed. New column added.

Column removed.

Single row label changed. Single column label changed.

Row moved, new location in getDestination. Column moved, new location in getDestination. Number of rows changed.

Number of columns changed.

Data source significantly changed, should be re-read.

JCTableDataListener

To register the above event listener routine, use the following call (where (this) refers to the class MyClass, which implements the JCTableDataListener interface):

table.addTableDataListener(this);

JCDataTableListener requires the following method to be implemented:

public void dataChanged(JCTableDataEvent e)

Using JCTableData Events and Listeners

JCTableDataListener allows you to monitor any changes made to the TableDataModel

object. Valid changes are listed above with the getCommand() method.

There are examples included with your JClass LiveTable distribution that demonstrate the use of data with a table. See [Creating your own Data Sources, in Chapter](#_bookmark326) 3, to see descriptions of the included sample code.

###### Traversing Cells

JCTraverseCellEvent

This event is posted when cells in the table are traversed. When you receive a

JCTraverseCellEvent object, you can call the following methods:

* + - getColumn() – retrieves the column of the current cell.
    - getNextColumn() – retrieves the targeted column for traversal.
    - getRow() – retrieves the row of the current cell.
    - getNextRow() – retrieves the targeted row for traversal.
    - setNextRow() – sets the row of the cell to which the user will traverse.
    - setNextColumn() – sets the column of the cell to which the user will traverse.
    - getTraverseType() – returns the action that caused the traverse. Valid JCTableEnum action values are: TRAVERSE\_POINTER, TRAVERSE\_DOWN, TRAVERSE\_UP, TRAVERSE\_LEFT, TRAVERSE\_RIGHT, TRAVERSE\_PAGEUP, TRAVERSE\_PAGEDOWN, TRAVERSE\_HOME, TRAVERSE\_END, TRAVERSE\_TOP, TRAVERSE\_BOTTOM, and TRAVERSE\_TO\_CELL.
    - getTraverseTypeString() – returns a String value for the traverse type.
    - isCancelled() – retrieves the cancelled value.
    - setCancelled() – determines whether to allow an interactive resize.
    - getType() – retrieves valid event types, which are TRAVERSE\_CELL and

AFTER\_TRAVERSE\_CELL.

* + - toString() – returns a String representation of the event.

JCTraverseCellListener

To register the above event listener routine, use the following call (where (this) refers to the class, which implements the JCTraverseCellListener interface):

table.addTraverseCellListener(this);

JCTraverseCellListener requires the following methods to be implemented:

public void traverseCell(JCTraverseCellEvent e) public void afterTraverseCell(JCTraverseCellEvent e)

**Calling JCTraverseCellEvent and JCTraverseCellListener Methods** JCTraverseCellListener’s traverse() method is invoked when the user begins to traverse to a neighboring cell. Since this method is called before the actual traversal, all JCTraverseCellEvent methods are available. For example, if setCancelled() is called, and is set to true, the cell traversal is cancelled. You can also call methods that permit cell skipping during traversal.

afterTraverseCell() is invoked after valid cell traversal. The setNextRow(), setNextColumn(), and setCancelled() methods are unavailable during afterTraverseCell(). For more information, please refer to [Appendix A](#_bookmark724), which provides a complete event summary.

Using JCTraverse Events and Listeners

JCTraverseCellListener allows you to control how cell traversal occurs in

JClass LiveTable. The following example (see *examples/table/listeners/SkipNavigation.java*) uses a JCTraverseCellListener to skip the second column if navigating from the first column. The column is not skipped if navigating from the third column.

import com.klg.jclass.table.JCTable; import com.klg.jclass.table.JCTableEnum;

import com.klg.jclass.table.data.JCVectorDataSource; import com.klg.jclass.table.JCTraverseCellListener; import com.klg.jclass.table.JCTraverseCellEvent; import com.klg.jclass.util.swing.JCExitFrame;

import java.awt.Color; import java.awt.GridLayout; import javax.swing.JPanel;

public class SkipNavigation extends JPanel implements JCTraverseCellListener {

// Table instance protected JCTable table;

// Table data source

protected JCVectorDataSource ds;

public SkipNavigation() { setBackground(Color.lightGray);

// Create table instance table = new JCTable();

// Create and set up data source ds = new JCVectorDataSource(); ds.setNumRows(10); ds.setNumColumns(4);

for(int c = 0; c < ds.getNumColumns(); c++) ds.setColumnLabel(c, "Column: "+c);

ds.setColumnLabel(1, "Skip from 0 to 2"); for(int r = 0; r < ds.getNumRows(); r++) {

ds.setRowLabel(r, "Row: "+r);

for(int c = 0; c < ds.getNumColumns(); c++) ds.setCell(r,c,"Cell: R"+r+"C"+c);

}

// Connect table data source table.setDataSource(ds);

// Add everything to the panel setLayout(new GridLayout(1,1)); add(table);

// Add traverse cell listener table.addTraverseCellListener(this);

}

public void traverseCell(JCTraverseCellEvent event) {

// Skip second column when approaching from the left

if (event.getColumn() == 0 && event.getNextColumn() == 1) { event.setNextColumn(2);

}

// Skip second column in both directions.

// if(event.getNextColumn() == 1)

// event.setNextColumn(1 + event.getNextColumn() -

event.getColumn());

}

public void afterTraverseCell(JCTraverseCellEvent e) {

}

public static void main(String args[]) {

JCExitFrame frame = new JCExitFrame("SkipNavigation"); SkipNavigation sn = new SkipNavigation(); frame.getContentPane().add(sn);

frame.pack(); frame.setSize(600, 150); frame.setVisible(true);

}

}
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#### Table Printing

[*Printing*](#_bookmark637)■ [*Print Preview*](#_bookmark648)

Although JClass LiveTable is a grid/table component, it still allows end users to print and print–preview table applications. By using the JCPrintTable class, you can control layout, formatting, and header/footer information.

###### Printing

The JCPrintTable class offers print functionality in JCTable. The following code creates a JCPrintTable and prints JCTable with the default print options:

JCPrintTable pt = new JCPrintTable(myTable); pt.print();

Default printed pages consist of:

* + - 1” margins
    - no header information
    - a footer message: page x of y
    - all table pages printed (which cannot be changed)

The JCPrintTable class creates a copy of the table’s visible properties and retrieves cell contents from the data source. Cell height and width are copied by actual pixel size.

Scrollbars are not part of the printed table.

Using JCPrintTable offers controls over various aspects of your printed pages.

8.1.1 Setting Page Layout Properties

The JCPrintTable class provides methods for detailed control of print output from a JClass LiveTable application or applet.

Page Size

The following methods define printed page sizes in pixels:

setPageDimensions(); setPageWidth(); setPageHeight();
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Use the getPageDimensions(), getPageWidth(), and getPageHeight() methods to retrieve page sizes by retrieving page information from the printer. By default, the standard A4 page (8½” x 11”) is used.

Page Margins

Page margins are set using the setPageMargins() method. This method uses the

java.awt.Insets class to set the top, left, bottom, and right margins in pixels:

printtable.setPageMargins(new Insets(54,36,36,54));

You can choose to specify margins in inches instead of pixels. Call the getMarginUnits()

method with JCPrintTable.MARGIN\_IN\_INCHES:

setMarginUnits(JCPrintTable.MARGIN\_IN\_INCHES); printtable.setPageMargins(new Insets(1,0.5,1,0.5));

Note: By default, 72 pixels on screen converts to one inch in print (72:1). 72 pixels is the standard Java display value; you should not need to change this value. If you find that you do need to change it, use the setPageResolution() method and specify the number of pixels that you want to be converted to one inch in print. The getPageResolution() method returns this value.

You can retrieve page margins based on the Insets of the page using the getPageMargins() method. Use the getDefaultPageMargins() to retrieve the default Insets.

Page Numbering

To control page numbering, use getNumHorizontalPages() and getNumVerticalPages() to determine the number of pages across and down. Use getNumPages() to determine the total number of pages required to print the table, based on how you have defined the page and margin sizes.

8.1.2 Printing Headers and Footers

Headers and footers are applied using JCPrintListener receiving JCPrintEvent events. A JCPrintEvent is posted for each page during printing, and provides a graphic object clipped to the allowable paint region, the page number of the current page, and the total number of pages:

public JCPrintEvent

(Table table, Graphics gc, int page, intnumPages, int Type); public Graphics getGraphics();

public Insets getPageMargins(); public int getMarginUnits(); public int getNumHorizontalPages(); public int getNumPages();

public int getNumVerticalPages(); public int getPage();

public Dimension getPageDimensions(); public int getPageResolution(); public Dimension getTableDimensions();

getTableDimensions() can be used in the printPageBody() method of

JCPrintListener() to determine the size the table occupies on the page. The JCPrintListener requires that three methods are defined:

public void printPageHeader(JCPrintEvent e);

public void printPageFooter(JCPrintEvent e); public void printPageBody(JCPrintEvent e);

The printPageBody method is called after JClass LiveTable has finished setting up the print of the page body, but just before it is actually sent to the printer.

The following code produces the footer illustrated below:

public void printPageFooter(JCPrintEvent e) { Graphics gc = e.getGraphics();

Rectangle r = gc.getClipRect(); FontMetrics fm = gc.getFontMetrics();

String page = "Page " + e.getPage();

String note = "Use JCPrintListener to customize the footer!";

// Pad the footer text to the right gc.drawString(page, 0, r.height/2);

gc.drawString(note, r.width - fm.stringWidth(note), r.height/2);

}
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*Figure 17 A Page Footer.*

If you don’t register a JCPrintListener for the table, the print engine will default to printing a centered footer containing the text Page x, where x is the page number. If you do register a JCPrintListener, however, then you are responsible for the placing the page number either in the header or footer of the page.

###### 8.2 Print Preview

Using JCPrintPreview

JClass LiveTable provides a class that displays a preview of the print job in a separate frame. Using the print preview frame, end–users can flip through the pages of the print job, and send the current page or all of the pages to the printer.

To add the print preview functionality, use JCPrintPreview:

JCPrintPreview(String title, JCPrintTable table) showPage(int page)
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For example, the following provides a preview beginning at the first page of the job:

JCPrintPreview pf = new JCPrintPreview("Table Print Preview",printtable);

pf.showPage(0);

Using JCPrintTable

Alternatively, to allow users to preview a print job, you can use JCPrintTable’s showPrintPreview() method.

An example of print preview exists in the *PrimeTime.java* demo, located in the

*demos/table/primetime* directory.
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*Figure 18 The JClass LiveTable Print Preview Window.*
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#### JClass LiveTable Beans and IDEs

[*An Introduction to JavaBeans*](#_bookmark658)■ [*JClass LiveTable JavaBean*](#_bookmark668)[*Setting Properties for the LiveTable Bean*](#_bookmark669)■ [*Tutorial: Building a Table in an IDE*](#_bookmark708)

JClass LiveTable complies with the JavaBeans specification and includes several Beans that make it easy to create JClass LiveTable applications in an Integrated Development Environment (IDE). The following sections outline some principles of JavaBeans, and provide information about using JClass LiveTable in an IDE. All illustrations display the BeanBox, JavaSoft’s test container for Beans included in the Beans Development Kit (BDK).

###### An Introduction to JavaBeans

Introduced in JDK 1.1, JavaBeans is a specification for reusable, pre-built Java software components. It is designed to be a fully platform-independent component model written for the Java programming language. The JavaBeans specification (available at [*http://java.sun.com/beans/index.html*](http://java.sun.com/beans/index.html)) enables developers to write components that can be combined in applications, reducing the total time needed to write entire applications.

The three main features of a Bean are:

* + - the set of properties it exposes
    - the set of methods it allows other components to call
    - and the set of events it fires
    1. Properties

Under the JavaBeans model, *properties* are public attributes that affect a Bean’s appearance or behavior. Properties can be read only, read/write, or write only. Properties that are readable have a get method which enables you to retrieve the property’s value, and those properties which are writable have a set method which allows you to change their values.

For example, JClass LiveTable has a property called FrameBorderType. This property specifies the kind of border displayed around the table. To set the property value, use the
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setFrameBorderType() method. To obtain the property value, use the

getFrameBorderType() method.

The main advantage of following the JavaBeans specification is that it makes it easy for a Java IDE to “discover” the set of properties belonging to an object. Developers can then manipulate the properties of the object easily through the graphical interface of the IDE when constructing a program.

There are two ways to set (and retrieve) JClass LiveTable Bean properties; use the method that applies best to your application:

* By using a Java IDE at design-time
* By calling property set and get methods in Java code

Each method changes the same table property. This manual, therefore, uses *properties* to discuss how features work, rather than using the method, Property Editor, or HTML parameter you might use to set that property.

* + 1. Setting Properties in a Java IDE at Design-Time

JClass LiveTable can be used with a Java Integrated Development Environment (IDE), and its properties can be manipulated at design time. If you install your IDE after you have installed JClass LiveTable, you will have to manually add LiveTable to the IDE’s component manager. Refer to the JClass and Your IDE section in the *Installation Guide* for more information. Also, consult your IDE documentation for information on working with third–party components.

* + 1. Setting Properties using Methods in the API

With the exception of read-only properties (which only have a get method), every property in JClass LiveTable has a set and get method associated with it. For example, to retrieve the value of the FrameBorderType property of a given cell and label area:

getFrameBorderType();

To set the FrameBorderType property in the same object:

setFrameBorderType(JCTbleEnum.BORDER\_IN);

###### JClass LiveTable JavaBean

The LiveTable JavaBean included with JClass LiveTable makes it easy to create applications and applets in an Integrated Development Environment.

###### Setting Properties for the LiveTable Bean

At design-time, most LiveTable properties are set using simple menu choices or text entry boxes on the property sheet. Some properties that are set for individual cells or

labels, or ranges of cells or labels, are set using a property editor. The LiveTable property editors provide a visual interface for setting the properties using a model of the table you are creating, and a number of ways for selecting the cell(s) or ranges that you want to set the property for.

To make it easier to use, the LiveTable Bean combines some properties into special property groups that are set using a single editor. For example, the Style property combines the Foreground, Background, and Font properties and presents them in a single editor.

* + 1. JClass LiveTable Property Editors

The following is a typical property editor with elements common to other LiveTable property editors:
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Each property editor has the same interface for selecting the cells to which a specific property is applied. On the left is a view of the table (the data reflects the properties you are setting). On the right are two groups of controls: Selected region provides an alternate control of part of the table selected; Table Size controls the size of the table view in the editor. Both of these interact with the table on the left.

It is important to note that the table view is provided only as a visual guide for setting properties. Its size and contents may not necessarily reflect those of the actual table you are building.

Selecting a Cell or Cell Range

The purpose of the property editors is to apply a given property to a single cell or label, or to a range of cells or labels. You can select cells interactively using the mouse or by using the Selected region controls.

To select cells using the mouse:

* + - * Click an individual cell with the mouse to select that cell.
      * Click and drag the mouse to select a range of cells.
      * Click on a row or column label to select that row or column.
      * Click on a cell, hold down the Shift key and click another cell to select a range of cells between the two.

Note that when you make selections with the mouse, the ranges you select are displayed in the Selected region controls, as shown in the following diagram:
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To select cells using the Selected region controls:
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Selecting Labels

To select labels using the mouse:

* Row labels: click the row label or select a range of row labels and choose Label from the Column pull-down menu in the Selected region controls.
* Column labels: click the column label or select a range of column labels and choose Label from the Row pull-down menu in the Selected region controls.

It may seem odd to be choosing in the Column box for *row* labels and in the Row box for *column* labels, but it is easier to understand if you consider that you are really specifying the row of column labels or the column of row labels.

To select labels using the Selected region controls:
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Changing the Property Editor Table Size

The Table size controls set the working size of the table view *in the editor*. By default, the property editors display a 10 row, 5 column table, which is sufficient for most selection. If you need to edit properties for a specific row or column beyond this limit, use the Table size controls to enlarge the working area in the property editor. To change table size, enter a new value in the Row or Column text field and press Enter (or traverse out of the field); the table view will update to the new dimensions.
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Note: To change the *actual* size of the table you’re building, use the Table size controls on the DataEditor. The DataEditor is the *only* editor that uses the Table size controls this way.

You can undo any of your changes and reset the properties to the values they had when you opened the editors by clicking the Reset All button.

* + 1. LiveTable Properties

The LiveTable Bean exists because the current generation of Java IDEs do not support properties in contained objects. While current Java IDEs allow properties in contained objects to be modified, they cannot yet properly generate code for the property change. LiveTable works around this problem by exposing many JClass LiveTable properties in one object. While not all properties are provided, the most common properties are available.

The following sections list the properties exposed in the LiveTable Bean. Many of the properties can be set for individual cells/labels or ranges; these properties are set using visual property editors (see [Section 9.3.1, JClass LiveTable Property Editors](#_bookmark671), for a description of a typical editor and how to select cells). Note that the illustrations are from Sun’s BeanBox in the Beans Development Kit (BDK). The properties and editors are listed in alphabetical order; the BeanBox unfortunately does not list properties in alphabetical order.
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allowResizeBy
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autoScroll
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cellBorderWidth

Entering a number into the cellBorderWidth field specifies the thickness of the border around each cell and label.

cellSize

The cellSize editor lets you set row height and column width values as either fixed pixel values or variable values. Changes made to cell dimensions are only applied to selected cells, and cells found in the same rows and columns as the selection.
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data

The data property enables you to add and customize table data and row/column labels. There are two ways to get data in a table – by entering data directly using the DataEditor, or by specifying a data file (which can contain label information).
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The data file format is a space-delimited text file that can contain Strings, doubles, or integers. This example file contains 4 rows and 4 columns with no labels:

TABLE 4 4 NOLABEL

'0,0' '0,1' '0,2' '0,3'

'1,0' '1,1' '1,2' '1,3'

'2,0' ‘2,1' '2,2' '2,3'

'3,0' '3,1' '3,2' '3,3'

To include reserved characters (like spaces), enclose the data item in single quotation marks, for example 'The Cuppa'. This example shows how to specify labels:

TABLE 4 3

'Col 0' 'Col 1' 'Col 2'

'Row 0' '0,0' '0,1' '0,2'

'Row 1' '1,0' '1,1' '1,2'

'Row 2' '2,0' '2,1' '2,2'

'Row 3' '3,0' '3,1' '3,2'

editHeightPolicy

The table can control the height of a cell editing component using the editHeightPolicy

property. This property can take one of three values:
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      * EDIT\_ENSURE\_MINIMUM\_SIZE resizes the component to its minimum size.
      * EDIT\_ENSURE\_PREFERRED\_SIZE resizes the cell to the editing component’s preferred size.

editWidthPolicy
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The default is FOCUS\_RECTANGLE.
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frameBorderWidth

Enter a value in the frameBorderWidth property field to determine the thickness of the frame around the cell and label areas of the table in pixels.

frozenCellLayout

Working with the frozenCellLayout property editor sets whether there are any frozen rows or columns, and specifies their position in the table. Frozen rows can be placed at the top or bottom of the table, and frozen columns can be placed on the left or right side of the table.
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labelLayout

Working with the labelLayout property editor offers full control over label attributes. You determine if row or column labels exist, then specify offsets and label placement. Label offset is the distance in pixels between the edge of the table and the labels. You can place row labels at the top or bottom of the table, and column labels at the right or left side of the table.
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leftColumn

Enter the column number in this field to specify which is the left-most column when displaying the table.

marginHeight

Enter a value in the marginHeight field to determine the height of the top and bottom margins of each cell.

marginWidth

Enter a value in the marginWidth field to determine the width of the left and right margins of each cell.

minCellVisibility

By default, when a user traverses to a cell that is not currently visible, LiveTable scrolls the table to display the entire cell. Enter a percentage value in the minCellVisibility field to set the percentage of the cell that is scrolled into view when it is the target of a traversal.

When MinCellVisibility is set to 100, the entire cell is made visible. When MinCellVisibility is set to 10, only 10% of the cell is made visible. If MinCellVisibility is set to 0, the table will not scroll to reveal the cell.

sBLayout

Working with the SBLayout property editor offers full control over visual and behavioral scrollbar attributes:

The Scrollbar Display settings determine if horizontal or vertical scrollbars exist. If so, you can also determine if the scrollbars are displayed at all times, or only when the table’s contents exceed the table’s size.

The Scrollbar Position settings determine whether scrollbars are positioned by cells or at sides. The former option places the scrollbar beside the cell/label viewport, while the latter places the scrollbar beside the edge of the table area. Note that there is no visual difference between the two options unless the cell/label area is smaller than the table area.

The Scrollbar Attachment settings determine how far along the side of the table the scrollbars extend. To cells (default) places the scrollbar along the edge of all visible, non- frozen cells, while To table places the scrollbar along the edge of the entire table.

Scrollbar Offset sets the amount of space, in pixels, between the scrollbar and the table.

Scrollbar Tracking determines the type of feedback a user receives when they click and drag a scrollbar. Live tracking refreshes the table as the user scrolls. The Column number/Row number and Row/Column options do not redraw the table until the user stops scrolling by releasing the mouse button.

However, to offer the user feedback, the Column number/Row number option displays a box with the current cell number, while the Row/Column option displays the actual contents of the current cell. The row or column from which the displayed contents are taken is determined by the number entered in the Row or Column fields.
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selectedForeground
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selectIncludeLabels
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selectionPolicy
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spannedCells

The spannedCells property editor lets you visually implement cell spanning with your table. Use the displayed table to select which cells are to be combined. The cell found at the top left corner of the spanned range becomes the new cell.
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styles

The styles property editor gives you control over cell style options, including: cell colors, font attributes, editable and traversable states, and alignment in cells.

![](data:image/png;base64,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)

You can also use the styles property editor to work with and set all border properties for cells in the selected area. By using the pull-down menus, you can set which cell sides have borders, what type of border is used, whether clip hints are displayed (should the cell’s contents exceed its size) and what the selected cells border color is.
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When choosing border or cell background/foreground colors, the color selection options offer precise control. You can select a color by using the Hue/Saturation/Brightness (HSB) panel, the Red/Green/Blue (RGB) Panel, or the color swatch. All three methods offer color previews for both text and objects.
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topRow

Enter the row number in this field to specify which is the topmost row when displaying the table.

###### Tutorial: Building a Table in an IDE

The following exercise will guide you through the steps to produce a JClass LiveTable program in an IDE. The exercise is the same as the one in [‘Hello Table’ –](#_bookmark20)

[JClass LiveTable Tutorial, in Chapter 1](#_bookmark20), which explains how to build a table using the API. The example uses JavaSoft’s BeanBox IDE in the Java BDK. This tutorial assumes that you have some experience working with a Java IDE. If you are unsure how to get the LiveTable Bean into your IDE, please consult the IDE documentation.

This program displays information about orders for ‘The Musical Fruit’1, a fictional wholesale coffee distributor, based on the following data:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Customer Name** | **Order Date** | **Item** | **Quantity (lbs.)** | **Price/lb.** |
| The Cuppa | 11/11/97 | French Mocha | 60 | $7.01 |
| The Underground Cafe | 11/14/97 | Brazilian Medium | 112 | $6.80 |
| RocketFuel and Cake Cafe | 10/30/97 | Espresso Dark | 300 | $8.02 |

1. We apologize for the addition of yet another coffee reference in an already crowded pantheon.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Customer Name** | **Order Date** | **Item** | **Quantity (lbs.)** | **Price/lb.** |
| WideEyes Coffee House | 11/12/97 | Colombian/Ir ish Cream Flavored | 120 | $5.30 |
| Jitters Caffeine Cavern | 10/01/97 | Ethiopian Medium | 80 | $7.50 |
| Twitchies on the Mall | 12/06/97 | French Roast Kona | 160 | $14.50 |
| Quest Software | 12/12/97 | Colombian | 22,000 | $5.28 |

* + 1. The Basic Table

The first step is to create a default table. In the BeanBox, click the LiveTable component displayed in the ToolBox, then to insert the table component, click in the BeanBox window. The BeanBox displays a default-sized (10 rows by 5 columns) table with visible row and column labels:
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Supplying the Data

The data for the table is contained in the data source. You can provide the data by entering it into the table using the DataEditor, or by specifying that a file is the data source. Start the DataEditor by clicking the data property on the property sheet. Notice that the editor defaults to using the table as the data source.
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The data we want to display is stored in a file. To use this file as the data source:

* + - 1. Click Browse.
      2. Navigate to the *examples/table/datasource* directory of your JClass LiveTable distribu- tion.
      3. Choose the *tutorialdat.txt* file.

When you choose the file, the table display in the editor populates with the data from the data source. Also, the Table size fields should be disabled, as shown in the following illustration:
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* + - 1. To close the editor, click Done. The table displayed in the BeanBox now shows the values from the data source:
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* + 1. Improving the Table’s Appearance

Using some of the properties for modifying a table’s appearance, you can easily move from the basic table to a more interesting table that’s easier to understand, and easier to use. The following sections explain how to set these properties using an IDE.

Adding Column Labels

The table currently displayed in the BeanBox is not very useful to an end-user. Not only is it not interesting to look at, but you cannot tell what kinds of information the various cells contain because there are no column labels. In the original data outline for the table, we indicated that we wanted the following column labels:

* Customer Name
* Order Date
* Item
* Quantity (lbs)
* Price/lb

Labels are cells that can never be edited and can contain any Object (Strings, images, Integers, and so on). Notice that since our data source contained no data for the labels, the LiveTable Bean does not display any labels in the BeanBox.

If you had entered the table data directly into the Bean, you could add the labels using the DataEditor. But since the file is the data source, adding the labels must be done by editing the file. For convenience we have included the labels in another data file. Load this data file using the DataEditor as before. The new file is called *tutorialdat-labels.txt*, located in the *examples/table/datasource* directory of your JClass LiveTable distribution.

By default, the table displays row and column labels that have values. This is controlled by the labelLayout property. Now that you have column labels, the table in the IDE should update to look something like the following illustration:
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Notice that if you click a label in your table, you do not get the focus rectangle the way you do if you click a cell: labels cannot be edited and cannot be the target of a traversal. In certain circumstances, clicking a label performs an action (see [Section 9.4.3, Adding](#_bookmark716) [Interactivity](#_bookmark716)), but in this case the labels do not perform any interactive function.

The labels have a default border and color set to make them stand out from the table. In this exercise, we will take it one step further by changing the colors and fonts of the labels using the StyleEditor, accessed by clicking the styles property on the property sheet:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAkQAAAF2CAMAAAC4ZHdTAAADAFBMVEUAAAAAAIRjY2NjY5yEhISMjIycnJycnM7GxsbOzs7e3t7/AAD///////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////+Yx1/QAAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAGItJREFUeJztnYmCoyq3RqnOSf5Lt+//vLciw96bQRkcIPnWOZ0yKkrJKkTdiPq7/B8AXai3RD8AtOMkWlb+/fv9tyx3ZwrMBZfon/u4O1NgcBaGEhL9s/9BIrDDX+I/FdRE/7ZrIrtgCWf8bGtnli7hjI31E+sa680MWH43f6lNHUq02IqoWKJgQWZmpUTGktDPcGvw6E5+JVLqfVUWSWSWLylL7KKrJPqJ5YFEI/GuiX4tUlFN5M4Yy1rerqjcTHMmsTosP26GX++HVrO+8Jlms66Ss3PlJxfDbmlha3KJ3Ab9/sHFrKczpWKJjBY08ZOSyK4TS+TKPWwwCYn8Eu7bQvuUopBE8TJIdCvZmshXFU6iJZbIla2QiKob//PnJy2RqIloS6zCkkb6xKiJhmKjTRSfuhbpxiK94eXvzzw/rnphS40wPwvN/fHf+OmM3CFjF5E3Wok2Cy4ne3XmyqPsr1ueY87h5M2DZjYk8uxtg1rIZ+YUDg3Lf4zwEj+8SgIgieIENxvfy0tqIgA4RiIAelgl0gC0A4lAN5AIdAOJQDeQCHQDiTyPX6JZt+RkG5epXN4e+UUnAYk8j1iakSXK5e2GPEcS/ebBqz7iITyPh/vl7RF4rHXTOvXQd/yBZ3g4XMZc7uysh8m6+T+uXU8glIgEMofS5+ujeb1eVAgkkRYSPdyqd+AzajMVSqSF8STR+vXsjGUk8hlZf15SkHeyHoq4JrJ/9K6sbjwOLzYtJPInjofOS3R2xphEL6O5yWgs0Zk634U4FBmJ9G4r5AKyEmn6GEMirb+sJgokcoXA/7j1sDWRb2nYzHq1bLE9/B/F6RkLJXIHS7SJTs3GjbyiiVEZNoMZib4ISNQNJIJE3UAiSNQNJIJE3UAiSNQNJIJE3UAiSNQNJIJE3UAiSNQNJIJE3UAiSNRNo0R/liM5YZO/G10qjkDFr34fw2awWaID8+AkOnCTFduDRN1AoiMkuibo6ZMl+l8TbGPzS3Q6CYniqLryrXWkzeauU6LePECiXbZqogaJOtJmtweJxMSA7En0fKPtxO+nWeJmJbcWp90jszVI9CkSuS9rGT+rJEp6kQISZfkkiZ6mWnmuP9cCt5+y6FMS2QROQvrGlqa3doxEav2hlDIfap16T7t59t/7P2Xn840lJPLrKdqy9mnNjswm3QwdbvVyidZW6u/HGTKWSWQK+Gkl8D+fOjhhJSVap/STJWAVmdmcWxJadJhEvJy1U8kXrixxVSgRT262R15pt6l1SWKrbRJF3QHLGUkiW3GQT/HWaMpL9GQSaX/mcvWSTvlIW+mVSFE1EZSvlhLxdYikRFQJuXqNVWqBRMmtNknU03981edIicJbRAUSPQOJnBO6qCayaz41S/NkEvFthzk4uibyNUOPRHTq8hKpSyTSrNv4o6az2eESabqTU3h1Jv2paxOZKbeubw35NtHzgjZRKMgREvmToL5cIuoZWNz57xyJWCY/+j5RWZuInfKK20QqSB61iZRYeGCbSEpUuKETJOJ5++g71vzqTLvCd05R1cEvrwrbRP5TXp3phGFHXZ35Psj0Upay05kpk2Mb1jJvw96DOO0+UVimG5TfJ3KVUAmtl/hCIjerwCJbDV1/dXY/uNmYucSvb1ifyedLhKf4p/PxEnUDiXb5TIn0n+NYjt8kbbbsCFT86rfwkRLpY8Ohj98kbbboCNT86nfwmRJ9DkdIdHw4bEhnBs8FEk1RE60Mm0FIBIm6gUTzSXT+ybOWd64gkZgYlbEzCInERMM2LvlbH7ts5MvQvw13FEYuo7kk+mJGLiNINAkjlxEkmoSRywgSTcLIZQSJJmHkMoJEk2AC9ZsD0Ew50w1Bsay3/COJ8mP23BVBB4nedBb0O/l6x8B++Bnm27rKq0ondgsiKZEO+hXQ8Hl3iASJ3rgyovHndE1orK+JXlT8Lxd47SRqsIhtnC160JB+2o8MSYOd3WBRPHxnkInbY4yvIJCodtRCssZ80yQRq4mqJWJ5E6dKOXQnDRhJEl10r9ZlMjeQcO77Z+JL1w61WCvR+hFKZA5xu0Ri42KhHHE6IdF1bEgkcvkFpCUqLo+0RNqe3rRfWtP0ko9kwpTcnUCiin0cQPQUn42XTQOJXls5Xow4FKZ0+Lms6nTmqh86l7lvZpXWC7VYovTp7J6GdTIUhDUtH4kW0meRk6i2YX0qZfeJ7sorJEpKNNq1xKwSuTaRVeljQShIN4hshETdQCJI1A0kQnhsN5BoippoZdgMQiJI1A0kgkTdQCJI1A0kmkIiNKzHBhJ1A4kgUTcZiQ5+aVkL9XnQ+bynZ/LfeOAy0m0SNbwW7FmfwmcsIVFDDo5FL1t5SC3TlW9c4+XTUEaX0iRR/W4KBz4LU+Qkqs/AwfzZkSiVwvxMHbzUu/c+viaq3w0kgkQSSDSfRM1Ri4Ubh0T13CMRH2WIf6GI2WwYvA+EpRj9Xq0oerdHIj+MxcZ4FnZYlqcd+aIghV22K5ES4/bQYIiXYCRS6v1PtUikFMs/k8jP35OIAmRFL4pcDPNLnyIRy2SDRGwAKGuKH6PJDb/iV9FUE4UpxDhPPoXW+xL59T3XKWQlevtj/m+oiRQbzojXRE6t3ZpIhAmzsPh0nGdCIt4NoAVK3iWRc4SUYIPG8RXk6Yyn8ANIhUqUSKTZQFFKnV0RKYc2EilbCR0qkf8lGiXKns60jmuiTmR77SiJ3HwVrpCXiGZVS0Ty8aHGToQcMhItOxIx6Uoloj+EVokyXUCSEh3V1J5WIjZi5lUSaa7EH69Pvk20I1GiTUS/Q/LqjPrbUZsoPJ3l2kSup5k+sjJieWtvE9VKxNpJvRJpN8r9dRLplESxQ4FENs8lNRH7FdKX+K7rq7g6C/pVX981p/PqrEIimnmQRK4Br6+TSJMSdHW2cYnPapsSifhvsHOfaKhuUs0S0VCq1DTWQiLX8n1/PjMppETcgrKrs2tPZ4SXKOUQa1iz0xMkEuBm43x3rE8FEjUBiTiQqImpJBqy39nzEnzGIJGYGBWRwY2DYznfbGE3JBIToyIl2l9937MD8Bn7LIlSobBLaqZZGxKdJdHxo/oeSzp/fUUDiZpKQucl+h4mbVhDopGYoiZKShQ/hLCYm8pOIn+zViWfIAWI50wFKXzGIJGYGJBNieyjH/8og0nknl+7Z5D7Enl5ClP4jEEiMTEgWxJ5l/yyQCInQ7lEMhEk2mViiUQNpOjR6O0SfR+ioAYlVxMVSaSsCVWns9IUPmMYIOZNr0TcRzMdxqSVxKil19mVSJzQooZ1RU1EDev2muiLoaA0OZEhWs5GELpMItewFg0k+7lKxKPUy2qiyhQ+Y5DoDYXHrtRKZIv45UZj0CxK1s6X4zb4eFr3v5v2W6TT7Vz3ib6Y96HwEbHah1PzKNlHYhgNnpx542oiK4ITaf3BRrHaDO2nFhskmoQdicIBfXISvSKJNJfoVScR3zgkGp8WiVjMvq+JtJYSaSaRrpIouP0AicanrSbi6cOei6IdpHUoTkqil5BI5E1KtB8uBolugBrWTacz1oCOGtavQChulf/KznvpvMmaaJcDbqEV4DMGid6wS/wHMymS6OFXae6CVt2pccrTmTlOBb/dUB1r+pjujvVempslegSj1IpK3HUn1lGrYG4g0VESmbMcSWR/urYBawrQcHrXnHxPQxTUoGw9gM2meZcxf7lT1R3r0hQ+Y9FT/D2J2E23E47YtUwskc4EpbHHHsttQWmPhz9h5WqizxnY8wiJrqkuN56dhUFp6+pOh3uC0ujNGGzE7PzpbG6mqIlWMhLFQWl2dapT7ghKYxK5hjWXSLPT2fxMLFEuKM2ufq9EjNJL/XmZWCIzVSLR2lqukqg0hc/YVnjsHa90upSpJSqqiS6PbBz+SB7OZ0iUaBXdF9k4/JE8nCMkqh4QqZoog5uRjeb3WU24I7IRErXQ1oG7gvU9A/PcsT789x8dSASJuplUopHjiRqPZN+t2Ct3GW8nmqjnjppol/YyqT2eR0nUenQ6JDoo1awS7aaZryZqS/ZdErGn7rUvc4ZEpyScUSKSBxKlMtyW7LsksvgRU5QqtgkSnZJwWonc2HNVIxQkJcoHpUXdqFcuDkqr5p0sffFTkLBjl/x70c4/SiKdiSfSo73k6uE//HfxRNZ8MckaLtgpRRCxvfvYN5KoSIP720SHS5SKJxrsJVfh8F5h2UYSvaJ+nCH8jk1WogRyKZPo9XLDZW7uMNSOthNkpZqqqzPRJipk63Q2fjyRD1BzwWiyR5YLFCGJjEHbZ7YtiWjDmn+4LssUmUJK0Es19nd4/+msiWxNpCeJJ9KsIEVPUN+HLyXRZpnkJeKhty7+1ihsJ329WCORTuzPL4om6rlNolniiXicLJfILGuTiFrBXKIwftvvj+ayqohL9CqQKNyfXxRN1HO/RLJVFPb2uD2eyEfsxxK501y9RH7pZk1kY3O5RCSwqIn0XsM63l+4ZEqJ0vFEpq00VDyRbxVFpzPXhKlsWHO2JPI9k+L6SYu7Ci9rb4EHnyTRDkPdbHQ9p7lO6YY1+wVaJbIbpk7bogpkJ9BpbzY2Mb1EJRwgUe8uW1MdIdH58bHfKNH5CceS6BJEBj8xKO2QA3NByo+RaCQgESTqBhJBom6OkqgrRvfKXaaPQMevfh3DZvAgiSYGEnUDiSBRN5AIEnUDiSBRN5FE34c4FCMzbAZDib6YYcvIMWwGIRE4BkgEuoFEoBtIBLqBRKAbSAS6gUSgG0gEuimX6JKIy1+eVyV6nn1sv4YKic7OiuXZsqOWRJDoKCAR6AYSzQF7E0F+1J67hmKpk4i/EmXj5SjyzSns2+YLVexC40PZjvxqNlG0sa3cTSeR5v07xQh0/K0pvtun7ATqOiyfQZVE8ZsDsqQdKPZBle3Ir2YTlZlnl84lkX0FAr1kg/qVC6H8Wwz8aKvOp/MqqhqJ/Dsoghcsufd+ccekAv5dl/5/vxV62ReTSCV2pGk3SoU7epLiKkxEO5KZmkWiVzDAM5doJS+RjiQ6JSirXiKmAitQJSuCZD2i+IqKilmu6SUKduTFEzoEEvF0/iV3mdxNI5H5wV5PwJRxSwKJSJ7Ta6JDJPLz0m2SpETJFXYl0iRQeLbKS0QzaEdztYl8QBq9LcWfxdx8TW/ecf80JIp3dJxEM9ZE/uVxw7WJmiQKVCiSKJkyuaZoExVIFCRizrCfHyARv8QSV2ey/aPpdBZdnY0hkSumKonEVKlEYi9bErmf8ursEyWqR5zyzqNWokvAzcaAYYP0DZBoBiBRPZAoABLVA4kCPkmi/Ze8zcbZh/cgZpGoJITrhBvmN3P34S9k8HySRPvrPl+qnoZ4w2VpemtlS6LzD/AhQKKLfIBEt1EpUW0hQaJDqJSo9XXZDcld9kii1CMprf1t37dENIJINOE/2AgjSon1FjZghBLz3GA4JsFrkSNLhENKir24Hy/aSrgDnx2f1E61l+ulXFQT2cPxp+wP8M2GRGFsB0lEfrhylP6woieJaBRJPnSNlMiXrZMoHHoyIRETVFEit6MlkVAFe51LIhqU4iSOlMjJI587MYmigYwKJHIzNySi2S+5lS2JKNUrXm9Z5IzJJdInPwk7RiIfEqg0H6V0XyLfhK6QKJVoXyJWyQRnrrxEyqWK0pxYIkciJHIP7jfC9RshiUrbspmaSJdJ5E5NYZFtSbQmEjVRlCiWSO5IpM1KFCbyteQn1EQPHlB0LLwmKrMoLVFRTcRGhKTy2KmJZB0m5yq2BeFDtKNYItr1i38JD0NcE00oERtIdRKJGPHVWXg6C4pXSiQcyEgkfaGrs+h0lt2fvDoLaiLahfgFJpOIjS04rkQ74D7RXSROZztXaq4yMD1xzE934S1XVMr3CoRE3yGR9uPLb7er7WU1k0inJdKQqDdRYSHeTf3NRhe5LCUiX9iaNO8iifDs7BbaJFKRROlV/fzuS/yS6JtrhoRcIFFIa03kT2deqIxIhv6bjfsgnuguuvOZbg6FHHLHegfURHfRL3uqNRQBiSBRN06iimAQlz1INDzXSlTzbk6XPUg0PBdLVEvqKX6OVSJ+1U6PPdzFvHJfF3GZyBIptpLiz2f5j9cSpI+2pNgXpViiJZ0o2oL5bDxqVzOVRDod2WhnPrOPOJ1AwiTx0JUXrXyoKh/qlkU2kmBMvd3IRv9z0mdnxdSGxToOlSgR2fjmVyLyQ1GBsA9Zs/DKRS25yEaeuDiyUe7aSaTYjpZUwqmf4heztNKevf3IRouXKHq4XiCRm9yQiL7tRTYmhdiNbIzy8qkSXU1RUJqFS5QJStuUKBOUti1RMigtUc0UBKVBopMoCkqzsNNZojIJK4j4dBb7lkgYnM6CHcUS0R53g9Ig0UkUBaVZWMM6cToLaxWVKrlUUFpCzL2gtGSNtBuUxhMoSHQcuE80A5CoAUgkgUQNQCLJTN2od4BEd3HtfaKKp/g+e5BoeKbpi78PgtLugg/LYCfP2A3iiT6/JvLvz9eQqABIJGFdhqjzous+5F6Z3y/WNb09GoqpCUgk2ZCID5zXu5tjulHn4onM7P14IhfWURNPJCKE2B3rzXgitwf2pSCeSIktvD97D/tF1EukTCch5Qo119vD9exavxzVF3/7TWm5p1PykcfGY4/w2Rktx5vSNuBtIpLosSWRvqsbdS6eSHuJyA9XjsEjM8XLlVcurs7JSOTL1klEiRISLeQLbWw3nkg6Np9E4TBDmzWR+byhG/VGPJGQKHouWiARK/mcRDR7P54oIURBPNHkElVwXzdqu71EKIhrE+Uk4lHMpRKJwOxiiVS0+ThRtJh2FKSpLpx7mKUb9XZQWiRRJiiNORNLlAlK25YoE5S2KVEuKE3O/PiaSEqUaRNxjnrxJ4LSRmSavvh6Iygt6u2RaBPJmkUs5w5EEgVNHCeR2EuqmpN7XhCUtgX64p+YqKdgLgQ9YBuARJKZOi/uAInuAhI1AIkks0iEN6UNzDTdqPdBUNpdzNSNegfURHcxuOyQaAYgUQOQSAKJGoBEkpkkQlDaoNx9/bEHgtLAASAoDXRzZFAa++vflUhE9xdL5PsCRNXMBweljU/Rm9LCmigXlLZVE+WC0jZrolxQWtz8KXhTGmqisygKSgvaRMEZiYTYahPJ2bJFo8Sc/aA00SYyMwuC0iDRWaQb1g4bIvf+5P3O0g3r7X5n6Yb1Tr+zdMM67HemfCK2u8g+tnCufmfjg/tEoBtIBLqBRKAbxBOBboxEd+cCTA0kAt1AItANJALdQCLQDSQC3UAi0A0kAt1AItANJALdQCLQDSSagwcN7bH+fIQvPz9lqIZCINEkGGvE26wfbt7DjdLwSNh1AZBoEkz9o7X3xxlj/9nqiY1FdB2QaHjW/oG+JkpIZJaYf2b+LZ0X7zxGYAcalkHTgAwOTaczTV8uzh4kGh4mUXg6s9ihqpIN7iuyB4mGZ0Mi0SZ6oCYCOcTpjMbJG+XqDBLNwCyvlrk7I2ADSAS6gUSgG0gEuoFEoBtIBLqBRKAbSAS6gUSgGyFRdmDEok3lU7e/3QISzUCZRH9KNpVPDYk+m5skKn0IB4lmABKBbuok8sGO9D/psKZWqdSLS03pfQAcTWqxNZ89SDQ8kUQpC0gizYp9/WSVypp6QyJhkIyidFt7hFUUJJqBXokeQeodiYJN8EkdGaQh0RyEEiUdSkrk6qGHSN0lEU5nc9IokT0VaV7uB0gUWQSJZiCQyA14k5fIuaNFn6Lt1EUNa9RE03L0Jf6WRG3Zg0TDA4lAN3jsAbqBRKAbSAS6kRJlKdlUPjUk+mxkUFquLimzIJsaEn02iGwE3UAi0A0kAt1AItANJAJfACQC3UAi0A0kAt1AItANJALdQCLQDSQC3UAi0A0kAt1Aou8lH6JWjNkQJPpessGyxdh3Y0Gi76UjJlZuARJ9L5AIdAOJQDeQCHQDiUA3kAh0IyV6v3QmtZayS9fJYBVI9PWEEoWKuNn+ByQCIamayPwzrigmllkIiUBAWiK1muNlgkRgi9TpzFmy+mNna+8WJAIBOYnceY1ZxWYktgCJvpdIIiMNtYrYByQCSXCfCHQDiUA3kAh0A4lAN5AIdPOnP8oaEn093THWCyQCBwGJQDeQCHQDiUA3kIho7QD69UAiovq2CSQyQCICEjUCiQhI1AgkIiBRI5CIgESNQCICEjUCiQgpUa4zHwMSGSAREUqU7MzHgUQGSEREElHAuuj64IFEBkhEbEikIdEGkIjYlShsJUEiAyQi9muiAEhkgEREqmGN01kBkIhIXuK7lxq47sUcSGSARARuNjYCiQhI1AgkIiBRI5CIgESNQCICEjUCiRiIsW4DEhGN/T+BkQiAHiAR6Eb9/Q+APhQAvfw/v/xlgsJPapYAAAAASUVORK5CYII=)

To begin, select the column labels. In the Selected region box:

* + - 1. Choose label from the Row pull-down menu.
      2. Choose all cells from the Column pull-down menu.

This applies any settings you choose to the column labels. Next, choose the font and size of the label text. In the Font box:

* + - 1. Choose Times New Roman from the font pull-down menu.
      2. Choose 14 from the point size pull-down menu.

Note: The type of font displayed on a user’s system depends entirely on the fonts that are local to that user’s computer. If a font name specified in a Java program is not found on a user’s system, the closest possible match is used (as determined by the Java AWT).

Finally, change the color of the label text. In the Color box:

* + - 1. Choose Foreground, then select a white color from the Swatches tab.
      2. Choose Background, then select a blue color from the Swatches tab.
      3. You should be able to see these changes in the sample table in the StyleEditor. Click

Done to commit the changes and return to the BeanBox.

Your changes are now visible in the BeanBox. You now have a basic table with labels colored and text formatted to differentiate them from the rest of the table cells.
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Label Layout

You can change the position of the labels relative to the table, and control their distance from the table to help make the labels even more distinctive. By default, labels are displayed right against the table border. You can make it stand off by using the LabelLayout editor, accessed by clicking the labelLayout property on the property sheet:
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For this exercise, you are going to add some space between the column labels and the top of the table and take out the row labels. In the LabelLayout editor:

1. In the Label Display box, both row and column labels are selected by default. Clear the Row label display check box.
2. In the Labels Offset box, change the value in the Column field from 0 to 2 pixels.

The changes are immediately reflected in the editor and the BeanBox.

1. Click Done to commit the changes and return to the BeanBox.

Having changed the alignment and font, your table should now look something like the following illustration:
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Changing the Cell Borders and Thickness

JClass LiveTable has properties that you can use to change the way the cell borders and cell spacing appears.

There are a number of choices for cell borders, outlined earlier in the description of the style property. For the example program, you’re going to thicken the cell borders and change the border style. This involves working with the cellBorderWidth and styles properties on the property sheet.

1. First, to change the cell border width value, simply edit the value in the text box for the cellBorderWidth property. Set the value to 2 instead of the default (1).

To change the cell border type for the table cells and labels, you need to call the

StyleEditor (again, click styles in the property sheet).

1. To begin, select all non-label cells. In the Selected region box, choose all cells from the Row pull-down menu and choose all cells from the Column pull-down menu.

Now that you have selected all cells, change their border:

1. Click the Types drop-down list in the Borders box and select border in.

To change the border type for the column labels, you now need to select all column labels. In the Selected Region box:

1. Choose label from the Row pull-down menu and choose all cells from the Column

pull-down menu.

This applies any settings you choose to the column labels. Now, change their border:
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   * 1. Adding Interactivity

In a real-world situation, our example table would likely be used to track orders and accounts with a large number of customers. Your users will likely want to update the data, sort the information displayed in the table, and select sections of the table to perform operations on them.

We’ll add some basic user-interactivity to our example table to give you a sense of some of the things JClass LiveTable can do. You can explore user-interactivity further in [Programming User Interactivity, in Chapter](#_bookmark490) 6.

Controlling Cell Editability

Using the LiveTable Bean, the data source is editable by default. You can change the editability of cells using the EditState property. Note that in the data source, Quest Software has ordered 22,000 pounds of coffee. This is obviously a typographical error, but we’re going to make sure Quest Software gets all 22,000 pounds of coffee by not allowing that cell to be edited.

Invoke the style editor by clicking styles on the property sheet.

In our original data, the cell containing the value 22,000 was located at row 6, column 3. (Recall that arrays in Java are zero-based – thus, the row and column indexes begin at

zero.) You can either select this cell with the mouse, or type these values in Row and

Column fields in the Selected region box.

Note that each cell in the editor’s table reflects its current traversable and editable state. A cell that is editable must also be traversable, but a cell that is traversable does not necessarily have to be editable. For this particular cell, leave traversability on, and simply unset its editability:

* + - 1. In the Interaction box, clear the Editable checkbox. This makes the cell traversable but not editable, as is displayed in the editor’s table.
      2. Click Done.

Now we can be sure that nobody will change Quest Software’s coffee order!

Enabling Cell Selection

JClass LiveTable provides methods that set how users can select cells, ranges of cells, and entire rows and columns. Selection is enabled by setting the SelectionPolicy property. By default, cell selection reverses the foreground and background colors of the cells to highlight the selection. You can enable selection by choosing a value from the SelectionPolicy pull-down menu in the LiveTable property sheet.
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1. Choose SELECT\_MULTIRANGE. This allows users to select one or more cells in rows or columns by clicking and dragging the mouse, or using keyboard combinations.

By default, setting the SelectionPolicy property enables selection of entire rows or columns by clicking on the row or column label. When the user clicks on the column label, the column display, including the label, is reversed to highlight the selection. You can configure the table not to highlight the label by setting the SelectIncludeLabels property to false.

Resizing using Labels Only

By default, users can resize rows, columns, and labels by clicking on their borders and dragging to resize. You can change this functionality to have the resize capability available only from the label; to resize a column, the user resizes its label rather than its cells. LiveTable provides the allowResizeBy property to enable this feature. In the property sheet, change the allowResizeBy property to RESIZE\_BY\_LABELS.

Changing the Focus Rectangle Color

Finally, some of your users have complained that it’s hard for them to see what cell currently has focus because the focus rectangle is plain black. You can change the color of the focus rectangle easily by setting the focusColor property:
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When you click on the FocusRectColor property, the default color chooser appears.

Choose red from the color chooser. Now your users should be able to see the focus rectangle clearly.

* + 1. The Final Program

Your simple table program has evolved into an interactive, easy-to-understand utility. Although it’s far from being a real order-tracking system, using a few more

JClass LiveTable features, it soon could be. The following illustration shows all of the visual changes that you’ve accomplished. From here you can try out other properties and see how they affect the table’s appearance and behavior.
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*Appendices*

### Appendix A

#### Event Summary

This table is a quick reference to JClass LiveTable’s events and their corresponding event listeners. Event listeners may use up to three methods that are used during the process of executing the event. The standard naming convention for these methods are before<Event>, <event>, and after<Event>. For details on how to use events and listeners in your programs, see [Events and Listeners, in Chapter](#_bookmark586) 7.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Event and Description** | **Event Methods** | **Action** | | | **Listener Interface** |
| **before** | **on** | **after** |
| JCCellDisplayEvent | getRow |  |  |  | JCCellDisplayListener |
|  | getColumn |  |  |
| Posted when a cell’s contents are to be displayed in a table. | getCellData getDisplayData setDisplayData |      |  |
| JCEditCellEvent | getRow |  |  |  | JCEditCellListener |
|  | getColumn |  |  |  |  |
| Posted when a cell’s contents are to be edited. | getEditingComponent getType isCancelled setCancelled |        |       — |       — |  |
| JCPaintEvent | getType |  |  |  | JCPaintListener |
|  | getStartRow |  |  |  |
| Posted when a portion of the table is painted. | getStartColumn getEndRow  getEndColumn |      |      |  |
|  | getCellRange |  |  |  |
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|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Event and Description** | **Event Methods** | **Action** | | | **Listener Interface** |
| **before** | **on** | **after** |
| JCPrintEventa | getGraphics |  |  |  | JCPrintListener |
|  | getMarginUnits |  |  |  |  |
| The event posted for each page during the printing process. | getNumHorizontalPages getNumPages getNumVerticalPages  getPage |        |        |        |  |
|  | getPageDimensions |  |  |  |  |
|  | getPageMargins |  |  |  |  |
|  | getPageResolution |  |  |  |  |
|  | getTableDimensions getType | —   |    | —   |  |
| JCResizeCellEvent | getRow |         —      —     |  |         —      —    — | JCResizeCellListener |
|  | getColumn |  |  |
| Posted when a cell in the table is resized. | getCurrentRowHeight getNewRowHeight  setNewRowHeight |      |  |
|  | getCurrentColumnWidth |  |  |
|  | getNewColumnWidth |  |  |
|  | setNewColumnWidth |  |  |
|  | isCancelled |  |  |
|  | setCancelled |  |  |
| JCResizeCellEvent | getRow |  |  |  | JCResizeCellMotionListenerb |
|  | getColumn |  |  |
| Posted while a cell is being resized. | getCurrentRowHeight  getNewRowHeight setNewRowHeight |      |  |
|  | getCurrentColumnWidth |  |  |
|  | getNewColumnWidth |  |  |
|  | setNewColumnWidth |  |  |
|  | isCancelled |  |  |
|  | setCancelled |  |  |
| JCScrollEvent | getAdjustable |  |  |  | JCScrollListener |
|  | getDirection |  |  |  |
| Posted when a user resizes a row and/or column. | getEvent getType getValue setValue |        |       — |  |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Event and Description** | **Event Methods** | **Action** | | | **Listener Interface** |
| **before** | **on** | **after** |
| JCSelectEvent | getType |  |  |  | JCSelectListener |
|  | getStartRow |  |  |  |  |
| Posted when a user selects one or more cells. | getStartColumn getEndRow getEndColumn  isCancelled |        |        |        |  |
|  | setCancelled  getAction |    |    | —   |  |
|  | getActionString |  |  |  |  |
| JCSortEvent | getColumns |  |  |  | JCSortListener |
|  | getNewRows |  |  |
| Posted after a |  |  |  |
| sortByColumn call. |  |  |  |
| JCTableDataEvent | getRow getColumn |  |    |  | JCTableDataListenerc |
| Posted when the TableDataModel object is modified. | getNumAffected getDestination getCommand |      |  |
| JCTraverseCellEvent | getRow |  |  |         —  —      — | JCTraverseCellListener |
|  | getColumn |  |  |
| Posted when a user traverses from one cell to another. | getNextRow getNextColumn setNextRow  setNextColumn |        |  |
|  | getTraverseType |  |  |
|  | isCancelled |  |  |
|  | setCancelled |  |  |

1. JCPrintEvent actions are not before<Event>, on<Event> and after<Event> as they are with other events; the action events are printPageHeader(), printPageBody() and printPageFooter().
2. JCResizeCellMotionListener has one method: resizeCellDragged(). It is called repeatedly during cell resizing.
3. JCTableDataEvents are posted by the table’s data source, and not by the table itself.
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### Appendix B

#### JClass LiveTable Property Listing

[*Properties of com.klg.jclass.table.JCTable*](#_bookmark743)■ [*Properties of com.klg.jclass.table.CellStyleModel*](#_bookmark823)

[*Properties of com.klg.jclass.table.beans.LiveTable*](#_bookmark841)

The following lists summarize all of the JClass LiveTable properties. Each of these properties have two *accessor methods*: set and get. Methods are instantiated using set(PropertyName), and you can retrieve the current value of any property using the property’s get method.

The lists below are organized by the class that their accessor methods are called in, and further by the type of property. The lists show the property, a brief description, and either its enumerable value, defined by JCTableEnum or an example of a value for setting the property. Default values are marked with an asterisk (\*).
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###### Properties of com.klg.jclass.table.JCTable

|  |  |  |
| --- | --- | --- |
| **Name** | **Description** | **Values/Examples** |
| AllowCellResize | The AllowCellResize property specifies whether and how an end user is able to resize rows and columns. | JCTableEnum.RESIZE\_ALL\* JCTableEnum.RESIZE\_NONE JCTableEnum.RESIZE\_COLUMN JCTableEnum.RESIZE\_ROW |
| AllowResizeBy | This property determines whether row heights and column widths can be resized by labels. | JCTableEnum.RESIZE\_BY\_LABELS\* JCTableEnum.RESIZE\_BY\_CELLS JCTableEnum.RESIZE\_BY\_ALL |
| AutoEdit | Determines whether an editor is automatically displayed in a cell when it is entered. | boolean value: default false |
| AutoScroll | This property sets how the table scrolls when the user moves out of the bounds of the displayed table. | JCTableEnum.AUTO\_SCROLL\_NONE\* JCTableEnum.AUTO\_SCROLL\_ROW JCTableEnum.AUTO\_SCROLL\_COLUMN JCTableEnum.AUTO\_SCROLL\_BOTH |
| CellBorderWidth | Sets the shadow thickness around each cell. | integer: number of pixels |
| CharHeight | Height in characters of individual cells. | specific row number, JCTableEnum.LABEL, or JCTableEnum.ALL, plus the number of characters |
| CharWidth | Width of column in characters. | specific column number, JCTableEnum.LABEL, or JCTableEnum.ALL, plus the number of characters |
| ColumnHidden | Determines if the column is hidden. | boolean value: default false |
| ColumnLabelDisplay | Determines whether the column labels display in the table. | boolean value: default false |
| ColumnLabelOffset | Distance between column labels and table cells. | pixels (default: 0). For example:  setColumnLabelOffset(4) |

|  |  |  |
| --- | --- | --- |
| **Name** | **Description** | **Values/Examples** |
| ColumnLabel Placement | Location of the column labels (top or bottom of the table). | JCTableEnum.PLACE\_TOP\* JCTableEnum.PLACE\_BOTTOM |
| ColumnSelection | Selects a range of columns. | int column range |
| Component | Swing and lightweight AWT components in individual cells. | row and column index, component |
| ComponentBorder Width | This property determines the spacing between the border of a cell and the cell component. | integer value (pixels) |
| Cursor | Creates a cursor and determines the cursor type. | Cursor.CROSSHAIR\_CURSOR Cursor.DEFAULT\_CURSOR  Cursor.E\_RESIZE\_CURSOR Cursor.HAND\_CURSOR Cursor.MOVE\_CURSOR Cursor.N\_RESIZE\_CURSOR Cursor.NE\_RESIZE\_CURSOR Cursor.NW\_RESIZE\_CURSOR Cursor.S\_RESIZE\_CURSOR Cursor.SE\_RESIZE\_CURSOR Cursor.SW\_RESIZE\_CURSOR Cursor.TEXT\_CURSOR Cursor.W\_RESIZE\_CURSOR Cursor.WAIT\_CURSOR |
| EditHeightPolicy | Vertical sizing policy for cell editors. | JCTableEnum.EDIT\_SIZE\_TO\_CELL\* JCTableEnum.EDIT\_ENSURE\_  MINIMUM\_SIZE  JCTableEnum.EDIT\_ENSURE\_  PREFERRED\_SIZE |
| EditWidthPolicy | Horizontal sizing policy for cell editors. | JCTableEnum.EDIT\_SIZE\_TO\_CELL\* JCTableEnum.EDIT\_ENSURE\_  MINIMUM\_SIZE  JCTableEnum.EDIT\_ENSURE\_  PREFERRED\_SIZE |
| FocusColor | Determines the color of the focus indicator. | Any java.awt.Color object. |

|  |  |  |
| --- | --- | --- |
| **Name** | **Description** | **Values/Examples** |
| FocusIndicator | This property sets the focus indicator. | JCTableEnum.FOCUS\_RECTANGLE\* JCTableEnum.FOCUS\_DASHED\_  RECTANGLE  JCTableEnum.FOCUS\_NONE JCTableEnum.FOCUS\_HIGHLIGHT |
| Font | Sets the font for the entire table. | array of colors |
| Foreground | Sets the foreground color for the entire table. | array of colors |
| FrameBorder | Sets the border for the frame around the table. | CellBorderModel |
| FrameBorderWidth | Sets the thickness of the frame around the entire table. | pixels (default:0). For example:  setFrameBorderWidth(5); |
| FrozenColumn Placement | Sets the location of all frozen columns within the component display.  Changing the placement of frozen columns does not change the location of the columns in the table's internal CellValues. | JCTableEnum.PLACE\_LEFT\* JCTableEnum.PLACE\_RIGHT |
| FrozenColumns | Specifies the number of columns from the start of the table that are not horizontally scrollable. | number of columns to freeze. For example: setFrozenColumns(3); |
| FrozenRow Placement | Specifies the location of all frozen rows. | JCTableEnum.PLACE\_TOP\* JCTableEnum.PLACE\_BOTTOM |
| FrozenRows | Specifies the number of rows from the start of the table that are not vertically scrollable. | number of rows to freeze. For example: setFrozenRows(2); |

|  |  |  |
| --- | --- | --- |
| **Name** | **Description** | **Values/Examples** |
| HorizSBAttachment | Attach point for horizontal scrollbar. When set to SIZE\_TO\_CELLS, the  scrollbar ends at the edge of the visible cells. When set to SIZE\_TO\_TABLES, the scrollbar is attached to the whole side of the table. | JCTableEnum.SIZE\_TO\_CELLS\* JCTableEnum.SIZE\_TO\_TABLE |
| HorizSBDisplay | Determines when to display horizontal scrollbar. | JCTableEnum.SBDISPLAY\_ALWAYS JCTableEnum.SBDISPLAY\_NEVER  JCTableEnum.SBDISPLAY\_AS\_  NEEDED\* |
| HorizSBOffset | Distance between the table and horizontal scrollbar in pixels. | integer: number of pixels. For example: setHorizSBOffset(3); |
| HorizSBPosition | Position of horizontal scrollbar. When set to POSITION\_BY\_CELLS, the  scrollbar is attached to the visible cells. When set to POSITION\_AT\_SIDE, the scrollbar is attached to the whole side of the table. | JCTableEnum.POSITION\_BY\_CELLS\* JCTableEnum.POSITION AT\_SIDE |
| HorizSBTrack | Determines how the horizontal scrollbar acts during scroll tracking. | JCTableEnum.TRACK\_LIVE\* JCTableEnum.TRACK\_COLUMN\_  NUMBER  JCTableEnum.TRACK\_ROW |
| HorizSBTrackRow | Determines the row number whose text is displayed when  JCTableEnum.TRACK\_ ROW is used with setHorizSBTrack() | JCTableEnum.LABEL  or  integer value (row number’s cell data) |

|  |  |  |
| --- | --- | --- |
| **Name** | **Description** | **Values/Examples** |
| JumpScroll | Determines whether the table will visually scroll smoothly or whether the display will ‘jump’ to display the cells scrolled to. | JCTableEnum.JUMP\_NONE\* JCTableEnum.JUMP\_HORIZONTAL  JCTableEnum.JUMP\_VERTICAL JCTableEnum.JUMP\_ALL |
| LeftColumn | Indicates the non-frozen column at least partially visible at the left side of the window. | integer: column number |
| MarginHeight | Specifies the distance (in pixels) between the inside edge of the cell border. | integer: pixels. For example:  setMarginHeight(4); |
| MarginWidth | Specifies the distance (in pixels) between the inside edge of the cell border and the left/right edge of the cell’s contents. | integer: pixels. For example:  setMarginWidth(3); |
| MaxHeight | Sets the maximum number of pixels for a row’s height. | integer value (pixels) |
| MaxWidth | Sets the maximum number of pixels for a column’s width. | integer value (pixels) |
| MinCellVisibility | Minimum visible percentage of a cell. | integer: 1 to 100 |
| MinHeight | Sets the minimum number of pixels for a row’s height. | integer value (pixels) |
| MinWidth | Sets the minimum number of pixels for column’s width. | integer value (pixels) |
| PixelHeight | Row height in pixels. This property controls the height unless set to  JCTableEnum.NOVALUE. | integer value (pixels) Special values: JCTableEnum.VARIABLE JCTableEnum.AS\_IS  JCTableEnum.VARIABLE\_ESTIMATE |

|  |  |  |
| --- | --- | --- |
| **Name** | **Description** | **Values/Examples** |
| PixelWidth | Column width in pixels. This property controls the width unless set to  JCTableEnum.NOVALUE. | integer value (pixels) Special values: JCTableEnum.VARIABLE JCTableEnum.AS\_IS  JCTableEnum.VARIABLE\_ESTIMATE |
| PopupMenuEnabled | Determines whether or not to display the table popup menu. | boolean value  default: false for LiveTable default: true for JBdbTable and DSdbTable |
| RepaintEnabled | Sets whether the table should be redrawn and recomputed whenever one of its properties is set. | boolean value (default: true) |
| ResizeEven | Specifies that when a user resizes a row or column, all of the rows or columns also resize the same amount. | boolean value (default: false) |
| ResizeInteractive | Determines if a table is repainted to reflect column width or row height changes if they are resized interactively. | boolean value (default: false) |
| RowHidden | Determines if the row is hidden. | boolean value (default: false) |
| RowLabelDisplay | This property has a boolean value to determine whether the row labels display in the table | boolean value (default: true) |
| RowLabelOffset | Offset between row labels and table. | integer: number of pixels |
| RowLabelPlacement | Location of the row labels. | JCTableEnum.PLACE\_LEFT\* JCTableEnum.PLACE\_RIGHT |
| RowSelection | Selects a range of rows. | integer range |

|  |  |  |
| --- | --- | --- |
| **Name** | **Description** | **Values/Examples** |
| SelectIncludeLabels | Sets the selection behavior for row and column labels. When true, full column or row selections do not change the visible properties of the label. When false, the row or column label is changed. | boolean (default: true) |
| SelectedBackground | Background color for cells that have been selected. The default is the cells’ foreground color. | Color value. For example:  setSelectedBackground(Color.  yellow); |
| SelectedBackground Mode | Sets the table’s background color for selected cells. | JCTableEnum.USE\_SELECTED\_  BACKGROUND  JCTableEnum.USE\_CELL\_  BACKGROUND  JCTableEnum.USE\_CELL\_  FOREGROUND |
| SelectedCells | List of selected cells. | Vector or JCCellRange |
| SelectedForeground | Foreground color for cells that have been selected. The default is the cells’ background color. | Color value. For example:  setSelectedForeground  (Color.blue); |
| SelectedForeground Mode | Sets the table’s foreground color for selected cells. | JCTableEnum.USE\_SELECTED\_  FOREGROUND  JCTableEnum.USE\_CELL\_  BACKGROUND  JCTableEnum.USE\_CELL\_  FOREGROUND |
| SelectionModel | Specifies the mode for selecting, based on cells, rows, or columns. | SelectionModel |
| SelectionPolicy | Sets the type of allowable selection. | JCTableEnum.SELECT\_NONE JCTableEnum.SELECT\_SINGLE JCTableEnum.SELECT\_RANGE JCTableEnum.SELECT\_MULTIRANGE |

|  |  |  |
| --- | --- | --- |
| **Name** | **Description** | **Values/Examples** |
| SeriesDataSorted | Specifies if series are sorted when the table is sorted. If set as true, the series information sorts with the table data. | boolean (default: true) |
| StoreImageEnabled | Determines whether an image of the table is maintained off-screen. | boolean (default: false) |
| TopRow | Indicates the non-frozen row at least partially visible at the top of the table. | integer: row number |
| TrackBackground | Determines the background color of the track component. | Color value |
| TrackCursor | Determines whether the cursor changes. | boolean (default: true) |
| TrackForeground | Determines the foreground color of the track component. | Color value |
| TrackSize | Returns the size of the track component. | Dimension value |
| TraverseCycle | Specifies that when a user traverses to past the top, bottom, left, or right of the table, the traversal wraps to the opposite side. | boolean (default: true) |
| VariableEstimate Count | Sets the number of cells to use in estimating variable pixel calculations. | default: JCTableEnum.ALL |

|  |  |  |
| --- | --- | --- |
| **Name** | **Description** | **Values/Examples** |
| VertSBAttachment | Attach point for vertical scrollbar. When set to SIZE\_TO\_CELLS, the  scrollbar ends at the edge of the visible cells. When set to SIZE\_TO\_TABLE, the scrollbar is attached to the whole side of the table. | JCTableEnum.SIZE\_TO\_CELLS JCTableEnum.SIZE\_TO\_TABLE |
| VertSBDisplay | Determines when to display vertical scrollbar. | JCTableEnum.SBDISPLAY\_AS\_  NEEDED\* JCTableEnum.SBDISPLAY\_ALWAYS JCTableEnum.SBDISPLAY\_NEVER |
| VertSBOffset | Distance between the table and vertical scrollbar. | integer: number of pixels. For example: setVertSBOffset(4); |
| VertSBPosition | Position of vertical scrollbar. When set to POSITION\_BY\_CELLS, the  scrollbar is attached to the visible cells. When set to POSITION AT\_SIDE,  the scrollbar is attached to the whole side of the table. | JCTableEnum.POSITION\_BY\_CELLS JCTableEnum.POSITION\_AT\_SIDE |
| VertSBTrack | This property determines how the vertical scrollbar acts during scroll tracking. | JCTableEnum.TRACK\_LIVE\* JCTableEnum.TRACK\_ROW\_NUMBER JCTableEnum.TRACK\_COLUMN |
| VertSBTrackColumn | Determines the column number whose text is displayed when  JCTableEnum.TRACK\_ ROW is used with setVertSBTrack(). | JCTableEnum.LABEL  or  integer value (row number’s cell data) |

|  |  |  |
| --- | --- | --- |
| **Name** | **Description** | **Values/Examples** |
| VisibleColumns | Sets the number of columns used to determine the initial table size. This value is not updated when columns or the table are resized. | integer: number of visible columns |
| VisibleRows | Sets the number of rows used to determine the initial table size. This value is not updated when rows or the table are resized. | integer: number of visible rows |

###### Properties of com.klg.jclass.table.CellStyleModel

|  |  |  |
| --- | --- | --- |
| **Name** | **Description** | **Values/Examples** |
| Background | Sets the background color of the cell. | Color value |
| CellBorder | Sets the cell border object for the cell. | CellBorderModel |
| CellBorderColor | Sets the cell’s border color. | Color value |
| CellBorderColorMode | Sets the mode used to determine cell border color. | JCTableEnum.USE\_CELL\_  BORDER\_COLOR  JCTableEnum.BASE\_ON\_  BACKGROUND  JCTableEnum.BASE\_ON\_  FOREGROUND |
| CellBorderSides | Visible border sides (defined by CellBorderType) for individual cells. | JCTableEnum.BORDERSIDE\_NONE  JCTableEnum.BORDERSIDE\_ALL\* JCTableEnum.BORDERSIDE\_LEFT  JCTableEnum.BORDERSIDE\_  RIGHT  JCTableEnum.BORDERSIDE\_TOP JCTableEnum.BORDERSIDE\_  BOTTOM |
| ClipHints | Determines whether clip arrows are shown, and where, when the contents of the cell do not fit in the cell frame. | JCTableEnum.SHOW\_NONE JCTableEnum.SHOW\_HORIZONTAL  JCTableEnum.SHOW\_VERTICAL JCTableEnum.SHOW\_ALL |
| Editable | Editable attribute for individual cells. | boolean value (default: true) |
| Font | Sets the cell’s font. | Font value |
| Foreground | Sets the foreground color of the cell. | Color value |
| HorizontalAlignment | Sets the horizontal alignment for the contents of the cell. | JCTableEnum.LEFT\* JCTableEnum.CENTER JCTableEnum.RIGHT |
| RepeatBackground | Determines if the background color repeats for rows or columns. | JCTableEnum.REPEAT\_NONE\* JCTableEnum.REPEAT\_ROW JCTableEnum.REPEAT\_COLUMN |

|  |  |  |
| --- | --- | --- |
| **Name** | **Description** | **Values/Examples** |
| RepeatBackground Colors | Repeats pattern for background colors. | array of colors |
| RepeatForeground | Determines if the foreground color repeats for rows or columns. | JCTableEnum.REPEAT\_NONE\* JCTableEnum.REPEAT\_ROW JCTableEnum.REPEAT\_COLUMN |
| RepeatForeground Colors | Repeats pattern for foreground colors. | array of colors |
| Traversable | Allows traversal of individual cells. | boolean (default: true) |
| VerticalAlignment | Sets the vertical alignment for the contents of the cell. | JCTableEnum.TOP\* JCTableEnum.CENTER JCTableEnum.RIGHT |

###### Properties of com.klg.jclass.table.beans.LiveTable

|  |  |
| --- | --- |
| **Name** | **Description** |
| about | Displays component version and contact information. |
| allowCellResize | Determines whether end-user can resize cells at run- time. |
| allowResizeBy | Sets how cells can be resized. |
| autoEdit | Determines whether the table automatically displays an editor when entering a cell. |
| autoScroll | Determines whether table scrolls during selection/traversal. |
| cellBorderWidth | Specifies width of cell/label borders. |
| cellSize | Specifies row heights and column widths. |
| data | Specifies table data, data source, and row/column labels. |
| editHeightPolicy | Determines height control of cell editing components. |
| editWidthPolicy | Determines width control of cell editing components. |
| frameBorderType | Specifies frame border type. |
| frameBorderWidth | Specifies frame border width. |
| frozenCellLayout | Determines the position of frozen rows/columns. |
| focusColor | Sets the color of the focus indicator. |
| focusIndicator | Determines the type of focus indicator used. |
| jumpScroll | Determines whether jump scrolling is turned on. |
| labelLayout | Determines the position of row/column labels. |
| leftColumn | Specifies first column displayed on screen. |
| marginHeight | Specifies top and bottom cell margins. |
| marginWidth | Specifies left and right cell margins. |
| minCellVisibility | Determines amount of cell scrolled into view during traversal. |
| popupMenuEnabled | Determines whether the pop-up menu is enabled. |
| resizeEven | Determines whether cell resizing is applied evenly to non-label cells. |

|  |  |
| --- | --- |
| **Name** | **Description** |
| resizeInteractive | Determines whether cell resizing is interactively displayed. |
| sBLayout | Determines the space between scrollbars and cells. |
| selectedBackground | Determines the background color of selected cells. |
| selectedForeground | Determines the foreground color of selected cells. |
| selectIncludeLabels | Determines whether selection includes row and column labels. |
| selectionPolicy | Determines type of cell selection allowed. |
| spannedCells | Specifies cell ranges to treat as spanned cells. |
| styles | Sets the styles property, which defines visual aspects of the table. |
| swingDataModel | Sets the table’s data source to use a specified Swing  TableModel object, instead of using the data property. |
| topRow | Specifies first row displayed on screen. |
| trackCursor | Sets whether the mouse pointer movements are tracked. |
| traverseCycle | Determines whether cell traversal cycles on the same row or moves to the next row. |

**Appendix C**

**Colors and Fonts**

[*Colorname Values*](#_bookmark882)■ [*RGB Color Values*](#_bookmark884)■ [*Fonts*](#_bookmark887)

This section provides information on common colorname values, specific RGB color values, and fonts applicable to all Java programs.

###### Colorname Values

The following lists all the colornames that can be used within Java programs. The majority of these colors will appear the same (or similar) across different computing platforms.

* + - black ■ lightGray
    - blue ■ lightBlue
    - cyan ■ magenta
    - darkGray ■ orange
    - darkGrey ■ pink
    - gray ■ red
    - grey ■ white
    - green ■ yellow
    - lightGray

###### RGB Color Values

The following lists all the main RGB color values that can be used within

JClass LiveTable. RGB color values are specified as three numeric values representing the red, green, and blue color components; these values are separated by dashes (“-”).

The following RGB color values describe the colors available to Unix systems. It is recommended that you test these color values in a JClass program on a Windows or Macintosh system before utilizing them.
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The list begins with all of the variations of white, then blacks and greys, and then describes the full color spectrum ranging from reds to violets.

Example code from an HTML file:

<PARAM NAME=backgroundList VALUE="(4, 5 255-255-0)">

RGB Value Description

255-250-250 Snow

248-248-255 Ghost White

245-245-245 White Smoke

220-220-220 Gainsboro

255-250-240 Floral White

253-245-230 Old Lace

250-240-230 Linen

250-235-215 Antique White

255-239-213 Papaya Whip

255-235-205 Blanched Almond

255-228-196 Bisque

255-218-185 Peach Puff

255-222-173 Navajo White

255-228-181 Moccasin

255 248-220 Cornsilk

255-255-240 Ivory

255-250-205 Lemon Chiffon

255-245-238 Seashell

240-255-240 Honeydew

245-255-250 Mint Cream

240-255-255 Azure

240-248-255 Alice Blue

230-230-250 Lavender

255-240-245 Lavender Blush

255-228-225 Misty Rose

255-255-255 White

0-0-0 Black

RGB Value Description

47-79-79 Dark Slate Grey

105-105-105 Dim Gray

112- 128-144 Slate Grey

119- 136-153 Light Slate Grey

190- 190-190 Grey

211- 211-211 Light Gray

25-25-112 Midnight Blue

0-0-128 Navy Blue

100- 149 237 Cornflower Blue

72-61-139 Dark Slate Blue

106-90-205 Slate Blue

123- 104 238 Medium Slate Blue

132-112- 255 Light Slate Blue

0-0-205 Medium Blue

65-105-225 Royal Blue

0-0-255 Blue

30-144-255 Dodger Blue

0-19 -255 Deep Sky Blue

135-206-235 Sky Blue

135-206-250 Light Sky Blue

70-130-180 Steel Blue

176-196- 222 Light Steel Blue

173-216-230 Light Blue

176-224-230 Powder Blue

175-238-238 Pale Turquoise

0-206-209 Dark Turquoise

72-209-204 Medium Turquoise

64-224-208 Turquoise

0-255-255 Cyan

224-255-255 Light Cyan

95-158-160 Cadet Blue

102-205-170 Medium Aquamarine

RGB Value Description

127-255-212 Aquamarine

0-100-0 Dark Green

85-107-47 Dark Olive Green

143-188-143 Dark Sea Green

46-139-87 Sea Green

60-179-113 Medium Sea Green

32-178-170 Light Sea Green

152-251-152 Pale Green

0-255-127 Spring Green

124-252- 0 Lawn Green

0-255-0 Green

127-255- 0 Chartreuse

0-250-154 Medium Spring Green

173-255-47 Green Yellow

50-205-50 Lime Green

154-205-50 Yellow Green

34-139-34 Forest Green

107-142-35 Olive Drab

189-183-107 Dark Khaki

240-230-140 Khaki

238-232-170 Pale Goldenrod

250-250-210 Light Goldenrod Yellow

255-255-224 Light Yellow

255-255-0 Yellow

255-215-0 Gold

238-221-130 Light Goldenrod

218-165-32 Goldenrod

184-134-11 Dark Goldenrod

188-143-143 Rosy Brown

205-92-92 Indian Red

139-69-19 Saddle Brown

160-82-45 Sienna

RGB Value Description

205-133-63 Peru

222-184- 135 Burlywood

245-245-220 Beige

245-222-179 Wheat

244-164-96 SandyBrown

210-180-140 Tan

210-105-30 Chocolate

178-34-34 Firebrick

165-42-42 Brown

233-150-122 Dark Salmon

250-128-114 Salmon

255-160-122 Light Salmon

255-165- 0 Orange

255-140-0 Dark Orange

255-127-80 Coral

240-128-128 Light Coral

255-99-71 Tomato

255-69-0 Orange Red

255-0-0 Red

255-105-180 Hot Pink

255-20-147 Deep Pink

255-192-203 Pink

255-182-193 Light Pink

219-112-147 Pale Violet Red

176-48-96 Maroon

199-21-133 Medium Violet Red

208-32-144 Violet Red

255-0-255 Magenta

238-130-238 Violet

221-160-221 Plum

218-112-214 Orchid

186-85-211 Medium Orchid

RGB Value Description

153-50-204 Dark Orchid

148-0-211 Dark Violet

138-43-226 Blue Violet

160- 32-240 Purple

147-112-219 Medium Purple

216-191-216 Thistle

###### Fonts

There are five different font names that can be specified in any Java program. They are:

* + - Courier
    - Dialog
    - DialogInput
    - Helvetica
    - TimesRoman

Note: Font names are case-sensitive.

There are also four standard font style constants that can be used. The valid Java font style constants are:

* + - bold
    - bold+italic
    - italic
    - plain

These values are strung together with dashes (“-”) when used with the VALUE attribute. You must also specify a point size by adding it to other font elements. To display a text using a 12-point italic Helvetica font, use the following:

Helvetica-italic-12

All three elements (font name, font style, and point size) must be used to specify a particular font display; otherwise, the default font is used instead.

Note: Font display may vary from system to system. If a font does not exist on a system, the default font is displayed instead.

### Appendix D

#### JClass LiveTable Inheritance Hierarchy

General JClass LiveTable Classes

The following figure gives an overview of class inheritance for table creation in JClass LiveTable.
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JCTable is the core JClass LiveTable class, with which most table programming is performed, and from which all LiveTable Beans are extended. The JCListTable class extends JCTable and provides a quick way of formatting a table to look and act like a list.

JClass LiveTable Classes

The following figure provides an overview of class inheritance in JClass LiveTable.
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TableDataModel is the core data source interface, and EditableTableDataModel extends this interface to allow editing of the data. JCVectorDataSource stores table data in a series of vectors. JCInputStreamDataSource extends JCVectorDataSource to read from any stream, and JCAppletDataSource, JCBeanFileDataSource, JCFileDataSource, and JCURLDataSource further extend it to read from specific stream types. The other stock data sources exist for other, more specific, situations.

### Appendix E

#### Distributing Applets and Applications

The size of the archive and its related download time are important factors to consider when deploying your applet or application.

When you create an applet or an application using third-party classes such as JClass components, your deployment archive will contain many unused class files unless you customize your JAR. Optimally, the deployment JAR should contain only your classes and the third-party classes you actually use. For example, the *jctable.jar*, which you used to develop your applet or application, contains classes and packages that are only useful during the development process and that are not referenced by your application. These classes include the Property Editors and BeanInfo classes. JClass JarMaster helps you create a deployment JAR that contains only the class files required to run your application.

Using JarMaster to Customize the Deployment Archive

JClass JarMaster is a robust utility that allows you to customize and reduce the size of the deployment archive quickly and easily. Using JClass JarMaster you can select the classes you know must belong in your JAR, and JarMaster will automatically search for all of the direct and indirect dependencies (supporting classes).

When you optimize the size of the deployment JAR with JClass JarMaster, you save yourself the time and trouble of building a JAR manually and determining the necessity of each class or package. Your deployment JAR will take less time to load and will use less space on your server as a direct result of excluding all of the classes that are never used by your applet or application.

For more information about using JarMaster to create and edit JARs, please consult its online documentation.

JClass JarMaster is included in the JClass DesktopViews suite of products. For more details please refer to [Quest’s Web site](http://www.quest.com/).

### Appendix F

#### Overview of Examples and Demos

[*JClass LiveTable Examples*](#_bookmark908)■ [*JClass LiveTable Demos*](#_bookmark918)

This appendix summarizes the examples and demos that ship with JClass LiveTable.

###### JClass LiveTable Examples

The following sections offer an overview of the examples included with JClass LiveTable. These examples demonstrate the various concepts that can be used to create a table. The examples vary in depth and complexity, but all are helpful in showing you how to implement some of JClass LiveTable’s features.

Note: Please consult the *Installation Guide* to ensure that you are properly set up to run these examples.

* + 1. Introductory Examples

The introductory JClass LiveTable examples are part of the tutorial found in [‘Hello Table’](#_bookmark20)

[– JClass LiveTable Tutorial, in Chapter](#_bookmark20) 1, that walk you through the construction and modification of a basic table. These examples are part of the examples.table.intro package, and are found in the *examples/table/intro* directory:

*ExampleTable1.java* A table with basic visual and interactive properties.

*ExampleTable2.java* A table based on the previous example, but with labels.

*ExampleTable3.java* The previous example table’s label colors have been

changed.

*ExampleTable4.java* The label fonts and text alignment have been modified.

*ExampleTable5.java* Cell and frame borders and spacing have been

changed. One table cell’s colors have been changed.

*ExampleTable6.java* Cell editing has been enabled. Cell width and height have been changed.

*ExampleTable7.java* Table resizing only with labels has been set.

*ExampleTable8.java* Column sorting has been enabled.

* + 1. Table Layout Examples

The layout examples demonstrate how to build tables that go beyond the basic grid design for tables. These are part of the examples.table.layout package, and are found in the *examples/table/layout* directory:

*Cars.java* A table that contains tables. This example also demonstrates cell spanning and visual property settings.

*Flexible.java* Columns resize dynamically, depending on how the whole table is resized.

* + 1. Cell Style Examples

The cell style examples demonstrate how style properties affect the appearance of individual or groups of cells. You can find more information about cell style properties in [Cell Styles, in Chapter](#_bookmark198) 2. These examples are part of the examples.table.styles package, and are found in the *examples/table/styles* directory:

*Animated.java* Displays animated cells.

*BorderTypes.java* Showcases the cell border options available, including

some customized cell borders.

*CellBorders.java* Demonstrates various cell border appearance attributes,

including border type, border width, and cell side coverage. The table updates with each selection.

*RepeatColor.java* Uses alternating background colors for rows or columns, to improve readability.

*TextureTable.java* Uses a customized border type that tiles a background image onto table cells.

*UpdateStyle.java* Continuously updates the background color property

for a particular table row’s style.

* + 1. Cell Examples

The cell editing and rendering examples demonstrate specific applications for

JClass LiveTable’s editors and renderers. For more information about cell editors and renderers, please refer to [Displaying and Editing Cells, in Chapter](#_bookmark340) 4. These examples are part of the examples.table.cell package, and are found in the *examples/table/cell* directory:

*CurrencyTable.java* Uses CurrencyRenderer to take all data, regardless of its

original type, and render it as dollar values in the table.

*Histogram.java* Uses a custom cell renderer to take randomized integer data, and render them as horizontal bars in a table.

*MoneyTable.java* Uses a custom cell editor and a custom data type.

*TriangleTable.java* A demonstration of a non-text based editor and

renderer for Integer and Polygon types.

*WordWrap.java* Uses a word wrapping renderer to handle long String

data in cells.

* + 1. Table Listener Examples

The event and listener examples demonstrate how you can work with events that your table receives. For more information about the types of events and listeners available, please refer to [Events and Listeners, in Chapter](#_bookmark586) 7. These examples are part of the examples.table.listeners package, and are found in the *examples/table/listeners* directory:

*BooleanDisplay.java* Uses the JCCellDisplay listener to intercept the display

event and change it before rendering (changes the boolean from true/false to yes/no).

*CancelEdit.java* Shows how to use JCTableDataEdit and JCTableDataListener to cancel active edits when the data source changes.

*DoubleClickEdit.java* Demonstrates the use of JCEditCell events by

requiring a user to double click a cell in order to edit it. A single click, or click and drag, only selects cells.

*EditCell.java* Demonstrates the use of JCEditCell events by placing a message in the table’s pane, telling you which column’s cell is being edited.

*ResizeCell.java* Uses JCResizeCell events to ensure that the maximum and minimum set values for row heights and column widths are adhered to when the user resizes rows and columns. These maximum and minimum values are defined in the table’s code.

*SelectListener.java* Uses JCSelectListener events to make sure that the

portion of the table that is defined as non-selectable are not included in cell range selections, and cannot be initially selected.

*SkipNavigation.java* Cell traversal events are used to listen for and skip a

column. When the user traverses to the right from column 0, cell focus skips column 1 and moves to column 2.

*Sorter.java* Demonstrates column sorting by performing a String and numerical sort on a column of integers.

*TwoTables.java* JCScroll events are used to sync the horizontal scrolling for two separate tables.

* + 1. Table Interaction Examples

The interaction examples show you how to improve the usability of your table applications by enhancing some of your table’s interactive features. For information about table interactions, please refer to [Programming User Interactivity, in Chapter](#_bookmark490) 6. These examples are part of the examples.table.interactions package, and are found in the *examples/table/interactions* directory:

*ColumnLabelPopUp.java* Shows how to use column labels as tool tips.

*DragDrop.java* Demonstrates the use of drag and drop by allowing the user to interactively reorder rows and columns. This is done by clicking and dragging labels.

*ExcelTableExample.java* Demonstrates how to copy and paste selected cells from

a JCTable to a Microsoft Excel spreadsheet and vice- versa.

*TableAutoColumnResize.java* Depicts how to emulate JTable auto column resizing in

JCTable.

*TraverseOnEnter.java* Displays how cell traversal (across rows) can optionally

be handled by using the Enter key.

* + 1. Data Source Examples

The data source examples demonstrate how you can customize and use data sources with your table application. These examples are part of the examples.table.datasource package, and are found in the *examples/table/datasource* directory:

*DynamicTest.java* This example table continually updates the data it

displays, as its data source’s values randomly change.

*DynamicTest2.java* This example is the same as *DynamicTest.java*, except

that it uses AbstractDataSource.

*FileData.java* Demonstrates how to load data from an external file by using JCFileDataSource. Both a CSV and table format file are loaded and displayed side by side.

*FontList.java* Uses the getFont() method to access AWT’s available fonts and use it as the data source. Displays the name, appearance, and other information pertaining to the available fonts.

*Pivot.java* Shows how to create a data source instance that can transpose itself. You can use a customized data source or create your own.

*StaticEditableTest.java* A basic, custom data source that is built on editable

String values.

*StaticTest.java* This example is the same as the previous example, except that the table data is not editable.

*XMLFileData.java* Demonstrates how to load XML-formatted data from

an external file by using JCFileDataSource.

Please note that in order to run this example, you will need to have the *jaxp.jar* and *crimson.jar* files in your CLASSPATH. For more information, please see [Loading Data from an XML Source, in Chapter](#_bookmark313) 3.

*XMLTableModelData.java* Demonstrates how to load XML-formatted data into a Swing TableModel class.

Please note that in order to run this example, you will need to have the *jaxp.jar* and *crimson.jar* files in your CLASSPATH. For more information, please see [Loading Data from an XML Source, in Chapter](#_bookmark313) 3.

* + 1. Advanced JClass LiveTable Examples

The advanced examples combine two or more concepts demonstrated in previous examples. They are found in the examples.table.advanced package, and are in the *examples/table/advanced* directory:

*DecimalTableCellDisplay.java* This example assigns each column to take on a different

format of the same number. It uses CellDisplayListener to format the rendered text, and it uses UserData to store the numeric format of the cells.

*DecimalTableCellStyle.java* This example shows how to achieve the same results as

*DecimalTableCellDisplay.java*, except that

CellStyleModel object is used.

*Gradient.java* Creates a color whose value is incrementally changed from cell to cell. This example uses the cell style defaults, but shows how to bypass some properties for particular cells.

###### JClass LiveTable Demos

The JClass LiveTable demos showcase different types of complete table solutions. They combine several table concepts that are explained in this manual, including cell spanning, user interaction, and editors and renderers.

The following table offers an overview of each demo that comes with JClass LiveTable, including demo name, package, description, and sample screen shot.

Note: Please consult the Installing JClass Products section in the *Installation Guide* to ensure that you are properly set up to run these demos.

*BeanSweeper.java*

demos.table.beanSweeper
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*Calculator.java*

demos.table.calculator

This demo recreates the well known minesweeper game. In the creation of this table, cell styles are used extensively. Style properties that affect cell and border colors, border types, and image use, give the game its look.

![](data:image/png;base64,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)This basic calculator demo is a simple yet effective demonstration of how cell styles can be used to customize the look of your table. In this case, cell border and color properties are set to make this look like an authentic $2 calculator. This demo also implements a data source that gathers information that is input by the user.

*CustomCells.java*

demos.table.customCells
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*Matrix.java*

demos.table.matrix

An effective demonstration of using custom cell renderers, which take various data types and converts them to the standard desired formats. Also, column sorting and the JClass field component integration are showcased.
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*PrimeTime.java*

demos.table.primetime

This information matrix shows how a custom JCCellRenderer can be used to add properties that are not built into JClass LiveTable. Here, an implementation of the CellStyleModel interface, RotatedCellStyle, adds the Rotation property to render text at any given angle.
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*Stocks.java*

demos.table.stocks

This spreadsheet demo emulates an Excel-style spreadsheet. It supports a subset of spreadsheet functionality and is intended to demonstrate formulae integration with table.

Within this demo you can also chart a selected region of the spreadsheet.

![](data:image/png;base64,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)This stock information demo provides the user with quick data updates and colors rows according to changes in value. Custom cell rendering and cell styles are emphasized with this demo.

**A**

about property [172](#_bookmark679), [210](#_bookmark843)

Abstract Windowing Toolkit, see AWT [23](#_bookmark43)

AbstractDataSource [84](#_bookmark335)

adding labels [43](#_bookmark136)

alignment cells [61](#_bookmark220)

changing, tutorial [24](#_bookmark46)

AllowCellResize property [126](#_bookmark510), [172](#_bookmark680), [198](#_bookmark745), [210](#_bookmark844)

effect on mouse pointers [137](#_bookmark582)

AllowResizeBy property [172](#_bookmark681), [198](#_bookmark746), [210](#_bookmark845)

API [11](#_bookmark9)

programming [35](#_bookmark76)

setting properties [168](#_bookmark667)

applets [221](#_bookmark900)

JarMaster [221](#_bookmark903)

applications distributing [221](#_bookmark900)

editWidthPolicy property [174](#_bookmark687)

focusColor property [175](#_bookmark688)

focusIndicator property [175](#_bookmark689)

frameBorderType property [175](#_bookmark690)

frameBorderWidth property [175](#_bookmark692)

frozenCellLayout property [175](#_bookmark693)

LabelLayout property [176](#_bookmark694)

leftColumn property [176](#_bookmark695)

marginHeight property [176](#_bookmark696)

marginWidth property [176](#_bookmark697)

minCellVisibility property [177](#_bookmark698)

sBLayout property [177](#_bookmark699)

selectedBackground property [178](#_bookmark700)

selectedForeground property [178](#_bookmark701)

selectIncludeLabels property [179](#_bookmark702)

selectionPolicy property [179](#_bookmark703)

spannedCells property [179](#_bookmark705)

styles property [180](#_bookmark706)

topRow property [181](#_bookmark707)

#### Index

JarMaster [221](#_bookmark903)

attaching scrollbars [41](#_bookmark120)

autoEdit property [198](#_bookmark747), [210](#_bookmark846)

automatic scrolling [128](#_bookmark531)

autoScroll property [173](#_bookmark682), [198](#_bookmark748), [210](#_bookmark847)

AWT

color constants [23](#_bookmark44)

font styles, tutorial [25](#_bookmark49)

image file formats supported [66](#_bookmark235)

##### B

background colors [23](#_bookmark42), [60](#_bookmark215)

repeating [60](#_bookmark217)

property [60](#_bookmark215), [208](#_bookmark825)

basic table [18](#_bookmark23)

Bean [167](#_bookmark654)

LiveTable [168](#_bookmark670), [171](#_bookmark678)

about property [172](#_bookmark679)

allowCellResize property [172](#_bookmark680)

allowResizeBy property [172](#_bookmark681)

autoScroll property [173](#_bookmark682)

CellBorderWidth property [173](#_bookmark683)

CellSize property [173](#_bookmark684)

data property [173](#_bookmark685)

editHeightPolicy property [174](#_bookmark686)

LiveTable, changing property editor table size [171](#_bookmark676)

LiveTable, property

editors [169](#_bookmark672)

LiveTable, selecting cell [169](#_bookmark673) LiveTable, selecting labels [170](#_bookmark675) setting properties [168](#_bookmark670)

BeanBox [167](#_bookmark656)

Beans Development Kit [167](#_bookmark657)

borders

colors [46](#_bookmark156)

component [46](#_bookmark151)

custom [64](#_bookmark226)

frame attributes [170](#_bookmark674), [179](#_bookmark704)

sides

specifying [65](#_bookmark229)

table frame [46](#_bookmark154)

type [62](#_bookmark224)

width [45](#_bookmark144)

built-in styles, using and modifying [58](#_bookmark209)

##### C

CellBorder property [208](#_bookmark826)

CellBorderColor property [208](#_bookmark827)

CellBorderColorMode property [208](#_bookmark828)

CellBorderSides property [65](#_bookmark229), [208](#_bookmark829)

CellBorderType property [27](#_bookmark55)
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CellBorderWidth property [27](#_bookmark55), [45](#_bookmark145), [198](#_bookmark749)

cellBorderWidth property [173](#_bookmark683), [210](#_bookmark848)

CellInfo interface [107](#_bookmark385)

cells

adding color to one cell, tutorial [26](#_bookmark53)

alignment [61](#_bookmark220)

alignment, tutorial [24](#_bookmark46)

area

spacing from labels [44](#_bookmark140)

border sides [65](#_bookmark229)

border types [62](#_bookmark224)

border width [45](#_bookmark144)

border, IDE tutorial [186](#_bookmark715)

borders, tutorial [27](#_bookmark55)

CellEditor interface [87](#_bookmark344)

CellInfo interface [107](#_bookmark385)

CellRenderer interface [87](#_bookmark344)

clipping arrows [51](#_bookmark177)

controlling editor size [50](#_bookmark173) controlling selection at runtime [134](#_bookmark567) current [36](#_bookmark82)

custom borders [64](#_bookmark226)

customizing traversal [123](#_bookmark498)

default editors [97](#_bookmark371)

default selection [131](#_bookmark552)

default traversal [123](#_bookmark496)

definition [36](#_bookmark81)

determining visibility [129](#_bookmark539)

dimensions [51](#_bookmark178)

displaying [87](#_bookmark341), [139](#_bookmark590)

displaying images [66](#_bookmark234) displaying multiple lines [54](#_bookmark191) editable, tutorial [29](#_bookmark62)

editing [36](#_bookmark83), [71](#_bookmark274), [87](#_bookmark341), [97](#_bookmark369), [142](#_bookmark597)

default [88](#_bookmark349)

editors

and CellInfo interface [107](#_bookmark385)

controlling size [50](#_bookmark173)

creating [100](#_bookmark378)

default [97](#_bookmark371)

defined [98](#_bookmark372)

getting reserved keys [101](#_bookmark379)

handling events [105](#_bookmark382)

key control [106](#_bookmark383) mapping a data type [99](#_bookmark376) registering [119](#_bookmark485)

reserving keys [101](#_bookmark379), [106](#_bookmark383)

setting for a series [99](#_bookmark374)

subclassing [101](#_bookmark380)

writing [102](#_bookmark381)

fonts [62](#_bookmark222)

forcing traversal [124](#_bookmark502)

image alignment [61](#_bookmark219)

image layout [66](#_bookmark239)

interactive traversal [125](#_bookmark504)

making visible [129](#_bookmark540)

margins [45](#_bookmark147)

mathematical operation [120](#_bookmark487)

maximum height/width [54](#_bookmark189)

minimum height/width [54](#_bookmark189)

minimum visibility [124](#_bookmark500)

multiline [54](#_bookmark191)

newline characters [54](#_bookmark192) preset styles, selection [40](#_bookmark106) range

referencing [37](#_bookmark90)

referencing, all [38](#_bookmark95)

referencing, one [37](#_bookmark88)

removing a selection range [134](#_bookmark565)

renderers [92](#_bookmark363)

component based [95](#_bookmark367)

creating [92](#_bookmark363)

data type [91](#_bookmark357)

mapping [91](#_bookmark357)

mapping a data type [91](#_bookmark357)

registering [119](#_bookmark485)

setting [91](#_bookmark355)

subclassing [93](#_bookmark364)

writing [93](#_bookmark365)

rendering [36](#_bookmark83), [89](#_bookmark352)

default [88](#_bookmark349)

reserving keys for editors [101](#_bookmark379)

resizing [126](#_bookmark516) selected cell list [133](#_bookmark561) selecting [153](#_bookmark620)

selecting ranges [133](#_bookmark563)

selection

customizing [132](#_bookmark557)

selection colors [42](#_bookmark131)

selection, row and column labels [133](#_bookmark559)

selection, tutorial [30](#_bookmark64)

setting dimensions [51](#_bookmark181)

setting properties [39](#_bookmark98)

setting renderers [91](#_bookmark355) setting selection colors [42](#_bookmark132) setting values [77](#_bookmark310)

size

absolute [52](#_bookmark183)

character height/width [51](#_bookmark181)

character width/height [51](#_bookmark179)

pixel width/height [52](#_bookmark183)

variable [53](#_bookmark185)

changing to fixed values [53](#_bookmark187)

size, tutorial [28](#_bookmark57)

spacing [27](#_bookmark55)

spanning [66](#_bookmark244)

specific data types [88](#_bookmark350)

styles [55](#_bookmark199)

built-in, modifying [58](#_bookmark209)

built-in, using [58](#_bookmark209)

changing default [56](#_bookmark204)

defining [56](#_bookmark204)

getting and setting [56](#_bookmark202)

parent styles [57](#_bookmark207)

pluggable look and feel [59](#_bookmark212)

properties [55](#_bookmark201)

retrieving from table [57](#_bookmark206)

setting properties [39](#_bookmark99)

tutorial [22](#_bookmark38)

text alignment [61](#_bookmark219) thickness, IDE tutorial [186](#_bookmark715) traversal [123](#_bookmark494)

traversing [159](#_bookmark632)

values

setting [77](#_bookmark310)

variable dimensions [53](#_bookmark185)

changing to fixed values [53](#_bookmark187)

cellSize property [173](#_bookmark684), [210](#_bookmark849)

CellStyleModel [22](#_bookmark39), [58](#_bookmark210)

central registry [119](#_bookmark485)

change values [84](#_bookmark333)

changing default cells styles [56](#_bookmark204)

character determining cells

size [51](#_bookmark179)

height [51](#_bookmark181)

width [51](#_bookmark181)

CharHeight property [51](#_bookmark181), [198](#_bookmark750)

tutorial [28](#_bookmark58)

CharWidth property [51](#_bookmark181), [198](#_bookmark751)

tutorial [28](#_bookmark58)

ClassCastException [119](#_bookmark481)

clip arrows tutorial [20](#_bookmark28)

clip hints displaying [65](#_bookmark231)

ClipHints property [65](#_bookmark231), [208](#_bookmark830)

clipping arrows [51](#_bookmark177)

image [65](#_bookmark232)

text [65](#_bookmark232)

colors [60](#_bookmark214)

AWT constants [23](#_bookmark44)

background [60](#_bookmark215)

colorname values [213](#_bookmark883)

focus rectangle [41](#_bookmark113)

foreground [60](#_bookmark215)

repeating [60](#_bookmark216)

RGB [213](#_bookmark885)

RGB color value list [213](#_bookmark886)

selection [132](#_bookmark554)

setting [60](#_bookmark215)

setting, tutorial [22](#_bookmark38)

colors, selection [42](#_bookmark131)

setting [42](#_bookmark132)

ColumnHidden property [54](#_bookmark196), [198](#_bookmark752)

ColumnLabelDisplay property [198](#_bookmark753)

tutorial [22](#_bookmark36)

ColumnLabelOffset property [44](#_bookmark141), [198](#_bookmark754)

ColumnLabelPlacement property [43](#_bookmark138), [199](#_bookmark755)

columns

adding [75](#_bookmark299), [86](#_bookmark337)

adding labels, IDE tutorial [183](#_bookmark713) controlling resizing [126](#_bookmark518) default resizing behavior [126](#_bookmark513) deleting [76](#_bookmark303)

determining number [48](#_bookmark159)

determining visibility [129](#_bookmark541)

disallowing resizing [126](#_bookmark516)

displaying [49](#_bookmark164)

dragging [134](#_bookmark569)

freezing [49](#_bookmark168)–[50](#_bookmark170)

hiding [54](#_bookmark194)

labels [43](#_bookmark136), [70](#_bookmark265), [137](#_bookmark576)

displaying [22](#_bookmark36)

labels, placement [43](#_bookmark137)

making visible [129](#_bookmark540)

moving [76](#_bookmark306)

placement of frozen [50](#_bookmark171)

referencing, all [37](#_bookmark89)–[38](#_bookmark92)

referencing, entire [38](#_bookmark94)

referencing, one [37](#_bookmark91)

removing [86](#_bookmark337)

resizing [126](#_bookmark507)

resizing all at once [127](#_bookmark520) resizing with labels [127](#_bookmark521) selecting labels [133](#_bookmark559)

set as left [42](#_bookmark123)

setting the number [74](#_bookmark297)

sorting [135](#_bookmark571), [137](#_bookmark576)

sorting frozen [135](#_bookmark572)

sorting multiple [135](#_bookmark574)

sorting, tutorial [31](#_bookmark69)

specifying labels [75](#_bookmark298)

swapping [49](#_bookmark165)

visible, getting [48](#_bookmark161)

visible, setting [48](#_bookmark161)

width

pixel value [51](#_bookmark179)

width property [51](#_bookmark176)

width, setting [51](#_bookmark178)

ColumnSelection property [199](#_bookmark756)

ColumnTrigger property and dragging [134](#_bookmark569)

and sorting [137](#_bookmark576)

com.klg.jclass.table.beans.LiveTable [210](#_bookmark842)

com.klg.jclass.table.CellStyleModel [208](#_bookmark824)

com.klg.jclass.table.JCTable [198](#_bookmark744)

com.klg.jclass.util.formulae [109](#_bookmark390)

component borders [46](#_bookmark151)

Component property [199](#_bookmark757)

ComponentBorderWidth property [46](#_bookmark152), [199](#_bookmark758)

context [37](#_bookmark87)

creating a cell editor [100](#_bookmark378) creating cell renderers [92](#_bookmark363) CSV [71](#_bookmark268)

current cell [36](#_bookmark82)

definition [36](#_bookmark82)

current context [37](#_bookmark87)

Cursor property [199](#_bookmark759)

cursor type [41](#_bookmark116)

tracking [41](#_bookmark116)

##### D

data

caching [73](#_bookmark288)

cell editor [88](#_bookmark346)

cell renderer [88](#_bookmark346)

data source [70](#_bookmark261)

data storage [69](#_bookmark254)

editing [71](#_bookmark272)

format, detection [71](#_bookmark266) from an input stream [73](#_bookmark282) getting from database [73](#_bookmark286) getting into a table [70](#_bookmark261) handling [69](#_bookmark253)

property [173](#_bookmark685), [210](#_bookmark850)

storing [72](#_bookmark280)–[73](#_bookmark284)

Swing TableModel objects [74](#_bookmark291)

updating dynamically [82](#_bookmark330)

data source

adding and removing listeners [71](#_bookmark270), [77](#_bookmark311)

and table size [70](#_bookmark264)

communication with the table [70](#_bookmark257)

creating [80](#_bookmark327)

editable [71](#_bookmark272)

editable, tutorial [29](#_bookmark62)

event listeners [71](#_bookmark269)

examples [226](#_bookmark916)

IDE tutorial [182](#_bookmark711)

JCVectorDataSource [72](#_bookmark279)

model-view-controller [69](#_bookmark254)

object [69](#_bookmark254)

retrieving data [70](#_bookmark261) setting cell values [77](#_bookmark310) setting properties [74](#_bookmark295) stock data properties [74](#_bookmark295) stock data sources [71](#_bookmark277) tutorial [19](#_bookmark25)

data type

cell renderers [91](#_bookmark357)

mapping [91](#_bookmark359)

mapping to a cell editor [99](#_bookmark376)

database

getting data [73](#_bookmark286)

default

cell editors [97](#_bookmark371)

scrolling [128](#_bookmark527)

defaultCellStyle [59](#_bookmark212)

defaultLabelStyle [59](#_bookmark212)

deleting rows and columns [76](#_bookmark303)

demos [228](#_bookmark919)

BeanSweeper.java [228](#_bookmark920)

Calculator.java [228](#_bookmark921)

CustomCells.java [229](#_bookmark922)

Matrix.java [229](#_bookmark923)

overview [223](#_bookmark906)

PrimeTime.java [229](#_bookmark924)

SpreadSheet.java [230](#_bookmark925)

Stocks.java [230](#_bookmark926)

destination parameter [76](#_bookmark308)

dimensions cell [51](#_bookmark178) displaying

cells [139](#_bookmark591)

clip hints [65](#_bookmark231)

rows and columns [49](#_bookmark164)

distributing [221](#_bookmark900)

applets and applications [221](#_bookmark900)

JarMaster [221](#_bookmark903)

dragging rows and columns [134](#_bookmark569)

drawBackground [64](#_bookmark227)

drawing cells [88](#_bookmark350)

dynamically updating data [82](#_bookmark330)

##### E

editable cells [71](#_bookmark274)

Editable property [71](#_bookmark274), [208](#_bookmark831)

EditableTableDataModel [71](#_bookmark273)

EditHeightPolicy property [199](#_bookmark760)

editHeightPolicy property [50](#_bookmark173), [174](#_bookmark686), [210](#_bookmark851)

editing cells [71](#_bookmark274), [88](#_bookmark350), [97](#_bookmark369)

editors

LiveTable [169](#_bookmark672)

setting [99](#_bookmark374)

EditWidthPolicy property [50](#_bookmark173)

editWidthPolicy property [174](#_bookmark687), [199](#_bookmark761), [210](#_bookmark852)

evaluate

method in MathValue [111](#_bookmark404)

event listeners [139](#_bookmark593)

adding and removing [77](#_bookmark311)

cell display [140](#_bookmark595)

data source [71](#_bookmark269)

entering cells [142](#_bookmark598)

JCCellDisplayListener [139](#_bookmark594)

JCEnterCellListener [142](#_bookmark598)

JCPaintListener [144](#_bookmark600)

JCPrintListener [145](#_bookmark604)

JCResizeListener [146](#_bookmark610)

JCScrollListener [149](#_bookmark616)

painting [144](#_bookmark600)

printing [145](#_bookmark604)

resizing [146](#_bookmark610)

events [119](#_bookmark476), [139](#_bookmark587)

cell display events [140](#_bookmark595)

cell editors [105](#_bookmark382)

editing cells [142](#_bookmark597)

JCCellDisplayEvent [139](#_bookmark592)

JCEditCellEvent [142](#_bookmark597)

JCPaintEvent [144](#_bookmark600)

JCPrintEvent [145](#_bookmark604)

JCResizeEvent [146](#_bookmark608)

JCScrollEvent [149](#_bookmark617)

JCSortEvent [155](#_bookmark623)

JCTraverseCellEvent [158](#_bookmark627)–[159](#_bookmark631)

painting [144](#_bookmark600)

printing [145](#_bookmark604)

resizing [146](#_bookmark608)

scrolling [149](#_bookmark616)

sorting [155](#_bookmark623)

summary [193](#_bookmark725)

TableListenerPropagator [119](#_bookmark477)

traversal [158](#_bookmark627)–[159](#_bookmark631)

examples [223](#_bookmark909)

advanced [227](#_bookmark917)

cell [224](#_bookmark913)

cell style [224](#_bookmark912)

data source [226](#_bookmark916)

introductory [223](#_bookmark910)

overview [223](#_bookmark906)

table interaction [226](#_bookmark915)

table layout [224](#_bookmark911)

table listener examples [225](#_bookmark914)

exceptions [119](#_bookmark479)

ClassCastException [119](#_bookmark481)

OperandMismatchException [119](#_bookmark480)

expression [111](#_bookmark398)

interface [111](#_bookmark399)

lists [118](#_bookmark471), [120](#_bookmark488)

MathExpressionList [118](#_bookmark472)

QueryExpressionList [118](#_bookmark473)

TableExpressionList [118](#_bookmark474)

mathematical [109](#_bookmark391)

references [120](#_bookmark488)

##### F

feature overview [9](#_bookmark3)

fixed values [53](#_bookmark187)

focus rectangle color [41](#_bookmark113)

focusColor property [175](#_bookmark688), [199](#_bookmark762), [210](#_bookmark856)

focusIndicator property [175](#_bookmark689), [200](#_bookmark763), [210](#_bookmark857)

FocusRectColor property [41](#_bookmark114)

Font property [200](#_bookmark764), [208](#_bookmark832)

font styles

AWT [25](#_bookmark49)

fonts

cells [62](#_bookmark222)

labels [62](#_bookmark222)

matched by AWT [25](#_bookmark51)

names [218](#_bookmark888)

point size [218](#_bookmark890)

setting, tutorial [24](#_bookmark48)

size, tutorial [25](#_bookmark50)

style constants [218](#_bookmark889)

footers

printing [164](#_bookmark647)

foreground colors [23](#_bookmark42), [60](#_bookmark215)

repeating [60](#_bookmark217)

property [60](#_bookmark215)

Foreground property [200](#_bookmark765), [208](#_bookmark833)

format, RGB [213](#_bookmark886)

formulae hierarchy [109](#_bookmark395)

formulae package [109](#_bookmark392)

formulas

adding to JClass LiveTable [109](#_bookmark387)

using in JClass LiveTable [119](#_bookmark483)

frame

border [170](#_bookmark674), [179](#_bookmark704)

FrameBorder property [46](#_bookmark154), [200](#_bookmark766)

FrameBorderType property in IDEs [175](#_bookmark691)

frameBorderType property [175](#_bookmark690), [210](#_bookmark853)

frameBorderWidth property [46](#_bookmark155), [175](#_bookmark692), [200](#_bookmark767), [210](#_bookmark854)

freezing columns [50](#_bookmark170)

rows [50](#_bookmark170)

frozen

column placement [50](#_bookmark171)

columns [49](#_bookmark168)

and sorting [135](#_bookmark572)

row placement [50](#_bookmark171)

rows [49](#_bookmark168)

frozenCellLayout property [175](#_bookmark693), [210](#_bookmark855)

FrozenColumnPlacement property [200](#_bookmark768)

FrozenColumns property [200](#_bookmark769)

properties

FrozenColumns [49](#_bookmark168)

FrozenRowPlacement property [200](#_bookmark770)

FrozenRows property [49](#_bookmark169), [200](#_bookmark771)

##### G

get method [197](#_bookmark741)

getDataFormat

method in MathValue [111](#_bookmark405)

getValueAt

method in MathMatrix [113](#_bookmark432)

method in MathVector [113](#_bookmark422)

GIF

image file formats supported [66](#_bookmark236)

global table properties [40](#_bookmark111)

##### H

headers

printing [164](#_bookmark647)

hiding

columns [54](#_bookmark194)

rows [54](#_bookmark194)

HorizontalAlignment property [66](#_bookmark240), [208](#_bookmark834)

HorizSBAttachment property [41](#_bookmark122), [201](#_bookmark772)

HorizSBDisplay property [129](#_bookmark534), [201](#_bookmark773)

HorizSBOffset property [201](#_bookmark774)

HorizSBPosition property [201](#_bookmark775)

HorizSBTrack property [201](#_bookmark776)

HorizSBTrackRow property [201](#_bookmark777)

##### I

IDEs [167](#_bookmark654)

setting properties [40](#_bookmark102), [168](#_bookmark665)

tutorial [181](#_bookmark709)

image

alignment in cell [61](#_bookmark219) clipping [65](#_bookmark232) displaying in cells [66](#_bookmark234) formats supported [66](#_bookmark237)

layout [66](#_bookmark241)

layout in cell [66](#_bookmark239)

inch-to-pixel conversion factor [164](#_bookmark644)

inheritance hierarchy [219](#_bookmark894)

input stream

getting data from [73](#_bookmark282)

Integrated Development Environment (IDE) [168](#_bookmark663)

interactivity [123](#_bookmark491)

IDE tutorial [187](#_bookmark717)

tutorial [29](#_bookmark60)

introduction

JClass LiveTable [9](#_bookmark2)

##### J

JAR [221](#_bookmark902)

JarMaster [221](#_bookmark902)

JarMaster [221](#_bookmark903)

JAR [221](#_bookmark902)

JavaBeans features of [167](#_bookmark659)

JCCachedDataSource [73](#_bookmark289)

JCCellBorder class [62](#_bookmark225)

JCCellDisplayEvent [139](#_bookmark592), [193](#_bookmark727)

JCCellDisplayListeners [139](#_bookmark594)

JCCellRange

in cell selection [133](#_bookmark561)

JCCellRenderer [91](#_bookmark360)

JCCellStyle [22](#_bookmark40), [56](#_bookmark205), [58](#_bookmark211)

JCComponentCellRenderer [95](#_bookmark367)

JCEditCellEvent [193](#_bookmark728)

JCExpressionCellRenderer [88](#_bookmark347)

JCInputStream [71](#_bookmark267)

JCInputStreamDataSource [73](#_bookmark283)

JClass JarMaster [221](#_bookmark903)

JClass LiveTable, introduction [9](#_bookmark2)

jclass.cell package [87](#_bookmark345)

JCListTable [40](#_bookmark104)

JCPaintEvent [144](#_bookmark601), [193](#_bookmark729)

JCPaintListener [144](#_bookmark602)

JCPrintEvent [145](#_bookmark605), [194](#_bookmark730)

JCPrintListener [145](#_bookmark606)

JCPrintPreview [165](#_bookmark650)

JCPrintTable [163](#_bookmark638), [166](#_bookmark651)

JCResizeCellEvent [126](#_bookmark519), [146](#_bookmark609), [194](#_bookmark731)

JCResizeCellListener [146](#_bookmark611)

JCResizeCellMotionListener [147](#_bookmark612)

JCScrollEvent [130](#_bookmark547), [149](#_bookmark615), [194](#_bookmark732)

JCScrollListener [130](#_bookmark548), [149](#_bookmark618)

JCSelectEvent [195](#_bookmark733)

JCSelectListener [153](#_bookmark621)

JCSortEvent [155](#_bookmark624), [195](#_bookmark734)

JCSortListener [155](#_bookmark625)

JCTable [35](#_bookmark77)

JCTableDataEvent [158](#_bookmark628), [195](#_bookmark735)

JCTableDataListener [158](#_bookmark629)

JCTraversalCellEvent [159](#_bookmark631)

JCTraverseCellEvent [125](#_bookmark505), [195](#_bookmark736)

JCTraverseCellListener [159](#_bookmark633)

JCVectorDataSource [19](#_bookmark26)

editing [72](#_bookmark279)

JPEG

image file formats supported [66](#_bookmark238)

JumpScroll property [202](#_bookmark778), [210](#_bookmark858)

##### K

keys

control [106](#_bookmark383)

reserving for cell editors [101](#_bookmark379), [106](#_bookmark383)

##### L

label parameter [75](#_bookmark301)

labelLayout property [176](#_bookmark694), [210](#_bookmark859)

labels

adding [21](#_bookmark35), [43](#_bookmark136)

border sides [65](#_bookmark229)

border width [45](#_bookmark144)

column, IDE tutorial [183](#_bookmark713)

columns [70](#_bookmark265)

custom borders [64](#_bookmark226)

definition [36](#_bookmark79)

displaying, tutorial [22](#_bookmark36)

fonts [62](#_bookmark222)

formatting [21](#_bookmark35)

layout, IDE tutorial [185](#_bookmark714)

margins [45](#_bookmark147)

offset from table [44](#_bookmark142)

placement [43](#_bookmark137)

preset styles, selection [40](#_bookmark107) referencing, all [38](#_bookmark93) referencing, all columns [38](#_bookmark92) referencing, all rows [38](#_bookmark92) referencing, column [37](#_bookmark91)

referencing, row [37](#_bookmark91)

resize, tutorial [30](#_bookmark66)

rows [70](#_bookmark265)

selecting [133](#_bookmark559)

setting properties [39](#_bookmark98) spacing from cell area [44](#_bookmark140) spanning [66](#_bookmark244)

specifying row and column [75](#_bookmark298)

using for resizing [127](#_bookmark522)

leftColumn property [42](#_bookmark124), [129](#_bookmark538), [176](#_bookmark695), [202](#_bookmark779), [210](#_bookmark860)

list of cell editors [98](#_bookmark372)

listeners [119](#_bookmark476), [139](#_bookmark587)

examples [225](#_bookmark914)

management [84](#_bookmark334)

scroll [130](#_bookmark546)

TableListenerPropagator [119](#_bookmark477)

LiveTable

general classes, inheritance [219](#_bookmark896)

LiveTable Bean about property [172](#_bookmark679)

allowCellResize property [172](#_bookmark680)

allowResizeBy property [172](#_bookmark681)

autoScroll property [173](#_bookmark682)

CellBorderWidth property [173](#_bookmark683)

CellSize property [173](#_bookmark684)

data property [173](#_bookmark685)

editHeightPolicy property [174](#_bookmark686)

editWidthPolicy property [174](#_bookmark687)

focusColor property [175](#_bookmark688)

focusIndicator property [175](#_bookmark689)

frameBorderType property [175](#_bookmark690)

frameBorderWidth property [175](#_bookmark692)

frozenCellLayout property [175](#_bookmark693)

LabelLayout property [176](#_bookmark694)

leftColumn property [176](#_bookmark695)

marginHeight property [176](#_bookmark696)

marginWidth property [176](#_bookmark697)

minCellVisibility property [177](#_bookmark698)

properties [171](#_bookmark678)

sBLayout property [177](#_bookmark699)

selectedBackground property [178](#_bookmark700)

selectedForeground property [178](#_bookmark701)

selectIncludeLabels property [179](#_bookmark702)

selectionPolicy property [179](#_bookmark703)

setting properties [168](#_bookmark670)

spannedCells property [179](#_bookmark705)

styles property [180](#_bookmark706)

topRow property [181](#_bookmark707)

LiveTable Data

classes, inheritance [220](#_bookmark897)

loading data [77](#_bookmark313)

##### M

mapping [91](#_bookmark359)

a data type [91](#_bookmark357)

marginHeight property [45](#_bookmark148), [176](#_bookmark696), [202](#_bookmark780), [210](#_bookmark861)

margins

cell and label [45](#_bookmark147)

setting [45](#_bookmark149)

marginWidth property [45](#_bookmark149), [176](#_bookmark697), [202](#_bookmark781), [210](#_bookmark862)

math values [111](#_bookmark401)

mathematical expressions [109](#_bookmark391)

Mathematical operations [115](#_bookmark443)

binary [115](#_bookmark451)

range of cells [120](#_bookmark487)

unary [115](#_bookmark444)

MathExpressionList [118](#_bookmark472)

MathMatrix [113](#_bookmark429)

constructors [113](#_bookmark430)

getValueAt method [113](#_bookmark432)

matrixValue method [113](#_bookmark433)

methods [113](#_bookmark431)

numberValue method [113](#_bookmark434)

setValueAt method [114](#_bookmark435)

toString method [114](#_bookmark436)

VectorValue method [114](#_bookmark437)

MathScalar [112](#_bookmark411)

constructors [112](#_bookmark412)

matrixValue method [112](#_bookmark414)

methods [112](#_bookmark413)

numberValue method [112](#_bookmark415)

toString method [112](#_bookmark416)

vectorValue method [112](#_bookmark417)

MathValue [109](#_bookmark393)

class [111](#_bookmark402)

evaluate method [111](#_bookmark404)

getDataFormat method [111](#_bookmark405)

matrixValue method [111](#_bookmark406)

methods [111](#_bookmark403)

numberValue method [111](#_bookmark407)

setDataFormat method [111](#_bookmark408)

vectorValue method [111](#_bookmark409)

MathVector [112](#_bookmark419)

constructors [113](#_bookmark420)

getValueAt method [113](#_bookmark422)

matrixValue method [113](#_bookmark423)

methods [113](#_bookmark421)

numberValue method [113](#_bookmark424)

setValueAt method [113](#_bookmark425)

toString method [113](#_bookmark426)

vectorValue method [113](#_bookmark427)

matrixValue

method in MathMatrix [113](#_bookmark433) method in MathScalar [112](#_bookmark414) method in MathValue [111](#_bookmark406) method in MathVector [113](#_bookmark423)

MaxHeight property [202](#_bookmark782)

maximum pixel height [54](#_bookmark189)

width [54](#_bookmark189)

MaxWidth property [202](#_bookmark783)

methods accessor [197](#_bookmark741)

minCellVisibility property [177](#_bookmark698), [202](#_bookmark784), [210](#_bookmark863)

MinHeight property [202](#_bookmark785)

minimum

cell visibility [124](#_bookmark500)

pixel height [54](#_bookmark189)

pixel width [54](#_bookmark189)

MinWidth property [202](#_bookmark786)

model-view-controller [19](#_bookmark24), [69](#_bookmark255)

data source [69](#_bookmark254)

mouse pointers custom [137](#_bookmark581)

disabling tracking [137](#_bookmark583)

multiline [54](#_bookmark191)

headers, spanning [68](#_bookmark248)

multiple

columns, sorting [135](#_bookmark574)

lines in cells [54](#_bookmark191)

MVC, see model-view-controller [69](#_bookmark255)

##### N

newline character

and Multiline property [54](#_bookmark192)

num\_columns parameter [76](#_bookmark305)

num\_rows parameter [76](#_bookmark305)

numberValue

method in MathMatrix [113](#_bookmark434) method in MathScalar [112](#_bookmark415) method in MathValue [111](#_bookmark407) method in MathVector [113](#_bookmark424)

NumColumns property [48](#_bookmark160), [70](#_bookmark264)

NumRows property [48](#_bookmark160), [70](#_bookmark264)

**O**

offset of labels [44](#_bookmark142)

OperandMismatchException [119](#_bookmark480)

Operation class [114](#_bookmark439)

operations constructor [114](#_bookmark440)

mathematical [115](#_bookmark443)

binary [115](#_bookmark451)

unary [115](#_bookmark444)

methods [114](#_bookmark441)

reducing values [117](#_bookmark469)

operators Abs [115](#_bookmark445)

Add [115](#_bookmark453)

Average [115](#_bookmark454)

Ceiling [115](#_bookmark446)

Count [116](#_bookmark455)

Divide [116](#_bookmark456)

Floor [115](#_bookmark447)

GeometricMean [116](#_bookmark457)

in com.klg.jclass.util.formulae [115](#_bookmark452)

Max [116](#_bookmark458)

Median [116](#_bookmark459)

Min [116](#_bookmark460)

Multiply [116](#_bookmark461)

Power [116](#_bookmark462)

Product [116](#_bookmark463)

Root [115](#_bookmark448)

Round [115](#_bookmark449)

Sort [117](#_bookmark464)

StdDeviation [117](#_bookmark465)

Subtract [117](#_bookmark466)

Sum [117](#_bookmark467)

Trunc [115](#_bookmark450)

##### P

page layout page size [163](#_bookmark642)

setting, for printing [163](#_bookmark641)

page margins

setting, for printing [164](#_bookmark643)

page numbering

setting, for printing [164](#_bookmark645)

page resolution [164](#_bookmark644)

painting [144](#_bookmark600)

parent cell styles creating [57](#_bookmark207)

PixelHeight property [52](#_bookmark183), [202](#_bookmark787)

setting, tutorial [28](#_bookmark57) user row resizing [126](#_bookmark511) using to hide rows [54](#_bookmark195)

pixels

absolute height and width [52](#_bookmark183)

estimate [53](#_bookmark186)

maximum height/width [54](#_bookmark189)

minimum height/width [54](#_bookmark189)

variable height and width [53](#_bookmark185)

changing to fixed values [53](#_bookmark187) pixels-to-inch conversion factor [164](#_bookmark644) PixelWidth property [52](#_bookmark183), [203](#_bookmark788)

column resizing [126](#_bookmark512)

setting, tutorial [28](#_bookmark57)

using to hide columns [54](#_bookmark195)

pluggable look and feel (PLAF) [59](#_bookmark212)

popupMenuEnabled property [203](#_bookmark789), [210](#_bookmark864)

position parameter [75](#_bookmark300)–[76](#_bookmark304)

PreferredSize [95](#_bookmark366)

preset styles [40](#_bookmark105)

print preview [165](#_bookmark649)

printing [145](#_bookmark604), [163](#_bookmark639)

events [145](#_bookmark604)

headers and footers [164](#_bookmark647)

page layout [163](#_bookmark641)

page margins [164](#_bookmark643)

page numbering [164](#_bookmark645)

page resolution [164](#_bookmark644)

page size [163](#_bookmark642)

preview [165](#_bookmark649) programming the API [35](#_bookmark76) properties

about [210](#_bookmark843)

access in IDE [40](#_bookmark102)

accessor methods [197](#_bookmark741)

allowCellResize [198](#_bookmark745), [210](#_bookmark844)

effect on mouse pointers [137](#_bookmark582)

allowResizeBy [198](#_bookmark746), [210](#_bookmark845)

autoEdit [198](#_bookmark747), [210](#_bookmark846)

autoScroll [198](#_bookmark748), [210](#_bookmark847)

Background [208](#_bookmark825)

cell style [55](#_bookmark201)

CellBorder [208](#_bookmark826)

CellBorderColor [208](#_bookmark827)

CellBorderColorMode [208](#_bookmark828)

CellBorderSides [65](#_bookmark229), [208](#_bookmark829)

CellBorderWidth [45](#_bookmark145), [198](#_bookmark749), [210](#_bookmark848)

cellSize [210](#_bookmark849)

CharHeight [28](#_bookmark58), [51](#_bookmark181), [198](#_bookmark750)

CharWidth [28](#_bookmark58), [51](#_bookmark181), [198](#_bookmark751)

ClipHints [65](#_bookmark231), [208](#_bookmark830)

Color [213](#_bookmark885)

column width [51](#_bookmark176)

ColumnHidden [54](#_bookmark196), [198](#_bookmark752)

ColumnLabelDisplay [198](#_bookmark753)

ColumnLabelOffset [44](#_bookmark141), [198](#_bookmark754)

ColumnLabelPlacement [43](#_bookmark138), [199](#_bookmark755)

ColumnSelection [199](#_bookmark756)

ColumnTrigger [134](#_bookmark569), [137](#_bookmark576)

com.klg.jclass.table.beans.LiveTable [210](#_bookmark842)

com.klg.jclass.table.CellStyleModel [208](#_bookmark824)

com.klg.jclass.table.JCTable [198](#_bookmark744)

ComponentBorderWidth [46](#_bookmark152), [199](#_bookmark758)

Cursor [199](#_bookmark759)

data [210](#_bookmark850)

Editable [208](#_bookmark831)

EditHeightPolicy [50](#_bookmark173), [199](#_bookmark760), [210](#_bookmark851)

EditWidthPolicy [50](#_bookmark173), [199](#_bookmark761), [210](#_bookmark852)

focusColor [199](#_bookmark762), [210](#_bookmark856)

focusIndicator [200](#_bookmark763), [210](#_bookmark857)

Font [200](#_bookmark764), [208](#_bookmark832), [218](#_bookmark891)

Foreground [200](#_bookmark765), [208](#_bookmark833)

FrameBorder [46](#_bookmark154), [200](#_bookmark766)

frameBorderType [167](#_bookmark662), [210](#_bookmark853)

frameBorderWidth [46](#_bookmark155), [200](#_bookmark767), [210](#_bookmark854)

frozenCellLayout [210](#_bookmark855)

FrozenColumnPlacement [200](#_bookmark768)

FrozenColumns [200](#_bookmark769)

FrozenRowPlacement [200](#_bookmark770)

FrozenRows [49](#_bookmark169), [200](#_bookmark771)

getting [36](#_bookmark85)

global [40](#_bookmark111)

HorizontalAlignment [208](#_bookmark834)

HorizSBAttachment [201](#_bookmark772)

HorizSBDisplay [201](#_bookmark773)

HorizSBOffset [201](#_bookmark774)

HorizSBPosition [201](#_bookmark775)

HorizSBTrack [201](#_bookmark776)

HorizSBTrackRow [201](#_bookmark777)

JumpScroll [202](#_bookmark778), [210](#_bookmark858)

labelLayout [210](#_bookmark859)

leftColumn [42](#_bookmark124), [202](#_bookmark779), [210](#_bookmark860)

marginHeight [45](#_bookmark148), [202](#_bookmark780), [210](#_bookmark861)

marginWidth [45](#_bookmark149), [202](#_bookmark781), [210](#_bookmark862)

MaxHeight [202](#_bookmark782)

MaxWidth [202](#_bookmark783)

minCellVisibility [202](#_bookmark784), [210](#_bookmark863)

MinHeight [202](#_bookmark785)

MinWidth [202](#_bookmark786)

NumColumns [48](#_bookmark160), [70](#_bookmark264)

NumRows [48](#_bookmark160), [70](#_bookmark264)

PixelHeight [28](#_bookmark57), [52](#_bookmark183), [202](#_bookmark787) using to hide rows [54](#_bookmark195) PixelWidth [28](#_bookmark57), [52](#_bookmark183), [203](#_bookmark788)

using to hide columns [54](#_bookmark195)

popupMenuEnabled [203](#_bookmark789), [210](#_bookmark864)

RepaintEnabled [203](#_bookmark790)

RepeatBackground [208](#_bookmark835)

RepeatBackgroundColors [209](#_bookmark836)

RepeatForeground [209](#_bookmark837)

RepeatForegroundColors [209](#_bookmark838)

ResizeByLabelsOnly [30](#_bookmark67), [127](#_bookmark521)

resizeEven [127](#_bookmark520), [203](#_bookmark791), [210](#_bookmark865)

resizeInteractive [203](#_bookmark792), [211](#_bookmark866)

row height [51](#_bookmark176)

RowHidden [54](#_bookmark196), [203](#_bookmark793)

RowLabelDisplay [203](#_bookmark794)

RowLabelOffset [44](#_bookmark142), [203](#_bookmark795)

RowLabelPlacement [43](#_bookmark139), [203](#_bookmark796)

RowSelection [203](#_bookmark797)

RowTrigger [134](#_bookmark569)

sBLayout [211](#_bookmark867)

selectedBackground [42](#_bookmark133), [204](#_bookmark799), [211](#_bookmark868)

SelectedBackgroundMode [204](#_bookmark800)

SelectedCells [204](#_bookmark801)

selectedForeground [42](#_bookmark134), [204](#_bookmark802), [211](#_bookmark869)

SelectedForegroundMode [204](#_bookmark803)

selectIncludeLabels [204](#_bookmark798), [211](#_bookmark870)

SelectionModel [204](#_bookmark804)

selectionPolicy [30](#_bookmark64), [204](#_bookmark805), [211](#_bookmark871)

SeriesDataSorted [205](#_bookmark806)

setting [36](#_bookmark85)

setting cell styles [39](#_bookmark99) setting for a cell [37](#_bookmark88) setting for a cell range [40](#_bookmark100) setting for a range [38](#_bookmark95) setting for all cells [38](#_bookmark95)

setting for all columns [37](#_bookmark89)–[38](#_bookmark92)

setting for all labels [38](#_bookmark93)

setting for all rows [37](#_bookmark89)

setting for cells and labels [39](#_bookmark98)

setting for column [37](#_bookmark91) setting for entire column [38](#_bookmark94) setting for entire row [38](#_bookmark94) setting for entire table [38](#_bookmark96)

setting for labels [37](#_bookmark91)–[38](#_bookmark92)

setting for range of cells [37](#_bookmark90) setting in the API [21](#_bookmark32) SortBy Column [135](#_bookmark573)

spannedCells [211](#_bookmark872)

stock data source [74](#_bookmark295)

StoreImageEnabled [205](#_bookmark807)

styles [211](#_bookmark873)

summary of [197](#_bookmark742)

swingDataModel [211](#_bookmark874)

topRow [42](#_bookmark125), [205](#_bookmark808), [211](#_bookmark875)

TrackBackground [205](#_bookmark809)

trackCursor [205](#_bookmark810), [211](#_bookmark876)

TrackForeground [205](#_bookmark811)

TrackSize [205](#_bookmark812)

Traversable [209](#_bookmark839)

traverseCycle [205](#_bookmark813), [211](#_bookmark877)

VariableEstimateCount [205](#_bookmark814)

VerticalAlignment [209](#_bookmark840)

VertSBAttachment [206](#_bookmark815)

VertSBDisplay [206](#_bookmark816)

VertSBOffset [206](#_bookmark817)

VertSBPosition [206](#_bookmark818)

VertSBTrack [206](#_bookmark819)

VertSBTrackColumn [206](#_bookmark820)

VisibleColumns [48](#_bookmark162)–[49](#_bookmark164), [207](#_bookmark821)

VisibleRows [48](#_bookmark163)–[49](#_bookmark164), [207](#_bookmark822)

property

definition [167](#_bookmark661)

LiveTable properties [171](#_bookmark678) setting in Java IDE [168](#_bookmark665) setting using API [168](#_bookmark667)

property editors LiveTable [169](#_bookmark672)

##### Q

QueryExpressionList [118](#_bookmark473)

##### R

ranges

in cell selection [133](#_bookmark561)

referencing [38](#_bookmark95)

selected [133](#_bookmark563)

used in cell spanning [67](#_bookmark245)

references expression [120](#_bookmark488)

registry

JClass central [119](#_bookmark485) removing cell selections [134](#_bookmark565) renderers [91](#_bookmark358)–[92](#_bookmark363)

component based [95](#_bookmark367)

default [93](#_bookmark364)

editors [36](#_bookmark83)

subclassing [93](#_bookmark364)

unmap [92](#_bookmark361)

writing [93](#_bookmark365)

rendering cells [88](#_bookmark350)–[89](#_bookmark352)

RepaintEnabled property [203](#_bookmark790)

RepeatBackground property [208](#_bookmark835)

RepeatBackgroundColors property [209](#_bookmark836)

RepeatForeground property [209](#_bookmark837)

RepeatForegroundColors property [209](#_bookmark838)

repeating colors [60](#_bookmark217)

reset [86](#_bookmark338)

resetSortedRows() method [137](#_bookmark579)

ResizeByLabelsOnly property [127](#_bookmark521)

tutorial [30](#_bookmark67)

ResizeEven property [127](#_bookmark520), [203](#_bookmark791)

resizeEven property [210](#_bookmark865)

ResizeInteractive property [203](#_bookmark792)

resizeInteractive property [211](#_bookmark866)

resizing [146](#_bookmark608)

columns [126](#_bookmark507)

default behavior [126](#_bookmark509)

disabling [126](#_bookmark515)

events and listeners [146](#_bookmark610)

pixel width [126](#_bookmark512)

preset styles [40](#_bookmark108)

rows [126](#_bookmark507)

rows and columns [126](#_bookmark518)–[127](#_bookmark520)

using labels only [127](#_bookmark522)

using labels, tutorial [30](#_bookmark66)

results [111](#_bookmark398)

RGB color values [213](#_bookmark885)

RowHidden property [54](#_bookmark196), [203](#_bookmark793)

RowLabelDisplay property [203](#_bookmark794)

RowLabelOffset property [44](#_bookmark142), [203](#_bookmark795)

RowLabelPlacement property [43](#_bookmark139), [203](#_bookmark796)

rows

adding [75](#_bookmark299), [86](#_bookmark337)

controlling resizing [126](#_bookmark518) default resizing behavior [126](#_bookmark513) definition

columns definition [48](#_bookmark158)

deleting [76](#_bookmark303)

determining number [48](#_bookmark159)

disallowing resizing [126](#_bookmark516)

displaying [49](#_bookmark164)

dragging [134](#_bookmark569)

freezing [49](#_bookmark168)–[50](#_bookmark170)

height

pixel value [51](#_bookmark179)

height property [51](#_bookmark176)

height, setting [51](#_bookmark178)

hiding [54](#_bookmark194)

labels [43](#_bookmark136), [70](#_bookmark265)

labels, placement [43](#_bookmark137)

making visible [129](#_bookmark540)

moving [76](#_bookmark306)

placement of frozen [50](#_bookmark171)

referencing, all [37](#_bookmark89)–[38](#_bookmark92)

referencing, entire [38](#_bookmark94)

referencing, one [37](#_bookmark91)

removing [86](#_bookmark337)

resizing [126](#_bookmark507)

resizing all at once [127](#_bookmark520) resizing with labels [127](#_bookmark521) selecting labels [133](#_bookmark559)

set as top [42](#_bookmark123)

setting the number [74](#_bookmark297)

specifying labels [75](#_bookmark298)

swapping [49](#_bookmark165)

visible, getting [48](#_bookmark161)

visible, setting [48](#_bookmark161)

RowSelection property [203](#_bookmark797)

RowTrigger property and dragging [134](#_bookmark569)

runtime
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